Scalar programming language

Definition of Scala:

Scala is an abbreviation of the word Scalable Language. This indicates that Scala Programming language has the ability to grow with the growth in the technicalities of your program. The programmers can either go for playing with the language by typing expressions of one lines and going through the results or they may go for using this language for full scale technical programming missions.

The language is used for technical purposes by a wide range of companies, such as LinkedIn, Intel, or Twitter. Scala language consists of a very robust static system provides farfetched support for functional programming. The language is designed in a manner that makes it concise yet function. The pitfalls of Java were used as a basis for the development of a number of design decisions for Scala.

Key words of the scala:

Key words (or) reserved words are the words in a language that are used for some internal process or represent some predefined actions. These words are therefore not allowed to use as variable names or objects.

Example program:

object Main

{

    def main(args: Array[String])

    {

        var p = 10

        var q = 30

        var sum = p + q

        println("The sum of p and q is :"+sum);

    }

}

**Output:**

**The sum of p and q is:40**

class GFG

{

    var name = "Priyanka"

    var age = 20

    var branch = "Computer Science"

    def show()

    {

    println("Hello! my name is " + name + "and my age is"+age);

    println("My branch name is " + branch);

    }

}

Object main

{

    def main(args: Array[String])

    {

        var ob = new GFG();

        ob.show();

    }

}

Out put:

Hello! my name is Priyanka and my age is20

My branch name is Computer Science

# Scala identifiers:

Identifiers are used for identification purpose.in scala,an identifier can be a class name, method name,variable name or an object name.

Example:

class GFG{

var a: Int = 20

}

object Main {

def main(args: Array[String]) {

var ob = new GFG();

}

}

In the above program we have 6 identifiers:

* **GFG:**Class name
* **a:**Variable name
* **Main:**Object name
* **main:**Method name
* **args:**Variable name
* **ob:**Object name

#### Rules for defining Scala

There are certain rules for defining a valid Scala identifier. These rules must be followed; otherwise we get a **compile-time error**.

* Scala identifiers are **case-sensitive.**
* Scala does not allow you to use keyword as an identifier.
* **Reserved Words** can’t be used as an identifier like $ etc.
* Scala only allowed those identifiers which are created using below four types of identifiers.
* There is **no limit** on the length of the identifier, but it is advisable to use an optimum length of 4 – 15 letters only.
* Identifiers should **not** start with digits **([0-9])**. For example “123geeks” is a not a valid Scala identifier.

# Variables in scala:

Variables are simply storage locations. Every variable is known by its name and stores some known and unknown piece of information known as value. So one can define a variable by its data type and name, a data type is responsible for allocating memory for the variable. In [Scala](https://www.geeksforgeeks.org/introduction-to-scala/) there are two types of variables:

* Mutable Variables
* Immutable Variables

Let’s understand each one of these variables in detail.

**Mutable Variable:**   
These variables are those variables that allow us to change a value after the declaration of a variable. Mutable variables are defined by using the **var** keyword. The first letter of data type should be in capital letter because in Scala data type is treated as objects.   
**Syntax:**

var Variable name: Data type = "value";

**For Example:**

var name: String = "scala programming";

Here, *name*is the name of the variable, *string*is the data type of variable and *scala programming*is the value that store in the memory.   
*Another way of defining variable:*

**Syntax:**

var variable name = value

**For Example:**

*var value = 40*

*//it works without error   
value = 32*

 Here, the value is the name of the variable.

**Immutable Variable:**   
These variables are those variables that do not allow you to change a value after the declaration of a variable. Immutable variables are defined by using the **val** keyword. The first letter of data type should be in capital letter because in Scala data type is treated as objects.

**Syntax:**

val Variable name: Data type = "value";

**For Example:**

val name: String = “scala programming”

Here, a name is the name of the variable, a string is the data type of variable and scala programming is the value that store in the memory.   
Another way of defining variable:

**Syntax:**

val variable name = "value"

**For Example:**

*val value = 40*

*//it will give an error   
value = 32*

 Here value is the name of the variable.

**Rules for naming variable in Scala**

* Variable name should be in lower case.
* Variable name can contain letter, digit and two special characters(Underscore(\_) and Dollar($) sign)
* Variable name must not contain the keyword or reserved word.
* Starting letter of the variable name should be an alphabet.
* White space is not allowed in variable name.

**Note:** Scala supports multiple assignments but you can use multiple assignments only with immutable variables.

# Scala | Decision Making (if, if-else, Nested if-else, if-else if)

Decision making in programming is similar to decision making in real life. In decision making, a piece of code is executed when the given condition is fulfilled. Sometimes these are also termed as the Control flow statements. [Scala](https://www.geeksforgeeks.org/introduction-to-scala/" \t "_blank) uses control statements to control the flow of execution of the program based on certain conditions. These are used to cause the flow of execution to advance and branch based on changes to the state of a program.

**The conditional statements of Scala are:**

#### if

#### if-else

#### Nested if-else

#### if-else if ladder

#### if statement

“**if**” statement is the simplest decision making statements among all decision making statements. In this statement, the block of code is executed only when the given condition is true and if the condition is false then that block of code will not execute.

**Syntax:**

if(condition)

{

// Code to be executed

}

Here, **condition**after evaluation will be either true or false. if statement accepts boolean values – if the value is true then it will execute the block of statements under it.  
If we do not provide the curly braces ‘{‘ and ‘}’ after **if(condition)** then by default if statement will consider the immediate one statement to be inside

Its block.

**Example:**

if(condition)

statement1;

statement2;

// Here if the condition is true, if block

// will consider only statement1 to be inside

// its block.

**Flow Chart:**
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**Example:**

object Test {  
 def main(args: Array[String]): Unit =  
 {  
 var a = 50  
 if(a>30)  
 *println*("the number is greater number")  
   
 }  
}

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| If-else statement The if statement alone tells us that if a condition is true it will execute a block of statements and if the condition is false it won’t. But what if we want to do something else if the condition is false. Here comes the else statement. We can use the else statement with if statement to execute a block of code when the condition is false.  **Syntax:**  if (condition)  {  // Executes this block if  // condition is true  }  else  {  // Executes this block if  // condition is false  }  **Flow Chart:**  <https://media.geeksforgeeks.org/wp-content/uploads/if-else-statement.jpg>    **Example:**   |  | | --- | | object Test {  def main(args: Array[String]): Unit =  {  var a = 20  if(a>30)  *println*("the number is greater number")  else  *println*("the number is a smaller number")   } } |   **Output:**  the number is a smaller number Nested if-else statement A nested if is an if statement that is the target of another if-else statement. Nested if-else statement means an if-else statement inside an if statement or in a else statement. Scala allows us to nest if-else statements within if-else statement.  **Syntax:**  // Executes when condition\_1 is true  if (condition\_1)  {  if (condition\_2)  {  // Executes when condition\_2 is true  }  else  {  // Executes when condition\_2 is false  }  }  // Executes when condition\_1 is false  else  {    if (condition\_3)  {  // Executes when condition\_3 is true  }  else  {  // Executes when condition\_3 is false  }  }  **Flow Chart:**  <https://media.geeksforgeeks.org/wp-content/uploads/Nested-If-else.jpg>  **Example:**   |  | | --- | | // Scala program to illustrate  // the nested if-else statement  object Test {    // Main Method  def main(args: Array[String]) {        // taking three variables      var a: Int = 70      var b: Int = 40      var c: Int = 100        // condition\_1      if (a > b)      {          // condition\_2          if(a > c)          {              println("a is largest");          }            else          {              println("c is largest")          }        }        else      {             // condition\_3          if(b > c)          {              println("b is largest")          }            else          {              println("c is largest")          }      }  }  } |   **Output:**  c is largest if-else if Ladder Here, a user can decide among multiple options. The if statements are executed from the top down. As soon as one of the conditions controlling the if is true, the statement associated with that if is executed, and the rest of the ladder is bypassed. If none of the conditions is true, then the final else statement will be executed.  **Syntax:**  if(condition\_1)  {  // this block will execute  // when condition\_1 is true  }  else if(condition\_2)  {  // this block will execute  // when condition2 is true  }  else  {  // this block will execute when none  // of the condition is true  }  **Flow Chart:**  <https://media.geeksforgeeks.org/wp-content/uploads/If-Else-if-Ladder.jpg>  **Example:**   |  | | --- | | object Test {  def main(args: Array[String]): Unit =  {  var a = 20  if(a>100)  *println*("the number is a greater ")  else if(a<100)  *println*("the number is smaller")   } } |   **Output:**  No Match Found  Looping in programming languages is a feature which facilitates the execution of a set of instructions/functions repeatedly while some condition evaluates to true. Loops make the programmers task simpler. Scala provides the different types of loop to handle the condition based situation in the program. The loops in Scala are :   * [while Loop](https://www.geeksforgeeks.org/while-and-do-while-loop-in-scala/) * [do. While Loop](https://www.geeksforgeeks.org/while-and-do-while-loop-in-scala/) * [for Loop](https://www.geeksforgeeks.org/for-loop-in-scala/)   A while loop generally takes a condition in parenthesis. If the condition is **True**then the code within the body of the while loop is executed. A while loop is used when we don’t know the number of times we want the loop to be executed however we know the termination condition of the loop. It is also known as an*entry controlled loop* as the condition is checked before executing the loop. The while loop can be thought of as a repeating if statement. **Syntax:**   while (condition)  {  // Code to be executed  }  **Flowchart:**  https://media.geeksforgeeks.org/wp-content/uploads/while_loop.jpg     * While loop starts with the checking of the condition. If it evaluated to true, then the loop body statements are executed otherwise first statement following the loop is executed. For this reason, it is also called Entry control loop. * Once the condition is evaluated to true, the statements in the loop body are executed. Normally the statements contain an update value for the variable being processed for the next iteration. * When the condition becomes false, the loop terminates which marks the end of its life cycle.   **Example:**   * Scala  |  | | --- | | // Scala program to illustrate while loop  object whileLoopDemo  {  // Main method      def main(args: Array[String])      {   var x = 1;  / Exit when x becomes greater than 4          while (x <= 4)  {  println("Value of x: " + x);  // Increment the value of x for   // next iteration              x = x + 1;          }      }  } |   **Output:**   Value of x: 1  Value of x: 2  Value of x: 3  Value of x: 4  .  .    do. While Loop  A do. While loop is almost same as a while loop. The only difference is that do. While loop runs at least one time. The condition is checked after the first execution. A do. While loop is used when we want the loop to run at least one time. It is also known as the **exit controlled loop** as the condition is checked after executing the loop. **Syntax:**   do {  // statements to be Executed  } while(condition);  **Flowchart:**  https://media.geeksforgeeks.org/wp-content/uploads/do_while-Loop.jpg  **Example:**    * Scala  |  | | --- | | // Scala program to illustrate do..while loop  object dowhileLoopDemo  {  // Main method  def main(args: Array[String])      {  var a = 10  // using do..while loop          do          {              print(a + " ");              a = a - 1;          }while(a > 0);      }  } |   **Output:**  10 9 8 7 6 5 4 3 2 1    for Loop  *for* loop has similar functionality as while loop but with different syntax. for loops are preferred when the number of times loop statements are to be executed is known beforehand. There are many variations of “for loop in Scala” which we will discuss in upcoming articles. Basically, it is a repetition control structure which allows the programmer to write a loop that needs to execute a particular number of times. **Example:**    * Scala  |  | | --- | | // Scala program to illustrate for loop  object forloopDemo {       // Main Method     def main(args: Array[String]) {          var y = 0;          // for loop execution with range        for(y <- 1 to 7)        {           println("Value of y is: " + y);        }     }  } |   **Output:**   Value of y is: 1  Value of y is: 2  Value of y is: 3  Value of y is: 4  Value of y is: 5  Value of y is: 6  Value of y is: 7 Break statement in Scala In Scala, we use a break statement to break the execution of the loop in the program. Scala programing language does not contain any concept of break statement(in above 2.8 versions), instead of break statement, it provides a **break**method, which is used to break the execution of a program or a loop.  **Flow Chart:** https://media.geeksforgeeks.org/wp-content/uploads/Untitled-Diagram-35.jpg  **Syntax:**  // import package  import scala.util.control.\_  // create a Breaks object  val loop = new breaks;  // loop inside breakable  loop.breakable{  // Loop starts  for(..)  {  // code  loop.break  }  }  or  import scala.util.control.Breaks.\_  breakable  {  for(..)  {  code..  break  }  }  **For example:**   |  | | --- | | // Scala program to illustrate the  // implementation of break    // Importing break package  import scala.util.control.Breaks.\_  object MainObject  {    // Main method  def main(args: Array[String])  {        // Here, breakable is used to prevent exception      breakable      {          for (a <- 1 to 10)          {              if (a == 6)                    // terminate the loop when                  // the value of a is equal to 6                  break              else               println(a);          }      }  }  } |   **Output:**  1  2  3  4  5  **Break in Nested loop:** We can also use break method in nested loop.  **For example:**   |  | | --- | | // Scala program to illustrate the  // implementation of break in nested loop    // Importing break package  import scala.util.control.\_    object Test  {    // Main method  def main(args: Array[String])  {      var num1 = 0;      var num2 = 0;      val x = List(5, 10, 15);      val y = List(20, 25, 30);        val outloop = new Breaks;      val inloop = new Breaks;        // Here, breakable is used to      // prevent from exception      outloop.breakable      {          for (num1 <- x)          {                // print list x              println(" " + num1);                inloop.breakable              {              for (num2 <- y)              {                //print list y              println(" " + num2);                if (num2 == 25)              {                // inloop is break when              // num2 is equal to 25              inloop.break;              }              }            // Here, inloop breakable              }          }        // Here, outloop breakable      }  }  } |   **Output:**  5  20  25  10  20  25  15  20  25 Anonymous Functions in Scala: In Scala, An **anonymous function** is also known as a function literal. A function which does not contain a name is known as an anonymous function. An anonymous function provides a lightweight function definition. It is useful when we want to create an inline function. **Syntax:**  (z:Int, y:Int)=> z\*y  Or  (\_:Int)\*(\_Int)   * In the above first syntax, => is known as a transformer. The transformer is used to transform the parameter-list of the left-hand side of the symbol into a new result using the expression present on the right-hand side. * In the above second syntax, \_ character is known as a wildcard is a shorthand way to represent a parameter who appears only once in the anonymous function.   **Anonymous Functions With Parameters**  When a function literal is instantiated in an object is known as a function value. Or in other words, when an anonymous function is assigned to a variable then we can invoke that variable like a function call. We can define multiple arguments in the anonymous function.  **Example 1:**   |  | | --- | | // Scala program to illustrate the anonymous method  object Main  {      def main(args: Array[String])      {            // Creating anonymous functions          // with multiple parameters Assign          // anonymous functions to variables          var myfc1 = (str1:String, str2:String) => str1 + str2            // An anonymous function is created          // using \_ wildcard instead of          // variable name because str1 and          // str2 variable appear only once          var myfc2 = (\_:String) + (\_:String)            // Here, the variable invoke like a function call          println(myfc1("Geeks", "12Geeks"))          println(myfc2("Geeks", "forGeeks"))      }  } |   **Output:**    Geeks12Geeks  GeeksforGeeks    **Anonymous Functions Without Parameters**  We are allowed to define an anonymous function without parameters. In Scala, We are allowed to pass an anonymous function as a parameter to another function. **Example 2:**   |  | | --- | | // Scala program to illustrate anonymous method  object Main  {      def main(args: Array[String])      {            // Creating anonymous functions          // without parameter          var myfun1 = () => {"Welcome to programming...!!"}          println(myfun1())            // A function which contain anonymous          // function as a parameter          def myfunction(fun:(String, String)=> String) =          {              fun("Dog", "Cat")          }            // Explicit type declaration of anonymous          // function in another function          val f1 = myfunction((str1: String,                      str2: String) => str1 + str2)            // Shorthand declaration using wildcard          val f2 = myfunction(\_ + \_)          println(f1)          println(f2)      }  } |   **Output:**  Welcome to programming…!!  DogCat  DogCat  Currying Functions in Scala with Examples  **Currying** in Scala is simply a technique or a process of transforming a function. This function takes multiple arguments into a function that takes single argument. It is applied widely in multiple functional languages.   **Syntax**  understand with a simple example, **Example:**   |  | | --- | | // Scala program add two numbers  // using currying Function  object Curry  {      // Define currying function      def add(x: Int, y: Int) = x + y;        def main(args: Array[String])      {          println(add(20, 19));      }  } |   **Output:**  39  Here, we have define **add** function which takes two arguments (x and y) and the function simply adds x and y and gives us the result, calling it in the main function.  **Another way to declare currying function** Suppose, we have to transform this add function into a Curried function, that is transforming the function that takes two(multiple) arguments into a function that takes one(single) argument.   **Syntax**    def function name(argument1) = (argument2) => operation  **Example**   |  | | --- | | // Scala program add two numbers  // using Currying function    object Curry  {      // transforming the function that      // takes two(multiple) arguments into      // a function that takes one(single) argument.      def add2(a: Int) = (b: Int) => a + b;        // Main method      def main(args: Array[String])      {          println(add2(20)(19));      }  } |   **Output:**  39  Here, we have define add2 function which takes only one argument **a** and we are going to return a second function which will have the value of add2. The second function will also take an argument let say **b** and this function when called in main, takes two parenthesis(add2()()), where the first parenthesis is of the function add2 and second parenthesis is of the second function. It will return the addition of two numbers, that is **a+b**. Therefore, we have curried the add function, which means we have transformed the function that takes two arguments into a function that takes one argument and the function itself returns the result.  **Currying Function Using Partial Application**  We have another way to use this Curried function and that is **Partially Applied function**. So, let’s take a simple example and understand. we have defined a variable sum in the main function  **Example**   |  | | --- | | // Scala program add two numbers  // using Currying function  object Curry  {      def add2(a: Int) = (b: Int) => a + b;        // Main function      def main(args: Array[String])      {          // Partially Applied function.          val sum = add2(29);          println(sum(5));      }  } |   **Output:**  34  Here, only one argument is passed while assigning the function to the value. The second argument is passed with the value and these arguments are added and result is printed.  Also, another way(syntax) to write the currying function.   **Syntax**  def function name(argument1) (argument2) = operation  **Example**   |  | | --- | | // Scala program add two numbers  // using Currying function  object Curry  {      // Curring function declaration      def add2(a: Int) (b: Int) = a + b;        def main(args: Array[String])      {          println(add2(29)(5));      }  } |   **Output:**  34  For this syntax, the Partial Application function also changes. **Example**   |  | | --- | | // Scala program add two numbers  // using Currying function  object Curry  {      // Curring function declaration      def add2(a: Int) (b: Int) = a + b;        def main(args: Array[String])      {         // Partially Applied function.          val sum=add2(29)\_;          println(sum(5));      }  } |   **Output:**  34  Here, only the **‘\_’** is added after the calling the function add2 for value of sum. Scala | Closures: **Scala Closures** are functions which uses one or more free variables and the return value of this function is dependent of these variable. The free variables are defined outside of the Closure Function and is not included as a parameter of this function. So the difference between a closure function and a normal function is the free variable. A **free variable** is any kind of variable which is not defined within the function and not passed as the parameter of the function. A free variable is not bound to a function with a valid value. The function does not contain any values for the free variable.  A closure function can further be classified into pure and impure functions, depending on the type of the free variable. If we give the free variable a type **var** then the variable tends to change the value any time throughout the entire code and thus may result in changing the value of the closure function. Thus this closure is a impure function. On the other-hand if we declare the free variable of the type **val** then the value of the variable remains constant and thus making the closure function a pure one.    **Example:**   |  | | --- | | // Addition of two numbers with  // Scala closure    // Creating object  object GFG  {      // Main method      def main(args: Array[String])      {          println( "Final\_Sum(1) value = " + sum(1))          println( "Final\_Sum(2) value = " + sum(2))          println( "Final\_Sum(3) value = " + sum(3))      }        var a = 4        // define closure function      val sum = (b:Int) => b + a  } |   **Output:**  Final\_Sum(1) value = 5  Final\_Sum(2) value = 6  Final\_Sum(3) value = 7  Here, In above program function **sum** is a closure function. var a = 4 is impure closure. the value of a is same and values of b is different. **Example:**   |  | | --- | | // Scala closure program to print a string  // Creating object  object GFG  {      // Main method      def main(args: Array[String])      {            var employee = 50            // define closure function          val gfg = (name: String) => println(s"Company name is $name"+                         s" and total no. of employees are $employee")            gfg("geeksforgeeks")      }  } |   **Output:**  Company name is geeksforgeeks and total no. of employees are 50. |

# Scala | Partially Applied functions

The **Partially applied functions** are the functions which are not applied on all the arguments defined by the stated function i.e, while invoking a function, we can supply some of the arguments and the left arguments are supplied when required. we call a function we can pass less arguments in it and when we pass less arguments it does not throw an exception. these arguments which are not passed to function we use hyphen( \_ ) as placeholder.  
**Some important points:**

* Partially applied functions are helpful in minimizing a function which accepts many arguments to a function that accepts only some arguments.
* It can replace any number of arguments defined by a function.
* It is easier for users to utilize this method.

**Syntax:**

val multiply = (a: Int, b: Int, c: Int) => a \* b \* c

// less arguments passed

val f = multiply(1, 2, \_: Int)

As we can see in above syntax we defined a normal function multiply which have three arguments we pass less arguments (two). we can see it does not throw an exception that is partially applied function.  
**Example:**

|  |
| --- |
| // Scala program of Partially  // applied functions    // Creating object  object Applied  {        // Main method      def main(args: Array[String])      {            // Creating a Partially applied          // function          def Book(discount: Double, costprice: Double)          : Double =          {                (1 - discount/100) \* costprice            }            // Applying only one argument          val discountedPrice = Book(25, \_: Double)            // Displays discounted price          // of the book          println(discountedPrice(400))        }  } |

**Output:**

300.0

Here, the *discount* is passed in the argument and *costprice* part is left empty which can be passed later when required so, the discounted price can be calculated any number of times.

**Some more examples of Partially applied functions:**

1. A partially applied function can be obtained even when not applied on any of the arguments defined.  
   **Example:**

|  |
| --- |
| // Scala program of Partially  // applied functions    // Creating object  object Applied  {        // Main method      def main(args: Array[String])      {            // Creating a Partially applied          // function          def Mul(x: Double, y: Double)          : Double =          {              x \* y          }            // Not applying any argument          val r = Mul \_            // Displays Multiplication          println(r(9, 8))      }  } |

1. **Output:**
2. 72.0
3. Partially applied functions can be utilized to replace any number of parameters.  
   **Example:**

|  |
| --- |
| // Scala program of Partially  // applied functions    // Creating object  object Applied  {        // Main method      def main(args: Array[String])      {            // Creating a Partially applied          // function          def Mul(x: Double, y: Double, z: Double)          : Double =          {              x \* y \* z          }            // applying some arguments          val r = Mul(7, 8, \_ : Double)            // Displays Multiplication          println(r(10))      }  } |

1. **Output:**
2. 560.0
3. *Currying* approach can be utilized in Partially applied functions to transmit a function with multiple arguments into multiple functions, where each function takes only one argument.  
   **Example:**

|  |
| --- |
| // Scala program of Partially  // applied functions using  // Currying approach    // Creating object  object curr  {        // Main method      def main(args: Array[String])      {            // Creating a Partially applied          // function          def div(x: Double, y: Double)          : Double =          {              x / y          }            // applying currying approach          val m = (div \_).curried            // Displays division          println(m(72)(9))      }  } |

1. **Output:**
2. 8.0
3. Here, currying approach breaks the given function into two functions, where each function takes one parameter so, you need to pass one value for each of the functions and get the desired output.

# Higher Order Functions in Scala:

A function is called **Higher Order Function** if it contains other functions as a parameter or returns a function as an output i.e, the functions that operate with another functions are known as Higher order Functions. It is worth knowing that this higher order function is applicable for functions and methods as well that takes functions as parameter or returns a function as a result. This is practicable as the compiler of Scala allows to force methods into functions.  
**Some important points about Higher order functions:**

* The Higher order functions are possible, as Scala programming language acts towards the functions as first-class values, which implies that analogous to some other values, functions can even be passed as a parameter or can be returned as an output, which is helpful in supplying an adjustable method for writing codes.
* It is beneficial in producing function composition where, functions might be formed from another functions. The function composition is the method of composing where a function shows the utilization of two composed functions.
* It is also constructive in creating lambda functions or anonymous functions. The [anonymous functions](https://www.geeksforgeeks.org/anonymous-functions-in-scala/) are the functions which does not has name, though perform like a function.
* It is even utilized in minimizing redundant lines of code from a program.

Now, lets see some examples.

* **Example :**

|  |
| --- |
| // Scala program of higher order  // function    // Creating object  object GfG  {        // Main method      def main(args: Array[String])      {          // Displays output by assigning          // value and calling functions          println(apply(format, 32))        }        // A higher order function      def apply(x: Double => String, y: Double) = x(y)        // Defining a function for      // the format and using a      // method toString()      def format[R](z: R) = "{" + z.toString() + "}"    } |

* **Output:**
* {32.0}
* Here, the apply function contains an another function **x** with a value **y** and applies the function x to y.
* **Example :**

|  |
| --- |
| // Scala program of higher order  // function    // Creating object  object GfG  {      // Main method      def main(args: Array[String])      {            // Creating a list of numbers          val num = List(7, 8, 9)            // Defining a method          def multiplyValue = (y: Int) => y \* 3            // Creating a higher order function          // that is assigned to the variable          val result = num.map(y => multiplyValue(y))            // Displays output          println("Multiplied List is: " + result)      }  } |

* **Output:**
* Multiplied List is: List(21, 24, 27)

# Currying Functions in Scala with Examples

**Currying** in Scala is simply a technique or a process of transforming a function. This function takes multiple arguments into a function that takes single argument. It is applied widely in multiple functional languages.  
   
**Syntax**

def function name(argument1, argument2) = operation

Let’s understand with a simple example,  
**Example:**

|  |
| --- |
| // Scala program add two numbers  // using currying Function  object Curry  {      // Define currying function      def add(x: Int, y: Int) = x + y;        def main(args: Array[String])      {          println(add(20, 19));      }  } |

**Output:**

39

Here, we have define **add** function which takes two arguments (x and y) and the function simply adds x and y and gives us the result, calling it in the main function.

**Another way to declare currying function**  
Suppose, we have to transform this add function into a Curried function, that is transforming the function that takes two(multiple) arguments into a function that takes one(single) argument.  
   
**Syntax**

def function name(argument1) = (argument2) => operation

**Example**

|  |
| --- |
| // Scala program add two numbers  // using Currying function    object Curry  {      // transforming the function that      // takes two(multiple) arguments into      // a function that takes one(single) argument.      def add2(a: Int) = (b: Int) => a + b;        // Main method      def main(args: Array[String])      {          println(add2(20)(19));      }  } |

**Output:**

39

Here, we have define add2 function which takes only one argument **a** and we are going to return a second function which will have the value of add2. The second function will also take an argument let say **b** and this function when called in main, takes two parenthesis(add2()()), where the first parenthesis is of the function add2 and second parenthesis is of the second function. It will return the addition of two numbers, that is **a+b**. Therefore, we have curried the add function, which means we have transformed the function that takes two arguments into a function that takes one argument and the function itself returns the result.

**Currying Function Using Partial Application:**

We have another way to use this Curried function and that is **Partially Applied function**. So, let’s take a simple example and understand. we have defined a variable sum in the main function

**Example**

|  |
| --- |
| // Scala program add two numbers  // using Currying function  object Curry  {      def add2(a: Int) = (b: Int) => a + b;        // Main function      def main(args: Array[String])      {          // Partially Applied function.          val sum = add2(29);          println(sum(5));      }  } |

**Output:**

34

Here, only one argument is passed while assigning the function to the value. The second argument is passed with the value and these arguments are added and result is printed.

Also, another way(syntax) to write the currying function.  
   
**Syntax**

def function name(argument1) (argument2) = operation

**Example**

|  |
| --- |
| // Scala program add two numbers  // using Currying function  object Curry  {      // Curring function declaration      def add2(a: Int) (b: Int) = a + b;        def main(args: Array[String])      {          println(add2(29)(5));      }  } |

**Output:**

34

For this syntax, the Partial Application function also changes.  
**Example**

|  |
| --- |
| // Scala program add two numbers  // using Currying function  object Curry  {      // Curring function declaration      def add2(a: Int) (b: Int) = a + b;        def main(args: Array[String])      {         // Partially Applied function.          val sum=add2(29)\_;          println(sum(5));      }  } |

**Output:**

34

Here, only the **‘\_’** is added after the calling the function add2 for value of sum.

# Scala | String Interpolation

**String Interpolation** refers to substitution of defined variables or expressions in a given String with respected values. String Interpolation provides an easy way to process String literals. To apply this feature of Scala, we must follow few rules:

1. String must be defined with starting character as **s** / **f**/**raw**.
2. Variables in the String must have ‘$’ as prefix.
3. Expressions must be enclosed within curly braces ({, }) and ‘$’ is added as prefix.

**Syntax:**

// x and y are defined

val str = s"Sum of $x and $y is ${x+y}"

**Types of String Interpolator**

1. **s Interpolator:** Within the String, we can access variables, object fields, functions calls, etc.

**Example 1:** variables and expressions:

|  |
| --- |
| // Scala program  // for s interpolator    // Creating object  object GFG  {      // Main method      def main(args:Array[String])      {       val x = 20          val y = 10          // without s interpolator          val str1 = "Sum of $x and $y is ${x+y}"            // with s interpolator          val str2 = s"Sum of $x and $y is ${x+y}"          println("str1: "+str1)          println("str2: "+str2)      }  } |

**Output:**

str1: Sum of $x and $y is ${x+y}

str2: Sum of 20 and 10 is 30

**Example 2:** function call

|  |
| --- |
| // Scala program  // for s interpolator   // Creating object  object GFG  {      // adding two numbers      def add(a:Int, b:Int):Int      =      {          a+b      }        // Main method      def main(args:Array[String])      {           val x = 20          val y = 10             // without s interpolator          val str1 = "Sum of $x and $y is ${add(x, y)}"      // with s interpolator          val str2 = s"Sum of $x and $y is ${add(x, y)}"           println("str1: " + str1)          println("str2: " + str2)      }  } |

**Output:**

str1: Sum of $x and $y is ${add(x, y)}

str2: Sum of 20 and 10 is 30

1. **f Interpolator:** This interpolation helps in formatting numbers easily.

To understand how format specifiers work refer [Format Specifiers](https://www.geeksforgeeks.org/format-specifiers-in-c/).

**Example 1:** printing upto 2 decimal place:

|  |
| --- |
| // Scala program  // for f interpolator   // Creating object  object GFG  {      // Main method      def main(args:Array[String])      {   val x = 20.6    // without f interpolator       val str1 = "Value of x is $x%.2f"     // with f interpolator        val str2 = f"Value of x is $x%.2f"           println("str1: " + str1)          println("str2: " + str2)         }  } |

**Output:**

str1: Value of x is $x%.2f

str2: Value of x is 20.60

**Example 2:** setting width in integers:

|  |
| --- |
| // Scala program  // for f interpolator   // Creating object  object GFG  {      // Main method      def main(args:Array[String])      {  val x = 11      // without f interpolator          val str1 = "Value of x is $x%04d"     // with f interpolator          val str2 = f"Value of x is $x%04d"        println(str1)          println(str2)      }  } |

**Output:**

Value of x is $x%04d

Value of x is 0011

If we try to pass a **Double**value while formatting is done using **%d** specifier, compiler outputs an error. In case of **%f** specifier, passing **Int** is acceptable.

1. **raw Interpolator:** String Literal should start with ‘raw’. This interpolator treats escape sequences same as any other character in a String.  
   **Example :**printing escape sequence:

|  |
| --- |
| // Scala program  // for raw interpolator   // Creating object  object GFG  {      // Main method      def main(args:Array[String])      {           // without raw interpolator          val str1 = "Hello\nWorld"   // with raw interpolator          val str2 = raw"Hello\nWorld”     println("str1: " + str1)          println("str2: " + str2)      }  } |

1. **Output:**
2. str1: Hello
3. World
4. str2: Hello\nWorld

**PATTERN MATCHING**

Pattern matching is the second most widely used feature of Scala, after function values and closures. Scala provides great support for pattern matching, in processing the messages.

A pattern match includes a sequence of alternatives, each starting with the keyword **case**. Each alternative includes a **pattern** and one or more **expressions**, which will be evaluated if the pattern matches. An arrow symbol => separates the pattern from the expressions.

Try the following example program, which shows how to match against an integer value.

object Demo {

def main(args: Array[String])

{

println(matchTest("two"))

println(matchTest("test"))

println(matchTest(1))

}

def matchTest(x: Any): Any = x match

{

case 1 => "one"

case "two" => 2

case y: Int => "scala.Int"

case \_ => "many"

}

**ARRAYS IN SCALA**

Scala provides a data structure, the **array**, which stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

**Declaring an array**

To use an array in a program, you must declare a variable to reference the array and you must specify the type of array the variable can reference.

The following is the syntax for declaring an array variable.

### Syntax

var z:Array[String] = new Array[String](3)

Or

var z = new Array[String](3)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlgAAAFNCAIAAABT94Y+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAP+lSURBVHhe7N0HuN5VlS/+e8f7HyUQ0guQAAkJLSGE3kvoiCACYsGCBRTsDgMjim1QQaUYUARERJr0XgIJhE4gCaSShPTeG5FxZu7c+X/e93vYvoboqJzkBPL7Pg/7WXvttddee+9VfvucJPzv//qv//rfdfy///f//uEf/uF//a//9X//7//9P//n/yAqwH//9387nNCOCI3joLQ4ZQic5Lve9a6mzjsROYo3b/zNaDy0ChUqVFh/UApcSp5kVctp/kv9K0n8nZ3N/z44IpDcc1bJ8qHDD+cdj9op1PebbiOxGsKvUKFChfUKq1U6CU0RbHoIogohi3ncoCNdIU89JwO6Wh8UWgf1n//5n4YI6Ob03qnn5jPKfv+//+//K4dg1//4j/+YVzKEWZetUKFChfUR8lWSuZSVkhei9pMu2e0Pf/iDYclOayByTVMr1KHm5cjAiaFzROoBwomlBL5Ti4FtarNxhG3mJwxaG48/1QUrVKhQYT1FSptWQpO+tO95z3tqub1xQBVsEq/wBpyMyvdv//Zvq1at2mSTTTbeeGPHVYqfE3v99ddbtWrVJL0BwK7/4z/+I18DPMmxaCG1EJrkKlSoUGE9RkpeMnnT81BJlMuMlQ/8iFaondH//t+O5d///d8VPPTChQufe+45xcApYS5fvrxNmzYO1EmSf6cenROwd07y7ne/m7e0bt26b9++m2++uXOwd6h8pkKFCus/JGoo9c4HvW7tt1weOn/4wx8iVOHNSC2sHVb92+HVV1+9/PLL27Zt26lTp9dee83RbbTRRsoAgQhn1jsM9m6PCh4HmjdvnnJ49NFH9+/f394NNQm9gZxYU6dChQoV1le85z3vWbVq1R9/NBpCNq8+7VeDrwbZ3/nkN6mTJ08+99xzDzvsMGUAxzka9cp2dPBOLQB589mgLT///PNLliw55phj9tprr4033thonAdR1b8KFSqs55DHZLNkLagR6WgjUTJai6CsvkYzym8xGwktOvKN2ys0GYUqJQpqit5A4ypoyEcAQpuJha8cqgGtWrXyIjz77LM/+9nPHnroof/+7/9u6D/+4z/KnyJpXCh60GTwdZkamzGLfkOm04+vtUTUlumAgCJsrqf8P/7jPxJD5DSinwZEanOZCEVbaARVpoeoizTJmEtJGULYIBoR/ffff79DOOSQQ3bbbbfWrVtHZyOiv6lTYX3Cn7uaws+Na9NNG38IX1vd7/+IckQIbeNxZUgbIrS2abjC2kfjgTedf1jacNfllZRFoSzaaEAE0k1kAmZkQmsNERCfmYJT5hZkemQiH8nGWUVbmApJCkwqinoDqtSUKVO8CM844wyVIKuYgkhVI1kUIhoRzYYgSxTQbHqmlHX/SpS1QjR2teGEaGSGDrEaVuOnm1qoBusqhOPGjdt77729idu0aROxNaqqsL6h8XLRIQBTteN77373u3XR+ZbiqIbKrBB/q4tWaMRqh9lIVFg3aDxwhO6fpOP1DY3OgU63ZnRDcGrD0aYgkRHGEa7NqcuIWwQ+JmEIJ/JpS3c1RLnRUqvy9+fC1EYAX4svTUDSSggofASQzJACo0uDWujFiVmGoBAFOKZErF6a/7NwMkpbWt3QUJ/6J/YE4VASWmtKTKqP17pGbc3ea2dRr9kkEWkLcgIV1nPEgYNG2kW7Yo6NdpUcEhH3DqcQ2oxW+PtQDrOg8SIqtAjWtUMXD0C4/oJwwiw0Il1RWojwA11twhIfUUK0iCEiBsnmOBmlM4RZkckqUGQAk0DSBLqxABTD8oGMBjRhMKt00Z5T6HQjiaDTQpiI97znPcQi04iarjrQZpGM5iZunR8L6+JNf4CzkW9pRKEjBmEiGudGGAdC0MZIdVGNfP311//93/9dN5Y0nlIInMKssB5ijRcUpkvU8mr3nhaaJOoy6UYMwq/wVyIn5vSgkVOhxfFHL18HqMdODU39N1CYxT9CFMl0E5mStVKUCgRktKU44UvWyd34ETPFOwaBGfmiOQgTEfkwE/M4WsxaSqhzsropUB5P+OEUAjIxHC1kLkIbwlCjDBoa564R9EAk6bHBCDcqKd2A8WFCBKB0Q8QqkiaWubp5cVqlXhybYFbkoXGhoq3CeojGm4XQrszlcmO3rBsHKPcYOtB13RHLUIhgtW6FvxwapVudW4tjnRZCcOWco6lTRzjxGEhRCR8NCB6DUMwi5kUCmSVH43imLFmyZMGCBUvrQONQQiAFwytHd8yYMePGjVu5cmV9hRqojQDQQ14bSAeGoiF88mmhvLFkkBA0pM0UIBa1oQMcLUm1BP/f/u3fWDtjxgzGv/baa+YaLWYggFha1mZ6jiIEJgKydPhoKOU/oNBxAZnoL/wgS+AgdDOUrin1XdbeizlMnIg1SgaNi1ZYr1D3ixrQuTtAu8q4NMKo+MrlJu603KYEIIH6vD/eOKzWreDQgoRPzie5CzMyuYgKLY51/SIsKbjEUoAvzP7whz+EhnhPQTK4sqHCkQzNpejhVYhp06Y9+eSTQ4YMUe2mTp2qqOCTNEQ4ap999tmnnnpq5syZ+fleAjuoOWz9V2LADEAUsxuJVL5wQrCBtUCDNmtpC0dXS2dGYw8ofgrzq6+++sILL7At1ppiCB1hLTrdmnFvHCBO+SmlocyKcLacpcMHBH6U1PX9UaGhcILYmenRaYN2qiWsdQKFCN8hZJUK6z/qnltDrj4XzWHmz5/v6iOQO41A3ACNCAwVPY0KKxTkuMrx6gJ+/fxqcG4BZk67QguiBV6EufsCTgC8JLUttHTMgUjqatH/WEd99n+/5z3vyd9hN0qDp1WbNm1UvkceeeSaa6558cUX8THpQRAmQzl5Mr///e/xOWKqEQFreSOmAmU5BYYYGd0gawVl3SytxaHTxLqH19JEfnKIzi4I0E9nutINggHz5s274447MqRC46cOkY9tCKitWqfLphCUOy5dNFWAtjQN7AdL6CIyhQAO4Ryj6VoCWgI1u+vhqksyfDARM09AAoYw0VRlObUQiKFxKrwtkOvmKuBOta5v6NChHNJdu1xtnC1exGfEUdyAMI9FVPgfkWAJxK/23e9+t2MUMmE2ClRoQaz1QljLpm9AuuQBiFJ1kk8R8Y/WrVsLvwgLPMzShXrKfZcSqBWZiV4CppurFortiRMn6tIDPI9yYmRIog+qo3PnzhtvvHHxS4lAG7U4nmhKqVca28zFpBDBAKOgG1DYyKSwZt8bfxbGlHC0ONmd1ixdo3PmzJkwYcKMGTPI9O/ff5999mFG9GRKWQKNwCSJaZu236pVK/JOyVCSlCHCCKNawlkLP0bSkOmGIqZLAAwRKMysRRva+aCDaFCAUxFNdErlEqMksyqsn8gNluvmQrlW34hPP/30z3/+84svvvihhx6aPHnyihUr4g+8y8dZfhhDGJM8uHTIjQNCN3SFHJE847hEnMMR8oEjlQAdaW6EsNEKLYvaNTReRrqhmwWrKRQq8QZ5nKMYFWBCTkByl+XLl6Pzr5eRWbBgAflNN920Xbt2qkh+8ycUeRImgVWrVuEYhblz515yySW/+c1vzjvvvI985CMdO3a0HBnJWpviYbnQKTkeglZEWJSG7t27L168+IorrtD27dv3yCOPxDGdDSke2Yga+a//+q+nnXbaAQccoJujsxdiy5Yt498kbWrRokU9evRo3759+AR4Pw0Iu8NRcR988MGRI0d+5StfOeKII5QTeiynxtgUtSRFkTSU7DN//nwPR92lS5faiw06KGLk8U2h3NcA0GMtu8t+EY5O+e/WrZshYrbv6Ow9XyT0dOnSBT8VLmuRdOb5R8YZwDAtpqPwih07duyAAQMOPPBAuyMQGaMV1n/kyhBaHqLr7njIt771rTvvvJMv7bvvvnvttdeee+7JYbjNJptsEm/kA8I2H0bcwHSuEp0EorNCgSMC55bjcs6C1Bn65hZ3mMIQk0DThArrCo3umihY64UwoJYrIHLrJRQxp02bNnr06BSAl19+ecqUKdtuu+0JJ5wgMiVcriMsDznkkC233JLk888/r8BstdVWipDS5RtWWerXr1+fPn0E8JVXXnn99dd/97vfVcOM5rVkRatL9+qB9D1v3jzhveOOO2K+9NJLU6dO7dChw3333bfLLru8973v9V185plnEj7mmGOOP/54aoU6SSiJPoXwU5/6lMdloxPT7ClJoSJtLzNnzqSEBqXRptRaTJVGoVI/bHzw4MGs9SI89dRTjzrqqM022yz5SBm2a5WSwb1796ZB2VP8HnvsMUtss802r7zyCp2ORfmcPXu2ejZr1iyz6Nx5550JsNY3BDtVQYuOGDFi0qRJhmxQy1TTlbpHHnmE/c5TFXSeaj8jKbQ0Vc6KPTl5B0Kn83RNLu6BBx5wZY6dNlGd7QNt8SVYG15U4a3DHQkKhDtC8JAkZX7uxi+44IKhQ4eqdjg+1/JvJgiW7bbbTkCRJybQXG48QTcKaWuMhQqB6HNQAgftrIQ/Ih/9ThhKgqriZV2i8cARtW5Y2nCb/UrcNIVZIsDUxfcogccff/yaa64Re8qGCqc4eScpFYcffjiZQYMGyePHHXfc17/+dbn+wgsv9ITyFvniF7/oHXPXXXdNmDBB2ZPEJ0+e/POf/1yO/s53vnPwwQdL7vl6lcQla4T8ftZZZyl1qiz999xzD/377bcfN/UhvP322zOA2Ic+9CFGnnTSSYoTe3D4K4P5McsNKSrf//73vQgVQvzskYurgjfccMOwYcN8Tffs2VN9okp5UxFht912s9BDDz1kvxdffLFyKONYVyH88pe/vP/++1MlJdmvwkzYydx44422YJUddthhzJgxyrxWYpKhPDStsuuuu95666077bTT1ltvPX369IcffthO7Uilf/LJJ31GCLl99tmHMazyDaHYf+Mb37ARXd8cKlyvXr3wlWSHefnll6NVXNVX1mMz8xyXd7Z3oXMQsY5CDPtuuPvuuz3BqbKp3CZ+bjYHoq2wHoIDu6Mk35QutRDHPbrrcePG5ccw+Ji8omvXrl6ECJ93YoqzJYlzrXweNdY/Exu7GzgcTqpg9+7dhV4+GfPZgTCkzYlV57aOkSgIjah1w9KG2yjRLIjm6BRy4Mo9cTxKXL+ulPq9732vc+fO//RP//S+973vqaeeOv3002X/s88+W0a+7rrrjHqcXXbZZTSgZWFl4wc/+IEikX/0UtHq0aOHVxcZpfFb3/qW0qhUWMUSHA68sax14oknKjD5qaaPX/THP/7x3XffnRLVxWcvN/3Yxz4m1NUw7yfBnx91sjmOazulECq34WQjqsgVV1yhGn3iE58wF0c9mzhxogeckuPxxKSrr776F7/4hZKjjI0fP/72229XyM855xz7VTiZ4dnnQexL3Hf3wIEDFy5caC8nn3yyMq/A+whwRIQ333xzGUom8qbUFWYK2G9/+1vljYADUZW/+tWvqmf//M//vMcee/iYsK7k5ZvDXfzqV7/yEPzsZz+rRsp9vgm8RC+66KJrr73Wiqab6HAuvfRSNdKRehMkXB2CRZVzkoakzrwJnINRLeXgTEC3wnoIF6Tl5O5OjCDcHSbCrfFbt4wmk3vMhepus802++67ryFfjYKFZCY26gxRIelC8ZMu0J/+9KelEQdejisCCHCMVSFcl4hXh0bUuo2ODo0SzQtBInKkUd4gIyswWmspZlJwv3791A8J/YknnvjIRz7y0Y9+9Gtf+5rq6Nkkle+5557yONfxWFTtqLrqqqsUA90VK1YobyrWnDlzFBjF4Pzzzz/22GM7duxoLfVPqOfrlSOeccYZ06ZNo18pld+9eLbYYgsLKSoKoVea8vOpT31K+8EPftDD0dyS6Mux5Eejp556qodpmDk0hU15UKdV9M985jOMNNHjb+zYsV/60pe8qEgqHk8//TTzVEoP3JtvvtkL+Nvf/vahhx7qacgkxyLdqOsKklcdpicdbYz/yle+Mnr06G9+85uSUevWrVUyHw0qnDeio/AknTVrFg3O0KcAy5nnaXjuuef6nJ89e7bHtHi79957X3jhBY88J4ZjdyY6Q/Cxr8AzwMa1lqCNDbQp2z472J9vC4XQS1QFdSM+ePOh0Og2DqQK7PUTcUtwj24feKbowHfF3Gn+/PnSt4v2ZWbUJ5G4MOqifaL16tXLh91RRx3lQzBuT1WyBzpEBXCkORyJa8yYMb7gBYtTFYwO05Co0QLhnGQmVlgHaDxwRK0bVvHgZr+Sxo8dHqAb/d5e+EJu0KBBSpfHk+Kn4I0aNeq4445T284666wuXbo8+uijqojAU//YpjxI30OGDPn617++3377iUkPF0VFrM6dO1ch9OTyWKRBYbOKhC6Y+RxY+otf/CKnJK+M8dRf/vKXXpxWkfo9On3nKtWGVAWvIvWSeTmQYrZWIVQwFCeVBocAIPBvvPFGxUNl9QGIab92oULfcsstShptko6n21ZbbYX2evM+82RUVr3qGMZ+j2D7YgmF6rHdSU/qmXUZlt/iKI2bbLIJeWqtcswxx/Tt29daoLiqcHkNH3300b4kGNC9e/eVK1cifBbccMMNqvUjjzziHZzgNIsSbzufrl6KMt3nPvc5TBrkRBO9Gul0gJjsZ4lC6G3qTWBdljDVVeaWa2dRZcP1GG7HDYLb1M3HItrHIufPT1zwlT3twQcf7BONA3AkPrDxxhvzB5+tPoxOP/10SviPe8+N62orBDJGTvhHP/rR8OHD5SUZyUE5LkP4jquETLraCusGiYLQiNoV5Bq0gUtqopoV1Kp8wDnQQk6J8hYx9PDDD++xxx6Kh5eKIU7jffPVr3513rx5KoGU3adPn89//vPRY6LqJT4//OEPS+iPPfaYWig7G5o8efI3vvENcwkoipQLcisifNtK9GTOPPPMI444YuDAgQsWLND1/XvOOeeovmrPpZdeqmJJCqeccoo6SrkixB5KSluzoP6jUTKeqmjbCRPyUqRNcdW1rlH5In8ilAGMwce0LzbbqZKjqin2+Iqc0qtcvfjii+RxGKO1rrNCKK5ee96Upus+++yztuON+8wzz+hSGyMdEVjLpj72sY9Ru2zZMuXWd8bhhx+uUl555ZUO3NJmmWKihZRn9vhEcIb4UajNe5G23JeTRKj3xBiQk7dohCu8LeCyijMDb9G62Z/+9Kc+bnx47b///j4ZfXr64pk6dSrfiEOayJd4zsUXX+zqeUX4BY1qN3A4K0fkQH74wx/6VPUdjOm4AN+Zl6OrYmfdo9FRU/7W3c+vFF7LcwIegPYF6s2BHz+IZfi+MfP4EGZikjwmkEzE7rjjjjvssIPsD157QldLPsp9ZNFcfwHWYAl6lixZMn369NjgBWMJetQ5cxUS5UGK9z5T4SghRiElsYeS0uIY1caPozCWp+s72lxMND4mjjKjZmAyhoUq4oQJExQzOq1CLJqhdevWAmbWrFmG8O1FwV60aFGMAcopYT89mM7H50JqPGG7MF1Gs2KsghhsCUdkurneo4gpU6b4XIidaptk5x2p5jkoXcKm2KbC6fuA5mwqeqylZQPNWidcX6qGLKd9B6DsKLSDQth4OCkDiDKkDYHj6EKEH04IJ4aZuYED120URkQMdCHOn9UjkynEGhct5gGOoYwShjC1YQIml0Cw4YknnuBUhx12mG+mf/7nfxYaRx11VI8ePYRMbt+9A+c0BcGL0HU1TYhYsyAWxlpgZ460sSWTTaXNEUEc2Kg2HMgUMGoI0l17cD5aRyROETESnFKOMYahw6/QgljrdxCHc/fcwpXHBXV5QOi4gtyd7I+Q6wEh1wg5wnxIwNOAowrutddeUrPyxtGNRkkycoJBbfDpqtRRolV41DlDlpDZV65cKRief/758ePHe0F+8pOfPOSQQwzhW5fXUmhW3m2WptAWtIWwboDOXmIntQwL36a022yzjfL2q1/9ypc1g+fPn2/Rl156SYUjyU6VEkFt586dFWbv2ieffFKJUs/IeKWxkzGURy3bEI6iS5cuvtyVLlsza+HChYoZmvKcmNZEylmitZeaxf/1X1tvvXXv3r0Je7kqnHat9ZzddNNNN9tss9mzZ99xxx3Tpk1zgEz1aGYkVTZoUdaiKURoreLcAI0PNpIjCvG2RnbkxBxdOT380CGyU/cO2X5GkwS5nNNzZWhn5RZyYgQwSeYbAifeTiwnGQ3xQ0wEVeQRFsrluhE0AcJgOgF6IGsBH3aPliBpLmQJ8oTR9HAAnmbWSSed5FF44YUXnnDCCbwrzkZmNWSbaxsxkg32wngc+w3NYEMOhAzkwLUMA3y+TYawMzGEmUNGY5pCAAey1tqAVbSWtq6rlFjYj85ohfUNa70QcoUQcbu669YgxuKyHhzi8JVXXpGCFQCp35NIXpbZVQ4EgZkzZ0rKNGy00UYdO3aUx32oqohyN52KAYUExowZI+/ceuutN99880MPPXTnnXdeeeWV3/zmN2+44Qb1zypjx46V9BEUPl4H5W3btvUh3L17906dOnHZdu3aeWY9+OCDDz/8sHoglgSPEKqnkVrFjXPzbAQ+jtXJ0OzlpwVqcdi28847M/Wee+75whe+8MUvfvHiiy9+5JFHdtttN7Mo99obNWrUuHHjEPay++67+/q+++67P//5z59//vnf//732dm/f3/6HQuzidmmR5syyVpDrLXfr3/969/5znd+/OMfk7cdB6t8skEexHGGppuVMqww77vvvsQcy1e+8pVzzjnnvvvus0SHDh3yZwJ/9KMffetb3/ra1752++23OxAVmrXZeyLZxp2YNsygXHEEQrx9YWtaO0r2rN19/f2huqSEyGsOzVFj2i8iQ5iGzFJa0E4bnR8A8F6cgEySo7ng3n1bUMXf6NFSSCyvMV6NaZS8kzfRKLUU+m5jpC6TLIFmp+l8mGu5/eyFEkMUmqWLwMk3kLjjV4Juxx135JnbbrstpzKLZC6UpDZopNcqLO0wnRswGJ3PQQdi+3aaTw2ccibEnJKhNm3a2KBDMIQw1/mQRBAgZm62tg5gXSYB2qKNB9hIV2hZvOu73/3u9773PW0To7mvJ9o4X+IwDiHGklw4K//ml4KwX79+Altwbrzxxn379sWRRBQ5CULXKHfn2TTkR51HHXXU9ttvLwBopsqXr7U8d5S0bt26CRgfj+bSgCPFt2/fXlB5Aop2Lb65Yp4x4oQqlZU889jGJKq23HJL9SlZo7aZeq4x8ZlnnmGSChfPNj0b0XpUMdWKopE2S9gUhTZlOqZnH2PoZJ7tdO3aVf3baqutUo9pM8RO9qtM6mifPn0s6ouBEivKU5agJz9vYadFhTdVjmu//fajnyQNVPXs2VNXJbNHXc9TtXOLLbZgGKuSFxhABpwPtSSlXaooZxUDyDsEe0wG0aqsTtshO0br4uRawSoQ+u0OG3G/uWIbTNehOYTQLpeY7TtPApFMi+kkXWVRBe4F04lpnbwvoalTp/pEc7nUmkIhMRoo1JLxvh82bBgvdd25cZI0GEVkCQS+6fim8yufOz5iXKIL4kiEuZ/SaDn3ruaZZZTnqNZmTZ48+amnnuItvq4sTS1tZKIQXbO+fq3WGjJkiI/RPfbYozDXBqKc5Wg2a+3LIbNK2X755Zd5oE8933b48duYneNFaA1NmDCBvFmQTYEzadzUWkKMf+655xh55JFHuoIsil+WTlth3aOcfMpf063kziDd0M2CorB4XsoGHxWKUj8B3dSAeKqWfITlDrGHKT5NwdEV555rn/zkJ9UqkolnwUBM7pBNBAxCTe3SpYshszCNImo21a1Sz/LrNAEj0ZCU4NDmyhemq4KpXpE3Pa1RbzWr50+NAiNtynS0OMzudG3KUPboPUdnypstkBHehCk0y3SI5SJ8ypQpNOy6667mIuydJFVpGWkjdBo11xZEmnyqkNNvFcqVLqroJJysStIsXYRFk0dw1DkXoXCyhwGm06Yr7VJiFw7WdOsCGbfjgesVu08dxHJo1BKLYeWc3wGw30aHtFmn5wbBaaCdtu0jAp8RTsBnjSlkTMF0EWiSbtCpYk6cOFE2z48ofAn5DlO0fOVQRSzuqlJeeOGF/O3aa6+Nf7LEXC2FxNDxMWvh+JTBUeduueWWs88++957733f+97nKmlTa4cPH75w4ULVzjPRWj5x1DPboe1Xv/rVJZdckj+97MOINjqpYoy9ZMuAb3fnnnsuO88880wcMphrCXEk20TbpgO0F/7ppTt06NB86jlMYfL+97/fwWaWuBYRXJqpI0aMUOB9//k2tS+hh29rNJPMrWXW2sNFF13ka+biiy/2PRpH0taPc60vXeHPoTFHIXTX+mXE50KIqASVyJSyBbbo5dlG8XmwpA/xEt4sWRMQA+QTD7o1o+savMB0tUAbZvTXEnY9jDm9Lkm0VYCS6KFEFpNcetUhQky3NBuI+S72GEr6iDDEiYFykukidI0mZYjGDNU28Mbzl0IGqLWC1l6YpDKlapIhbKfmYpI3HSEtenGyED9TmG2UKgJWMV3XRMUeLQN60jkE2YFaa1nRKCR7SiIxjEKHZpQxvXv39iVhlik5YdrIeOqpjpBEb9QsMBQNWrtmFdoobdp3KuzRTh2aXTsNh2+/jisHq+u+EI7aCedgk7Ux3REBBCWmcEhHGv/xuFeNfL489NBD3G/vvffODxiyRLJ59+7dTznllE9/+tNuhKocOM3cEu0DxVrkXTp5qxiKjA+4uBMmGv/KK6+cPXv2scceqxAqY970PiXtjsE2wgcsRx4wKWGkLZtYP4OWueKcKrdE6DpAB/viiy+qK07SBhXy/NE5J1YL73/7NzbbjvhV8h999NFHHnnkhBNOOO6440RHzir3om2RHSWaWmTpCn8Za70Q5u4FZ1peyA/4NN9NcuG46ARkfFQ6NiQm4/o0iEy5Y/r06Zdffvm3v/3t5557zvfsZpttRqFZpVSYjsZBU+ixojVEGyVJWNYymnKSRI9gW1Y0BUeYpTyYjl/yghZTV8hp0dlddkQ5yw2lyzZTKKfWpizKAFkJR+U2ESghjE+eDGDqWp0NjCSQDeJbPZopNEShUUO6cqK9eMlh6mZp9uSnMdTimEveKAOMMttCZtGPWY6CQkMMwLcWfnYaU+lhBp2EzcLMyeCQeSfBTtPaGpS9I/BzTbllXW6ji3D7WnSjsIMiiQYnDORxpGajqlpKmgM3K6caJdC/f/8BAwbk9nN3lJgOmNxAO3jwYE/AefPm6WatjFJCeNGiRQSEDP0qB/gA8ijE5BgchmZTIkw/ghmASLcRZJqotQ82sDBW8TGm6vo4toWTTz75pJNO8n51PltuuSV+At8swvbuyfjMM8/stNNOPnN97zpeLm2bNpuTJLkO9pJjLCjddXmMFf4arPVCCK7fxXO+eCpHFOqYPFub+McRvcTQST1x1uRfXc4tBsaNG/fKK6+Q6devH89O2EvWJMngE8szSDzIC5iJJWJomUVLOLkbsrQWh2FmiShTKDErVSFWGc3cTLeQiTFPm9EsFOVUmYXAwSefKeFobb9oBqOYdqSFKLQWMYQdIWhOUjAq52JShaaEzcSMmuKJwH7nGeXkMelH4JAhGWMsR23WSipBYBp1eoQzkQAmAW04WRpNScTAdkIUztsXjXtxYjZr787B22vu3Lnjx4/nihMnThw2bNgTTzzhjeIrBN97ZciQIVzU+TvtBQsWjB49+uWXX1Z4dJ2VZ9mECRMIO0PKHX5WyZFqXavlfAZhmk5+yZIliiV7tDNmzFDwcCw0fPhwwr4O77//fq8fo2AVSrSGLGeWjzM28Px2b/yr2QjKZ82aRb9RyzHD7uKcECJW1Yx7A+v4Wi3HbGGO4N68esqUKU7Pa08qsItddtlFUfe1x04yNmt3jFf7HQ6Zgw8+2EYchd0BGZIEiJX7XauwSoHuOj7ACn891nohbLx7LggI7ghck39ILuKQo6duldcYvlHyolqsSuu+70477bRzzjnnxBNP3HzzzTk6FydDVfIUwkSBgU4xo5k24URSINEpBqItyplHmAAkE+GAiaZgEmOAWksPAfoZqSRkIiTl0YxJLRlDKUuEY0YyKRk6CZMhbC1DbCBpOS2BzAJ8U2Ik0Em5rZHJgUgEzKvZWv+r92Q8kXGMWiVijjTLRQ9rCRtCa3VJZpQBdJJnsCGtLgsNMSYKMdE4+JlFQ9lL3eoa8KGp83aGs7KRHAI4BOesDil1P/7xj3/+85/fcMMNnmJnnnnmj370o3vvvVdFvPHGG88666xf/vKXkydPVpamTp16xRVXfOMb3xg0aJAKSqHaedFFF40dO3ZV/c9AOr2cs+UcPto5uwscpz1ixIirr77617/+tTpq1NzHHntMWX388cd/9rOf3XXXXWReffVVtVAsWG7x4sWvvfYaSa4e13XROFqvovbt21uFci1Xadu2raKSFz/DqDIRbdTE0q4Gkk3U2oe1EjW2Ji5YOGbMmKeeeuryyy93yNdff73PEfzYiSCfvTz55JMOpGvXro7Xofl6MFcgkHGw4ki37I58kG7zImqzLqIc7FparsLfjbVeCN16rj+IQ8QzpFFDCP7K42UBhHQjVjm0IRwgFklB26dPnz333FMVFB4QvwcxrIvAQXB6q5Cn1hCFknW+HNMlQ4ByanXzw1hDyfjMIGw6gcQMGWA2/UbbtGljSJf+VO4UA3bimCjYcEIjrBVJE3UpJGkoxVXOinzqaLbMAFPCxMlOc1Y45qIxo5kemnOqhjp06NCxY0dzrbjpppvSTwbMpZk2Mro5pZxzjKSnrKs1ZAktJThmkXE+FgJ8GgiALvOMBo302xc2mDNH26kDcTidO3fu1KmT8qPY+DI7+uijDznkEK8rjxXO+bnPfW6HHXZQYBRLZ0LAkRryhqPEdAqVwC222MIlcq36Ok0fiG5H65AN5Qp23HFHp60ckjTk2acEWuXII4884ogjevToQaxfv37sMUveV97cuInuyxRzXTf9isHy5ctx7MUUHLbxeYVEwSDDKqtToiVj47UL/tM7XcewX4axWdw5t5i32267nXHGGaeccgojb7vttu985ztewwRIapmNP2fOHJ8LDtwXwK233nrHHXd8//vfVzsdi+gmQzltiNAhAP3O8NsKfwdqoc4JigekG7oZQS0ktACHLyYRJ/CyKAGujw5Ti5mh0AS0IpwSdUsACGx53Cw0nYYIiCKzyBjKoohoIGkUQdgUNI5Z4iRqEYbwIaFobrRFbNq0ad/85jeloW3q/+c/MjRDqgJhTLAEpomYhvCTg5jNJEsAMTqzQUzysVaXWkQ0YAIm2qxYRQ+duvgkEd4chgBtSNibjmCAifgxBqKZBi0+GfoZqWTq1mp+/dPBKOEsgQZPInMlevT73//+nXfeWaKnVlcLJGNPod/WsH1bc9oORCJ2ULbmXfKZz3zGB9nnP//5rbfe+sEHH/TI23XXXb0LPdPPP/98iZh7/PCHP1ScrrzySk86Yt/73vd69uw5fPhw8l/96ld9qXjbXXXVVZ6M99133zHHHOMKHFoOXGt1d/Gtb31LKvf6VPAuvPBCmj/72c8efvjhTGLYlltu6Zo+9rGPeQsOHDiwW7duCuGCBQsscfrpp3syvu9973v++ee5q+UU6QMOOIBmU7xo77zzTlX81FNPZZvX1bnnnmsX+++/v7Jq3XgXwiqmINhm76r4uvlTo06D/gRLXrf8M5z58+c/99xzgwcPdhq28C//8i8ONtEnxHx2fOITnzDFkFtQDn/7299S+NOf/nSrrbZyPlQlEmN8o682u99SeMkll/iUcTs+T3UhQ/YSosK6h1soF42odcMq19Mo0Swo+jl0I51oT/CXMCtTViOAQISlJF0fiVq5ngynR3MstHiINsrVGMEcPg4ZQ5QAuhFxygyRQZub+Jc16DQ9Mlrf11Le3Pr/jS+1BAFykymIqKLBUKkxEUObQoDNhsjEYKMJY93sGqHNXhBJweZ6+eEoSASk5kyhh0KnkSUIkM9CukCPIatEGIc23UwnBuynBLx10E7Y3lllyBQt2rpSCeUeKyeddJJCSIPloK6jCeXA3+6wZRtxGg7TAYL9jh07VjU66KCDFBu155FHHlH89thjj4svvtg5q3wPPPCAEshJ5L6nn34aR+K+5pprJOKZM2eqJfvtt59H2yuvvIL5s5/97O677/ZV4dACK7pKl+uC8q9gU6XQ3nvvvb/61a+87U488cT8X6NdkHD49Kc/vWjRInry80+FkKSXk9bDUelVA7wyFe+99trLdft2+clPfuIt9YEPfODDH/6wd+QNN9xwzjnn5F/T9uS1NDG3zIAcQvyQbeusEEK81BIWQjApZrDHRQjDr33ta8S05X+Ihi8w7XqXXXY566yz+vfvT8m3v/1tRzFgwAB7dC+ukoZ8wGWWdi1thPKqEK6HcAvlxhG1bljleholmgVFIQJy/byzxJiWfxfJiOkGmRu+dEzSXN2iJ93UiSQsLm4Uv66g9ksRQxJBlIQZtbqATjecEAxDU1uGopBmSwi2+spNf2maZDEs8jiG0MXO0Ai7QKd+oIklvA1h4sQkLZiCpiEbtDSCfCaSN4QuYjEmVmXdLIomEGZdcS2tSKNUIXRjQHZBIbFYmF1gSjFoQJiiTArsnCrhdyTsOnvPpWgdvg+Fl1566Qtf+MKhhx7q5eH9NGTIEJVGIfTMcqQKkkKoVHzjG99QJpUlL0KQhQnTo9h4nyG8CFUgr72bbrrp5JNPdrbqnyNFWDSXdd555w0dOlQy3X777X2gqF7XXXedJ5GvELAoq9RjnPxNNZeyZMkSL0Jlz5vv2GOPVba9O2n+yEc+ohhkF/LyoEGDPvrRjx522GEK4bXXXvud73yH5WxTSrmBqOEA8X/2xEXZvC4LoXC2LtTcrg5MXR5oXVv+zW9+8+qrr+69997etfgOjQC+bR544IGe3dttt51deO/+7ne/M/2yyy7zRuS9xPBNqS3zRtSvjb3QXBXC9RBuoVx3HHutX0a5eOuVtYsT8MU3O0Qk8SF0mJGkUDALkvKFqJucJUrnzZvH4xMStZlvcu5GJiJLFCMRgCMFJAtgUhhmDBBCwil/AXGHHXao/aMs222Hlh2gdx0IQ5JXmAgy+Fof8p5T5LfZZhvdaIhM/o5XutoQZhH2mDBqom4mFiVkAA0xTJdwlistSUyjaMj0rev/7mgEGBDaECPRsQcMmY7D2ujfcsstlYT6mdWQcwuaWG9/2EscgCfYbAoDZnJogKN0Sc3oMouf8M901TyH2b17d++/F198cenSpZ7UPCqOx3WjUKtW4ePQRq0KarrKSpWyRFjFOvLII/PDTA9N5ZY265prIuF8rOTLJp+DcVo2eOSluFoL01pk8pNVEykxhKPVRZDRMka3pcAqNtsRY3S1ODFM12advId1foOIk42j81dgGZ/DsWXX5wxzsJiEk0CiKvrR6VbYALF6EWp2FMdtbBtRBOKO2qA+WJMXDEE4CW8OjRAkBBK96BkzZjz//PMrV67UxefoZgl1QJSIyiiEhsIvRFBk8CFpy3LFmLqaP8rUrKz/PKcwCx1+YRbJ0kVkO+lqKayLNyEymEUg3YilLUxt6QKbk+zSBTKNwmUK4EOjDemiY0P0aMuo9p0HG7Q1Ldi4FjNbllWTZ7kWV0RDTgyHACdMFtaqW/369Zs+fbraloLEM8lI0FIzGWk6ymV2xLL6P3fOmX3YWY5XpKzOmjXLKh/60If+6Z/+idqRI0cuX7482Tw6MYmRZx49DNO1oi8YJRNI4rxe/3cYrOX7RlXGIZlZ5X7tItpaEAyw/eyOSYjFixfncwEchY14ZvksI+AoDCGI7bTTTg6WMDEanJ7tOARKMj1fHkHWIgahK2yA+GNmXEsoHhYC4nzaRN0aUXfRGshz34C8bmN8psut0X/4wx8mTZr07LPP5jOZ8Gr6CWuFQdSmW4CvXY0fmjZRh5AvzA0HwaQinxYamVBofG1tSw2bymiQ0abOGyUHEsyZHiMhc4s2HIQ2h2NuiIKMag1lCsKmMrfxoDIKdQObbC4CIYxiBuk2oi74toet2Utp84slJ6ZVcrJNXXy5NXTKD4HX6v+/jswl0L59+7322mvs2LHKj6ehRwyPdZIk86o2l7CXDb4po0ePfvDBBxctWiSVr1ixQhLffPPNyeMPHTrUU++YY47Zt/7PpscYs3imhehB0EmJahq1Xbt29Y4fN26cSoxP3hBtdHbp0iVXTA8Qpgow+Q9VaKMtgnhazFPJdLWTJ0+eNm2a7wPmsU2kK+TKHpk5c+bk71ziH3jggQ7HAZrlEKBTp05HHXWUbwInAOTR2Sm6IEMVNkD8iR+sG8TbtMUL3+x/OEFTv56YxGo+WvOTENOjwRDC5/aoUaPGjBnD7zOKL5gROGbpghBqVFtQKkcZbRSjJ0RWhMbRQpfRNYJY0NRvQJhlFd1iTyEoD1001HStiX6zkSG0hkIjcoyhQ4DRCIROa93INFpYVL0jES+C/Lkk1chxqTGKme+tNm3aeIJ4tPE6D7W8q/iedKzMeKZ07NhRGTPRiW2xxRZ9+/bt1avX7rvv7vkioTtPFW7ixImqY48ePQYNGnTJJZf86le/+vWvf33FFVf89re/Vbd69uzJ23msAkly4cKFU6ZMGT58+G233aYcbrbZZgcffHD+Ns6uu+5K7Hvf+94999yTv6dBP1N///vf06BOb7XVVj/5yU/atWt3/fXXP/nkkzQojWeccUbCQWgoCSnJ4FpxMjec3DJhROjGtoBAE9UciL+5Becs8FmosDmZH/zgB5deeuktt9zyyCOPHHHEER/4wAeYQXjYsGG/+c1vHnjgAWYMGDDAx4eztVknpnB6kR966KFO0jYJ+GjQNiKLNjvY5jC1jUsUeu2tW+FvxV9K3OsVOFOqGsfSTUkQJ3JN/Gnu3LnyhUQgcmoT6lk76SyffqvFbYUKfwHlKwHBeVQvFUXLo7p163b88ccfcMAB3hmtWrXq06ePdLz//vtLvoRVuxNOOCFp1xTOyWM9y/I7YKVLgYkz53d+p59+uikEvBSBkv79+5veuXNn9OGHH37yySerrDK4akpS0fWa2WWXXfbYYw8G8O3ddtvtsMMOk+spZwCTvBpTPNhvoil77703tQhWeZV6RSnMzFAk7E40JTpEk4mIzA29GtZN+i4fIgleltiaPTptdd0uyi9fjRJD9O7d26GhHZcnuLPyLnSkzs1x5aPBqM0mGzSitlJzb62qc28j/PGHP+mnG3q9QiwUqPmA5cpo0RK3httvv/3CCy/04fyLX/zCpyIZGxE/+SKD1M4KFf5KcLmEAzdTAtGql3TsjYiZ1KzqGI0AJ1R1ykOKPCfMz1S9Zp566qkdd9xRRpaODaUcRk80I5Sl8odccCghRjmaG2v5PDdGaK0YMa83QMv7auTSpUu9lk455RQPxKOPPtrEWJKqzODXXnutHjE1YCoVN9100ze+8Q2PrQMPPFBJLvFlFWpp0GUMmoX/8i//oqh7UK4WUJQTaOq8ZURb4j1Haqdh5uTROA6BjF2zEIeYA3fCbHNumLGfPMIp4SQzYJLJvprX8oKozf99wis2f1Q4wC8Gr42lK/xl5ApCI3TfNi9CiMWA1iaDgHjgVUqgR6GomD17tkchPjG+jpOkU9dRocJfhfgPt5Exk0mlV26mCuJ7kcinPJBrkTSqnKQKEkhZUnLifnPmzBk7dmz+3K+5UYiggU4tbQjyXnjSt7mYUjwxK+Lraq0i49NpCcUMlCWVzFwvIWAAtVZkAKtIApoe2oQJAfrVWgoJmOiNaIlEFjOU0lQXU+yOKgohp1GwWndtwBIMAJYwzPGylm1MtQv7QrCcJMIQGnKYxByLjbuOZcuWUWKIQgcI5jqEaF43G2mi3sA6WLTC34q3TSFMrCLi8Wjg05wewbNnzpypFhKQdKQeRMKYcGKGGNfHqVDhfwRv4TareR2Cv0m7HEnOVVHQUqqcu2LFCoSuWpUHCs5jjz3mKXD++edPmDBhiy22aFP/xxCUGZDN0VyU61rCO0Zh05qbNC1lF4+NgLKHb12rGI0B8X96gNoizIDx48db16xSOUxPaVQhaCA/a9asiCmueTLSwADrkkevhgiskWhesJ+pLEdkd+Uo8CHHrgs+fMGm7EhLzHdDaicQiAYwy+4Q1EL2uMadNiMYEGJtL1Th78bb6UXIibmUGEAnULmy7sqVK1U+VRBTChg5cuSihv8nNTExb4q5lSNW+CvBebR8BsHHOJLsqUWrPWij3IkAZjIdpiSrknlm4aAlZQmahl69erVv354kSM2Epex4pi4xLRrByelPLVTq8qykASfem2yeIZKWi9rEhVHEdttt9773vU/dTUVUC9mDTz+BWGsuDrXKSbdu3U455RSlOqP4JiJiakuBtTkum2WM7WfXbI5tzpDBmIZyONmaWWS06HxwOLHcYyRLQtA24s2cZoEVQ6wl/RXeOmqR7J7KDaUber0Cwzg9504A82x0TF2wYMFzzz135ZVX+gDX7Vr/161OOOEE+Ug8gJjJvtbPrVVYb1HCQc7lSByP+yXPSqzxKK4YAYQMK/PqKiSea1J5lIBZG9f/95DRaTrCaISLV2PK7Djm5qd83D5iBIzm0aMeUMIMApi0EUDoYqpteVlGm6eeUVOY5+XHQmaAIapSHqyCn4KBVjtFDQNoIFnbZx2erd/4xjcU2jPOOMNaWRS/kWgW5CgsjWYky7Mca+3LjmwQE5GDws8sU/Axky68C6NKG/OyX0N2CmE2+xaoAvovvvjil19++ZJLLunQoUO2U5YmoNtcK1b46+Hky7EjajeVzvqP2K3lQAhtXJ/T83glcOzYsfaDqfvKK6/MmDHDaHG17DyOWKHC/4i4SjwHIQsHHMxQ8jIgAl9doLREWJpGqCWgwJglWZfyGR8GtARNGCcgiWOK91zxcC2dESCctyDaEMKiaKoiaZW2bdtm3ZRS8vkhKsvxEyYxVddESBeRtcibu8Z4yYGsbbDQphwFw1LzMBmmxcfEyUWkwGOCWWQQNmJrqYJGyRtyIJgR0GaJ+u5ru7avZtxaObroB/S6OboKfwfeNoWQY/lM1hZnitPn+3fYsGHLly/nbfzeR6KiOGnSJBWxFhz/8A8+DzOlcsQKfyW4TYikMN0kU3SSadKoLgKIYZLRhqktwNdmaDXNjfJ1TTXUht8QAKk8dFraKCFmbjjpRiA1GHB0DZleaEToyIAuPqDTGo3BCCETJqDFlxgUWSWU1l5MWTd7sU1G5qCYhFbSIoAZUwMco4jUPF17z1DZEeADIkNB+E2d5kCOS/KRo7S6WdEqDjBnCBGu0LJozotf28gHNUfnXoDzH/X/7e2oUaOWLFnC4zfbbLP837e9CIHbqZ1mlfKZIKlQocJqSICkfXOFABEnlAisFoMpHlVCXw2OJceYKqhFl0MOQSanl5Os0IJ4OxXCTTfdVKv4iUPta6+9xp/GjRs3aNCghQsX9urVa6+99tppp53atm07ffr0kSNHTp06VSE0hTynLD+sqFChwmpI1l4NQiYfkSl7CKEkd0vr5aUFtby+oRbC7P3NcJ5ax9X6jf85NmHpCBygrgMkUE412iq0FJp+eaZNP93Q6xUYJiZ5jDZ/VWvjOl544YXLLrusc+fO++2333/+53+qf7179x49ejT5k046abfddis/PuJ5XHD93F2FCusbBJo07YvzH+s/E05mWLp06emnny6zH3vssflxXxkyhfyGFl9/br9ykc+FzTbb7L777lu0aNHll1/epUuX/KmlFMXGiY46T8MK6wbFYwFR64alDbdRYr0CwzgWj2GeeONSquC73/1uz77Bgwfvvvvu3oKTJk3yOvzABz4wpw5eiJ/dCVfCTboqVKjwPyGFUELPrySTGeT0z3zmM5tssslxxx1XCmHThA0yodtyE/WnyDdE165dH3zwwWXLll1xxRU+1mUw55lCCCXTrrdZ952KxgNPgXjbFEJgm4egwNtoo40QulyKY3E4rz30c889N2TIkFNOOWXrrbdeuXKlmGzTpk2CGU2G1zbGbYUKFRqRPJAMgBYvCZlCvP766+ecc0737t29C8ngpEaCWUFN0QaDP1f4HZcPBd8Qv/jFLyZMmPCTn/ykY8eOSV+lEJJxbvlDQBXWJeKuoRG1bljacBsl1iswTD3jRuA5uGrVqk033ZQX6vInzqTgvfDCC48++uinP/3pbt26kQc1UugSUDv5H+EmdRUqVHgThEyIJAGB4xFTogZTNJ133nnbbrutKMvvGjJUUDRsIPhz2bKefmp/sOiSSy4ZM2aMQtihQwc5KkNJZeXPuzrnP1dQK6wNuIJycYjaTaWz/iOm/6H+F435UD6jhKJAxRGfmKrdxhtvnOLH57gXVyNJrPrsqlDhf0Syg1gL0EnQ6BRFsSYGhRhJQ/gCrS7b9Adqalo2JGTvb4bzAUSOxYk5PYRjNKuM6mqrKtjieNtcQPyGP+U3EwqeyqdrSOu1h6ngvfvd7xaonoyJVc7XqlWrNvX/PQ35eGGFCn89+BU0dd74k+5aroXwaV9n1xDJ8AP+Fvk4XgTqIzUUyeKWGU1yRCR1ItJy6cbpqwkXFJMa+dEAxZLQjTIZEjWpcIjwdcUOY4SeVnytWrWKMWgyQDjymdgsoI3NWlYBgiWFo4VIxsgytJoMhE4beTK6oes6mpSEbi5YxREhtJRb0dXoOqX82pU9ObGsXqEF8XYqhF516hwfEpY48TO+1br+v0UlID4XLVqkRrZv3z5inIyAoOWFZLhdTVeFCv8TSnriV6DLhbhcSgJOfsbQmMgiSYwA4BuNfAQCSjIFHx2g46IQJZmujSoyXNqQbkodJkQmi0aDbz4Va8WKFSmcJmpNNBQBowgwV2s0v2sgQ5gAlKVrxtWZ1Ob3C1ogAPhmFWRisyCqoh/BTsY4c0SOFNAR0JYf+SAYnLkOKmdFMsI5EDKUkKlb3VTvETjNBQqbqLoPWNEB5gYNMaO+ZoX1BbULe1uA63ApngS8CuJhSiM67o7Aye+i43C6UPfGt81OK6wPKKkKIYdqg3xUcScuh+ZdPE1Szs8Mycc/MY2mhJBBkFFv8scl6Jk1a9bkyZMnTZo0ceLEGTNmTJ06dd68eWVKVrTKCy+8cNttt5lrufxeAE2AJJDBxCGZRYktWbJk2LBhZ5xxxp133mmJhQsXWpRawq+//joOM7IR2ubOnTtt2rSHH374a1/72hNPPKEcZnWgLbsjDGhLAEJORySmCDQCp1lgxehHpM0WcpJWZ/zLL7/sACOA6ShC26BzsFkH63idrfaVV14xJUZSYoMkIZzQzY6iPASztTGyAKeJqtByeJuVh0QmIpGvCiZa8lcjjCKSKRLMEcNvDKoKFf5KJPOWvMn3+BKgteoBZ5N2k+CISbVAWFeLIx0rOWUWpilktIrQkCFDrr/++tGjR7/22muE6eGokrh1yaxcuXLChAkjRoygDTOOrdCSKZ6MziqpiPSjpf6bb7555syZKZ+EEUrgQw89dMstt+QPVJtrolFTxo8ff/vtt6uIukWtWYZK7gZ8HIhAXXD1mIrkW0fRxshsHPJnxe1FwVbs77777vwLw06YVbVp9S8DR7ds2bJRo0bdc889PiMcRWp8vgBYDnTSHLU2GAKipFkQtQi2Za3ChHKAFdYHvG0uozhQPRKbnF6XP+kidDk3MT6nxY+MURwEmaKkQoW/BnGY+BsaEHGt+FXKHsdTMPLHkkuCi4y6FbfEQW+88caZ0qNHD1MGDx586aWXqltbbLHFZpttRkYeJ6zEAoK2Ter/10NdE2XzlEkL5SsQMXv2bJVs0aJF7LEEfjT07t27V69eHTt2tJAH6KOPPnrNNdcoHt6IiQjCnTt33mabbRjToUOH/IoBTM+mYkBhFiJIt4BCaOq8ZdDPSECrc3bNEl2G2c706dPvuOOOxx9/PM9oQ9l4Cr+NOJOhQ4e++OKLyuFTTz316quv2ilVLHSMZBpNDV2z/m+3P0fxZjApLZk3q40MwlCICi2Lt00hjDPFaepe9EfvQYsQAklDUoBoiQuu5ohv9sgKFf4yeFeSGqfiZnkhSaahFTbgeHG/4oQIYkojGQlaAYt8RqmVsuVrkJTlaOUqfmtIay7hVq1aHXvssZ/+9Ke94Shp06bNpm/8j9obTZLrvRpXrFiRRRWwPFI32mgj5YHa7MISPXv2RJjLDBPxyVBCOItmCzRkI/iITAfEajAagYJIvnVQ5YgYGZNUO0znCV7PCr8H7tKlSz1/WZuvBPtyOL4b7HrGjBkkzznnnJ/W8ZnPfKZbt25OmxKbSpuLKKit+rejafJfRJFsJLRvPr0KLYW3TSGEOE1xpqAEcNw6MmhEhtD1GU2eV5tTocL/hOIwEJo7Scdq0rJlyzw4pNpnn332xhtvHDhw4DPPPLN48eKxY8def/31Xl0vv/yyDC6PT5w40bvkscceGz16tEL1+9//3tPErPw/wjitxI3wGkOriCB9Y5or3S9fvtzrDczVNeoB5JXz0EMP3XfffcOHD2eJ9rbbbnvggQemTJkyd+5c9UCKT/FjA+N1KVRrPRA333xzC1EOtoMmqY2kNoFjv5ih080JBDjmhl5tqJFuFliLGTESVDhMpwd21K5dO6M4Cn+2zDC7mDNnzrBhw5544omXXnrJfW277bY77rgjPgFniGg02xLatWF5E1VH0Y9oHGr2dSv8fXjbFMLiMXw9cRhCJMTFtVC6RSD8cBI2FSr8j4i/xYWSuXiR+uEJMmvWrMcff/ypp56aNGmS4nfzzTfffffdytvUqVNVqVtuuUVZUrFMVMmI4ahS5srCiEGDBknctEnrHnmpW4Qtgc5rjKOqmhK6bH7//fcvWrRIDZ4wYcILL7ygBijD1FqLkiVLltBJUqVUF/MwooEeOssu2rZtqwqmxFoFDNHJEgIM08Yq05UcU2IJflBoE6M2aKSbEZZjZAgH5fsg+7JTD0GE1633MYMZoLUXTCeZX5EuWLDAcd1www0O34cIjiECFJLU2iCEU7aAE2ItwXJZa7V1063Qgng7FYb4jfBIPStEWtGL4Mrp8i0cUwCBU6HCX496nmx6M/El2ZMjybyGPO+uu+66hx9+WPe00047/PDDn3zySU+0jh07nn322dtss81zzz3naUh+zz339JgbM2aMWfR4wWy00UZqVZcuXWT2LAE4hHGIKT9ohKKFM378eM/NlKu77rrr1ltv3WGHHT72sY/1799fEd1444333XdfK3pT9uvXr0ePHq1atYqwucoDWuUr1Q7HXrT2pVUzSijpWpExBBgAOIYQSdONhBbSLSj85gIjlUAWOhO7AM87Hxy2c/LJJ+viE3CwziGlHdPG27dvP2DAgKOPPhrtmi655BIfHySN0sbslNKmZRqQ02gW5DSsknOLZrQTblwlYmkrtCCa7eIrVHgnQbYCxUD9yC+i8uGl+MmzStcmm2zSrVu3rl279u7dm7x0rA5ttdVWXipGp02bltrpHSZxP//885Kv6V5msja1EqJRqVmWTKIknxcbeUP5jaBi4DmISV4ZUFM9Rk1XYlVEoyor4WiLkSwhT1seUoZ0mWQjjY8ha6maZOrbrSGVD4zSRk+6LQI2OBaEljE24hZGjRqFr/D75sCxXyeAY4OQvzpJ2L0cfPDBn/70p7/whS8cddRRXuce1l7MRp0Dhb5IHJS5hIEGyLoVNkxUhbBChT8LWbKkS6lTulQ/OnXqpH7IxfKpUYQypi7mV1ZawoqZhCtTK1cS98SJE5cvXz537lz8vn37qkAkCUjf2tQndchECrO0IQupc/iEDe28887K6r333nvZZZfRpuiqVWAVGthGzEQKMz3lFpL061pro9GmkJirC7paUwijtSQjllnrHgyu295Un5inzk2aNAnfZn1nqItK+5IlS+bPn48JtpMHYuvWrb25t99++0MPPfQjH/mIc/MN4R2/atUqozZOzHT7jXLbBEukW2EDRFUIK1RYA0oxkDQVv9QYqROhq8akkOCoQyk5CEg+JYYpO++444577bXXwoULp0yZ8uyzz2r32WcfTz3y5ipRUnDWIozwXqSfHlk7CdoqMePYY489/vjjJ0+efO65595///354zOmGCVDg6ppdXPRlBgCS8R++rMcEAAWgikF5PFjiaGItQgYYCMxT9cHhM8IhXDGjBlOwAvbSSpvKuK4ceMYnGtCQPbi8edY+vXrd8ABB/g6GTlypG75I761q2r4t2mC+soVNkRUhbBChTVA5ZAukygBAeEoJxJ0SovcqpWCDeFkltYUeVZu3XLLLXv37o355JNPvvTSS0qXl1yqFDGqSGZ6EnHKjxop9dNAQGsUIZufeOKJl1566RFHHHHnnXcOHDjQI4mwoRRLcyPMJEURE1SIWFWszVppdY1mayTLaLTh098iYEDjm/X3v//9vHnzZs+e/dBDD914442/+93vXnzxRVXw8ccfHzp0KDuVPXvPCYCNQOxv06ZN586dfXw4KK9JozboUZ7vAwLZfn3ZChsoqkJYocKakRTc1KmXKHlTei11IpwUm2ReXVlVa2LSK2GVb/fddx8xYoQ3TdeuXfHlYknZqFedVsYnBtFgrcWLF3v9qJpFlUS/bNkynP322++ss86iM88jfGYQoNBELSXsUUoxi9lAv65WiUWESXlo/PzMsL6tpj8mEw0tAkfEjOyOeV5y3tYnnXTSKaec8sEPfvC4447bfvvtO3bsuOeeex588MEEiDE423EINmI7+LawZMkStfDAAw90Mvm8wIccCIQwN9MrbICoCmGFCmuG/JhMilDttDKphLtgwQJtfjulOC1atGjVqlUrV67EN2vp0qWpWHKuuQrS1ltv/d73vhfH9C222MKjxPvGqImZokB63ChsU6dOVdvy/5dWC72Bli9fbt38BcFhw4YNHjxYlj/88MP79eu3ySabmGsJbx06R40atXDhQl2m4r9e/z+RSfogv3s7zpkzhwB7vKsQDCZAnrBtqhyIgAy0bFVIXQeHprWp7bbb7thjj/3Upz71kY985IQTTlACvbaVt0MPPdRmp0+fPnz48IkTJzoohLPKX6Jwhk6+ffv2PXr0cGLU2heZPA2zRycMiKoQbrCoCmGFCmtGkqOSoGDkASEpy62TJ0/WVfBerUMNI6PSTJkyBXPWrFkqnAKjOkrQMm+nTp369Omj9RzUtmrVymjqqBchVS+++OL9999/991333nnnbfeeutll12G7t27t4JKwLrjx4+3rgL5+OOPK2PW8tzp1auXV5EqqB6ol9dee61ROq1oSipiaJWAkWPGjGFh/qSJoktSJbC6PdpgHpFAHl+poCGjLYJU6PzaD52azTynCnbhOdihQwelCw333Xffr371qyeeeEK9v/DCC7/3ve/hjBw5UkX0elY1bYrCjTbayJk4LvvN4WBSAugW3G+FlkXTrwq06acb+u2CYjO/9yl9yimnbL755iIHP5/whjh9XbZChb8W8SslgRdplSLvOUylSC3B7NatW5s2bXQNtW3bdptttlGWXnrpJY85Obpnz57KHnkZXHa+4oordtttt+OPP14No02F8yabMGGCirjtttt6rKiahOVi06Xp3XffXQFTaJXV7t27q3bjxo0jLK3L+3QqqOiNN95YeXv55Zc9MXfddVc2UPvII4986Utfuv32271ECduF2ukVCJRbjnmm58/sGP3tb3/73TqOOeaYLl26RL+QASaJIJslhlaEzj33XBrOPPNMpibu1hLYEMJxWUhRTFDHDE9nnx1OxoObzIgRI9xC5/o/neqLwaWgPSJJujU79VmQN7TnOM3559Z00Wuv/jH1kksuYdvAgQNTtiFDVdFtQbiF4rpx7KoQVqjwlyBRgveEWiKTKjxo7oTJ60AFyl9yiB9yObNSPnHkXwJeYJ59CtUuu+xCEuRBSshHD0nAL0wCCiEakecaWhKX/SV3VZYlamSeOEoXYekePXfu3EGDBimEd91119FHH23I9Noe3jAYSmmxKOKaa65RBS+44IJDDz1U8bZBZscGo6xqkUJoXa0lbAHhA4IBDlMJN8TI2B9r8RH4+aOzSr5Zinp2wX4nA7rEopzCXBaYom327VBbFcL1EG6h3HUcu7qMChXWgHrKavpD9qklXhhqj4KkK40aFUISK0Jdwck7D0dSVjCSrL3hZs2aNW/ePG8XqdAUqP0Isv6X2MiQ19KpksnLyY+YJtJGTPpOWUXI3d43O+20kxpAXtFCxAajWjT9mZIlKCwmpbLmr9CRyTa11JKhyihLCKSutGyyZkxaKFvTMh6RUp2LQLDWEXmX42O6rF69eimZnux2aih8kgj7Iq+bhSpUqAphhQp/FjJmPQ/XkHIlk3pzSKyAVjBUkQgok56Mycjt2rVTeIYMGXLeeed9+ctfHjx48JZ1qE+qUVJzig1C4UGotaFXrlxJs+edwqk4GfIQlP2tnsqUH6KSN2Rd2mR8q0vxgSElwUKpeaYwkoDWFAJ5NqFtikw0q7sWotAuKKSWQP0YWgYsBIRjYRXasbDKvhjMcgeIaTsIO8J0dDi2SQxz2bJldmcWDfi2E4Xm5iUdndra/a3N122F9RxVIaxQYQ1IWtRKlAitlCqTIiRcuTjvEsk0xVKFU0V0CSe9qmHdunVT/LbddtsDDjiga9euhgjk+UWVWUnxmUVh3ihytEpGCU4ECgHyfkncCFYxANNEBtDgDdS7d+8TTjihdevWixYtWr58Ob4VaSBT1gUbmT179syZM1W+k08+2RNK+YwxNmhK7GkRWL0YEGuZjdbarJadqrVjt0F8krqOQv3TzRXkk8VFEMYJn6TWCefiggwBosIGiKoQVqiwZkiLkqk2iRKkVFlYJs3rDV8yVWYylDKpBYWETJ8+fd73vvedeuqpxxxzjGJjollFLVUI1UhpjFoKZXMymIofPVmdAE5WNIUwmgAaFAOSOFZkCWEl7eMf//jmm2/ODENkKCdPkh40Tn1D/ys/L+3Ro8eHPvSh7bffXiGkJ8LWsqmItQgYoM0JOOfswh7z4NPNSZLx2GW2bo4FQT6P2vAdArFUUFNSL2krqwSNdIUNClUhrFBhDUgylUalXclX9pQlJdmSW5OXSXqTqSX4XmCmqDSG8oNKox5nffv2NbpixQpVR0YmoyiqSTgEaMvzK5WStrzh8KVyfApNRzMAE4e86Wj2bLrppiykkww7CdOggB100EHKYadOndq3b88wMpheSFo0+y1B5w477MA82GOPPVRB5WHlypX0U84YYrWzaAlkR8xo6r/xXeIA7ZGFwELnbHf4BJyPWTgm2kX+vEwO0CyjAZkcXTbYgnussP6gKoQVKqwByY8pddIoKDPSqKyqliSZksGReUFiVYFee+01ZUZX/tU11yxQt9Q5KRtHBtdVwHSlbJIURjmFaEMQ/QxAGE0qTyVI6le0rIUggEktGodw5qrESp0WnYmMjCq2oRkTWJQA/YSzHXpSb5okWgg5EwgNOQ3msZm1uoayQZcCZHxw2ELHjh2zfYesxbflHBfaN0GYRX/0hKiwoeGdUAjjzQiOLgZKhItkrSHej0hbocJfAyk1bVJnqgvIniVdhiOl8kD8eh6u/bous8qDRuExJV18NAF0oxhazdNGFSY6iZuGpOz6mrVFKdRmIfxUazQmOrPwM4oJBKIKwrQjAULGWtGg7LGtTCRQdmpFiAaj+Fkio0WsEM0FdlouRFC6zM5yCC1rDeHHcoeDJqCbDxfHokVHSTnSsotCNAtiG50I9ljdAeacy9EZypFGuEILonZPua300w39tkAxGPH8888/9NBDn/rUp3r06MHzuB13j9slbN5eW6uwPiChkRZWc6HGrkynTS4mDxJumGhMXT7JIclAMiN+yl5dR00hAfxoiHApWpBRkmZlobQ4Rrm95yYZr8ZMN0pDmaVVDCIfjhjRZYy50VmYEDsNYRr1lDzrrLM222yzz33ucziEIx/h0M0Ce6GQ2VGri7naEkYjxkJ85uEwNbTdOTRPQ10yYEr05FjqOpputuhPt1ngw8JRX3PNNa+++uqPf/zjTp06xWCGaVlIJmaEX59UYV3ALRcHiHv8SSBBo8TbBWULL7744uDBgz/60Y9uueWWxbfwEQTi/ZBZFSr8HUikvNmLGgOnkZb1dIH76Up/SotuRiGSEagLNv2xRmLxW7RWriegPmGitSlREEktMTIQ2lD+SEh+kBjNESaTucTyYMpERL4gk6ZjBhm0Id358+efeuqprVq1GjBgQKpjBGIzGZxmQXSyEM2YPOAsoZu1YpXVQVfViYAuYbZBCJxy7PZoem2BP73E0NHfLFCDV61a1bVr1yeeeIINV111VefOnW0HbTRGFgPKdiqsGzQeOKLWDat4wNvxSng2x0KMGjWK25144on5FyV8R2vxE+fZ19tudxXeFkgVQYggKHQyb7wOXSqZdxui8BHJ14R1MXEIJH1HQ1qcDBGjJApxdCVZmgnw/JUrV6p/hszS0qylFnCIURs9OOgiQIkutZGEGJbRZcuWnXHGGR06dPjQhz6UKhV7iJlVlmgWZPVsmQEITOaFmbW0MYAx+LFcV13UVePJE4iMUUBADgpBCWZtvTrCeetQCKFjx4733HPPvHnzfvrTn7Zv354xYC+MtHrWba4VK/z1iBuERtS6YRVXaJR4u4DHx6vGjBmjEJ5wwgk+vnjhRm/8370Bwf+aJlSosK6QX7zl1SUJ4oSIZ0YmQZdiw5PDjEyYnFltI5PaE09OMTNaYjbFgAZ5dsWKFd5tJEuVjQzhiIVpOppMFkJAMSNL4GQhTNs577zzevXq9bnPfQ6HkqJWG7oZYWlto1rWWou1mLENM+bVTKlLYobGz4Eg7AUfnbm+IRDZptGa6ua2n1oKL7300nHjxv3gBz9QCDHZw9RGa6EQFdYNcjWhEbrN+QXXUuBVWpuRL16v/63n7DNtCIhwhQprD2t0Mx4YF5UEuah0rFBtXP8/0Stv4OlWXm/qX5J7poAuJs3Ro0sMDJlrSE7XGtXNX5Agtmn93x0tkokCtCF8y+XNRxs+GjPKswWSiaO8XTIdx1qQXWACYUOFbl4wCWi2RMCYUr3AqC7jWfVv9X+pB7O+6dqu0XU1TQ9HoMpQzrOMBmvDft8Ny5cvX7VqlePKRnKeukwlgLM21q3wt+KdUAiLJxX34mqSAn5cn8fzQvzVXL9ChWZEvKvRx9BJfJIvz0x2TlKOr/pukyWTwTmqhI6Q07XEzI3fAnnTKSSGjh6tspcyhm+WzPv73/8+/+QpgVqZrf/hT0uoXmS0KWPm6tKpGwPQgBm+lmZirKVfGwJopjNKYhggmhHsiUlN/TqyKH62mb8EggnOgXkIZjMPv2wKDdmIFm06McJ1w2uI/maEpS3hg8MXT45LN0M5+QBtSFuhZfFOKITAvXhbkk7SB2BysiA+V6HCX4kmv6mjifUXwdnWmNr4IWYt/9V//Chf6ybzGk1RQZekn7qlGwGjZFKQUsCiUAs4kUmKr6f02psv9Q9BPsxoSyXTVSQUA0xdzEynNgLa+r5rUUM4S+hGTwgyRg0FmE1UM4F+i1oiQAMmxMKMkmSMTwcG2LJuzoRATHJ0iJxn9ERDPiDQRXm0NRcsyioEq7IW/TgxNTYUyRAVWhA1/24iGxBmgge4WjiJioLV5haxwi8acAqzoHDKKPnGKSGgrFskV6M5upbDde7c2VdYhnhbJsbdEVFeligGB6Vbt6JJBkq3kSgTG2lEBAoBbxYo3choQ0DjxAotCz4Tt2m8Pq0LCqGF3JdMGmfTZhZkSFfh0Zbi5FESGdlwo4028mgwJINj8tU8btCUL1++fOnSpcTQKQD4lHD4LI2oZfG6Wgrzo1GvzFdeeWXu3Ln5Z2J06Se/ePFiHAKZCAxjsCUmTJiwYsWKWIWPaTli4YDpWl1DZbkwWYWDTrdZkFW0sUEbmm12hFZaRDpJTC9gfGJFMsarOoTt1/Ybi5CJaALFZq1ufeXmARsA4a7dbFaxIy0DrJXltGxGVGhZNH1zreYH4cS58d0cgquFCCIW+XTJr8bRNR2NKENBBFYDDWAKRJ4YZF3dMIsA4KM5On67du369OlDOPy0ITglMUPECiKJMESs2K8NAZluCF23bvU3dCOnSGZ6ffEmtaEjoC0rEtOGgKKhQssiNxii0EFyrusL4b7cJkQsKTiSxcHiwGhT8uc5dTltHgo0aHWJJcrwKUHMmjVr1KhRdBolk1WyLrr2I796TY0vqYKYixYtGjNmzLe//e1bb711+PDh8+fPb9u2relmzZkzZ8mSJWQ23XTTNm3aMGzcuHFPP/30XXfdNXDgwGHDhi1YsEBRkbhpEzKmKCRZLjZoIdsJKDFKPkA3C6xCM/2MUa1zJroKmLpuFz4RLMck28nrNvJoTEPMdtT5X2qYvskmm5ABtCFqbdBCsbnsorZ2c8AVM4ParKXNEpBDC8rqFVoWTSHEJ0LkktwNj0m38ONDRtGR0WJqI9B4o0VmNf5fg9X0I/6ChggDSQ4nLzDGNyCOWBJC2mQBShLAiEbzCsfE6AmRoYiVFopAIxol0YUozNU2oqtt1FNb7A0bEEWywvqGRg9xTY2XlaFkWMilayOTFCw7q0xSuQr0zDPPSOh77rnnXnvttc022xDgq0WS91577bWTJk363ve+Zwp+1s0/5EanqoCp/iXPcntM1e6xxx47++yzL7rooiOOOMLo66+/ft99940fP97Sy5Yta9Wq1cEHH3zYYYdtueWWKp+68sADD/zyl7+0ykEHHaRGpjwnZChkTDaFpuqb3/zmdttt97nPfU5kEbBu2uaFtQJmWNouVLgpU6a8+OKLNjJ58mR27rfffjbSo0cPgR+bteSd7aOPPjpixIgU9Z122unAAw90wnkF2k4yg+NKuQ2s1bwbYba1fvKTn4wcOfLSSy/t3LlzDMiL3FpWtyjJtXGAFf4CGu8aodtU6nQSYwHvwclt4fMtMi7VRRpFR4yAIS1aBUKA689oIifrZai2Uv0XDPRjhsavizd9OmGaAoZwQmNGvghD9EQmehB8qwStoaIf0yhOVEWn0ZitW1dZs8EeMY0GhghkIV1DGSWsNVQTegOYjQJFJkZCutqcNsmIBQS0ZW6FloWLyF1oiyMhXJMWHUJrCBEPAZGSUchFh5mHi6eYe+dRc+fOfeKJJ379619PmDCB15FMioyqeJF036FDB28aAroxIE5OofLgoaOYTZs2benSpfQTMGSuYtCuXbtOnTqxYcaMGQRwYsMtdaglFHbp0qVnz570KIcm0swGYmiWIBRmLSWEcQI0AahvsSl2Yl5zoai1SsqVLwYb0TocBzJ27Nibb77ZxwR7Nq7/E+fEnKoNvvrqq852xYoVDs1nxD333DN48GAayDg9JZAGXxJRW8wuKzYLLBTNTs9COUN7QTQeFKZuI6dCi+CPD/PiIjilFVFpuZdRfpYY5mH4uT+OaG5B4qQWLm/8HiJMbaGDugM0IaOFr5ulEboxLwIIKKMIIMNgXXYiOFwM43ZoAmh8ZjMeHU5kwEQ0IKiN5tDaKI9kbKOnPl4bwqSN2tItbaajtUWDVTJUlIcmADGjEBVaCu5Fm4vIDZbLUjPEAh8I4Y3l9jPkCZL/GWz9SmvgG5FEc055PHq6du26zz779OnTxxL777+/90ryOI9Ve8iYgj7uuOO8vTwH1ad4shrAHnryKz2PvAcffPDhhx+ePXu2IRzpHmIz49mjKhxwwAHnnnvu97///e9+97uWmzlzpqdVBEzJ0uykX5d5kNxdc9m6M8cwmsMHc9ce2Ga/YDnmOTqV3q4POeSQ888/30P5wx/+MI6a52DJOwf2M89+1Xj7veyyy+w3f99x4sSJUei7wS5M1LWprLU2wGxAWMUBFiYLHV19Z00Pj3VwmBX+RzRdhqtKJMSrXAxHASGd0mIUzSMT2JF0lzjkMXPrJHPBtbutR5Qhyuv33vRpjG8W5RHTQgk2C1mR8pof1b+e0NAoHw4in6vi32imJ1/UNNa/JQlYi3DMIMbyZLFYQkYbhUajwRTCZKIZM/FPp9YU2tgZDbEQJzbgkInORg66cLSm6+JbBY1jRfqN1m2v0MJwa4BwLwWujCd4TPABdWj69OlPPfXUnXfeOWfOHD6zaNEi3fvvv1925niuVUYePXr0K6+8YkimdstS8JgxY8yl2dPQi82Ne5Dpcja0li9ZRfGzHDDDXNoQ8+fPt8SgQYOeeeaZKVOmLFy4UNfz7qGHHpo6daqnobmmCNU4NrWUK7r9+/fv1auX92WPHj2OPPLILbfcUsFgc+IicWSKNlvWGi0nEDcOcNaIvzD0dyCWJGoQdsHyAw880C68/2CrrbbabbfdunXrxmwCLoWk0Hakhx9+ODEcdPfu3Xfaaaf80YG8Ecnbr3N2pCbGbBsERHMhJ1bowom1iNVGK7Qs/vi7PS3/QHA+hLY2XIchrcBItCAAkVk1iTrShQRSIzN0pluR8jh6LdDfeFlqM5G8NgTgQzSEE+hSAujIIGIYOtNDRAZhtNCQMEsXHavsnQac8NGxCiKDT0yX8uQIMjTjSCsirS7blD4QWlNKtUuqws8qoQkAosL6hlyiy3JBaCVNERo4cOBNN93knaH2DB069Oqrr7711ltnzJjhG+7RRx+99957x40b52bVs8cff/x3v/udimhIalZ+vN6UQwo9HyVuajkGr+BUmNxPGcPnKmZdd911v/nNb8wl8PTTTz/xxBPeNPK7Kjh+/HjySgJJXoewXOy0NLDWUEqIlgf6yDPaunXrrbfeOv/6UhaNDYQDE3WzfaOAwAyfQLr18TUQzYKYgcjq0KpVqy5dugg0W/MF4LT79eu333772ZSqRt4QOIQttthCyXeMbsdHSc+ePT24acteQtgync1rcyNiP1goy4XOUGRwQlRocdR+nVZ3j9pfwsu/yYST8NCKLtHrwsSnWDIUAsjju1SSmKG1kGjBd/GpGRmKH/BjcW4UM++hDOmiac4XNzpFhXJWRQ9JLTrderz/X2YzBscUmiMQ4fLBC5jE5BHyWYJ+KYa1Vo8BaArNMp0lwilqSRpCiK4cAlWZQlKXMElzV9X/P1CWjqla8hCd5PPejQYEZqKXNnTdkKoitjzK9YVwueBqvCqeffZZle+BBx6YPXt2+/btCVx77bW//vWvlbfevXvPmjXrySeffO6559y4N9+kSZM8GZU0/sb3uMcLL7zg3nmCNu5qiAPkRxFo3sLfkscfe+wxJVb1pc1D0MuvQ4cOe+yxR7t27UzX7rPPPttssw1Hlf07duxoOnuYmh+NAE/LbyWptZZ1Z86c6SGlhMSryVNVvM4UZkTSUFqj+KUNIr+WYKHYZiHmCT3dEHPnzh02bNiQIUMMOX+7IMZmQc3aPKkNeUZ7i/vsmDdvnvOh07FQkiQgszkZTFO0tf288d3cLIi3IMoZosMJ0UiHqNCC4G9/fD9p0VyNwyHCB96TX4dE2L0mUPObjzgo9yphzMPisrpoE7kmOvpB2dDimBKPQXBNDpq1SOIDPTxb8bAiwiiaAYasGCcG6cmQCge0JRjoFxtWT6gk7NNGFUk5IikDnTaaEWAL9LDWEkaZx04GGNL6os/GyxJWF3JGycc2yvHRhswlnG8Lp5eflVGOXzYSrNat0FJwlfzB5S5fvjyes9VWWw0YMKBr164777wzAk4++WQPLPy99967f//+++67L5/xXOMbnm442rFjx/IWntC2bdsddtjBa8yl088Z4h5a8mSAe/A0nEMOOWTHHXe0KAH+5jU5YsSI/N8M9t9/fwvFoxKJTNWNwZhasET0ewXy0iV1zJkzx9PKc8rqZDKFpJaTky8b10K60YMmoy2IwNoAzXbKjIQ/ApzP6NGjfWd4jn//+9+/4oor7MtxkfEhgpZwnMPixYtdgee49rI62O9gjVKCpodyS9hOzh+ady9RqM2JlbNlHsKiWa55F63w96GW+uPf7kbe18rdmK6Nx8QFMUWgbyshFzcSaVyKpK5Z6pAwDh3HigC1cWWEIZEsqrkj/SmiNODwWmI1c+pukcqU6YSFqy7vUUuoQptIPlN0rWVI1yixCGtZmyWmT5/ua/qWW2656qqrbIQY5VIbGcuRQeAwGzMbAUFFM+Azg4zTyFmRsYTkYjSnYRcIsByBSFKu4pLMFFuOzfjkLWHI8YrJqMUEhLW0FVocLtSNuI64OiAUM0NcIj8GcJtaNCd0m7wCjcCH3XbbTTFTCFUgL0hfPwcccABno9lo/IH/oDG5OqAFi244RhGW23333TfffHMPxLPPPturSOllGM8BRtYWq6dUNOX8jRPqIvDJ+ObzNvKQPfbYY9VsNhOLp8XrogoBhkIAOl16QkOGoJFuXrDNiqKGVU4AR7z40FTCjz/++K9+9au+J/IrWDbYjiPKB4QpDm277bY76aSTFEufLMrh008/7QoosVln4o7oj/FZCFG2v/ZgxSyaFSusJ2jyAOAfIsclJbnjJEo5n4ryzDPP3H333WPGjEGbgsnzjPIhNHmRT4NuWhwEGNUNxxRi9XCrFQnuiGNIiyYA0RmiyGc5LSaYK1NEuVFlOKNs02W29BFt4Pt35MiRw4cPlwVUXFXHWuIqPy0hoIswsW5mzX4aEFYBBliL5sIxF21FB0VS1FlaftSai08VIhmNAFqIJvYshAM4JCE6MyVqY3ZtnxVaDi5F6yJyLwkKyE0ZwoQQcR53ZyifR0IpYh6L22677aJFi6ZOncoJFcK99tqLJ1BlCVPI8I2swrUAk8uRwacZxzcZ4X322eeoo47ibzfffPODDz44efJkzmkWsWgDrhWPhcQLJuX8zUeeeiwE9txzT6/SyGRp3kuMMD3aEGukYbXuWoKNWyXnk+DyTZkg6t69+8EHH6wWeo4zW5HTEnDsWlOItWvXbsstt1TvP/zhDyv8gt0XcA7Krm2ZnpyPheoL1pALbRaUI8rBFtTOrj5UDjzdCi2LP7l4d1OuR0QhuCDnmDhxIm9TTu655x7uyNWMciaOBQKVn/EqtCkCVdyahVMUkjfL95qAVFQgjsspCZieUKSBXyYG8iDDQehajjC1NJhLBk1tZsW5daNB6/NcKUIPHTr02WeflZ4++tGPfuYzn+nfvz9L6DSFYUAP/Vp8X81as2STjMpodkS5FEZt9pVvbbA6SYgN9JjLQqsbTQBLQA4tZlNOgxOL2fl0FZNaQ5jRWdddoeWRu3BlWvcbB0Dk3t21K3Z98ShMt2yUqyR8gBN6usnLitCECRM4UqdOnXgCPbwFQYYec3WjOXOXLVvGTzBpQ3O5bt26nXDCCV5CvXr18lX629/+Ns5JmAHsKSEZXwIKLcFCEedblg0HHXQQm/mbVbxQ6SdsCoIeU7QFmIVT1/dHOsTaQ1mCebbAEqeU87FNJ+Nd3rdvX88+Z04M0wkYNSSKcciDran6HpHl50lBro88RHl9tWZDNIemHwqzdCusP/hjIeQcpcbwGD6nBQGjBLo54fT8888vWbLEXWJqzeJ/CM5nltYsIUcPbVwQnSvXRltkfCDPmjUL31wrkow2owg6BapwxZFHqMI0F2EIE9RUNDNoU0dNtKhkNG3aNFUnlckUVuHMmDGD8V27ds3fx6KN2gj7TmcASdqyhC4ZEz000YKKflE0f/78pUuXMoyM1Q3ZlEWVWK2U5MXpcCwdg+lnJzEWWohytKEcrPxFXiYin3UJsyEBmbZCi8M9ujUXhHYpcWYct6Y+8TQeCJg8UOseeQh/iJ/gcBWFkO898MADL7/8solu2ZBZXDT+TLOFKKckLed54oknhInp3G+zzTYjoBySPPDAA6+//vptttnmpZdeGjVqFA08MF+iXIufQ/RYC8F4c33IMunkk0/2lurQoYNRwvxZywCSOMRAF1iIxkQXJtRF/thde7AKq5hnC4xxVrbpNPAdjvCxX0OefTvuuCM77dooeTmHTHZtoi49zn/fffcN0zkgXF/2jhPJrNvsWO0Msxxm+BXWE/xJIYyLhE4sCVfJfcGCBb6qdtttN7lb+Il/pYIjCniRqUxefPHFv/zlL8Un4rLLLps+ffqjjz6Kc/nll1933XU//OEPb7755jFjxsj7t912Gw3Uzpkz59577xWf1uIZjzzyyMCBA3/3u98pPzhSwJAhQ8y1IqviOgwbMWLEtddee+WVV5L80Y9+9LOf/cxrT1TQ8+qrr/JseYGqp556St0yxXTG24K6O27cOKMChvLhw4dbSERh3nXXXQoVkzx8r776amZcc801+QU7m21WvsgfArTQY489ZtRcqihhIbE777zz4YcfvvXWW6+66ip7F3uOBQYNGkQexypMZZWYFNK2lr95xjCHZl3KyecoQtTvpEKLoZao6i4nIlwHJCNjan33cIAMSakcybW6OPKu0mgEwFCPHj0++MEP4ouXbbfdNmq1nGHx4sVoDskf+Al4NXIbXlH00KzlGFx96NCh3bt3F4z0dOzYsXPnzrI/PRxp5syZoiBfb1krUfPaa6+JUM9H4UYz773hhht++tOfKsyemFYHUwgjyEOYkP0aiiobLKONYmsD9CcXOUOrs0QI/+Y3v7nlllt81+KIGrG5xRZbqIW6Au3222/36vW5IEXccccdEoLDd7bOxEF5O/r8dTJUpYhGf9kIJbnB5kKj5hA4WaJwClGhZfEnCTf3pAWBhJO/scvbDjroIIXQtQmnV155hTORTCLwWSqu1AOOqGAMGzaMC6pYYk/2VyGEH6Ygx7/00kvJ+MIVvaL9hRdeoIF3ErjwwgsVIU8068oL6pkShWCMYCDP73XVVCXQXLWWbQl+ehQtzu0BJ+wZiaMuyiCZqByCnII5adKk/DWvzTffXJywPD+zElqK97e//W3lTUT5fle5xRVhcCDKv+90ZTh/6mH06NEq37nnnnvffffZGgOkGAKym1XoVCC9oWlgg605H+VZmRw8eDCbe/bsqcZjOiJ855CoYFgVHi0OXucWtPw8ru72ddUVV+/uPDIwUwLzF9d8Jxk118dWu3bteHX81gvs0EMP7du3r7dL7969U3X4qlFQjfi8eJk8eTKf8emm2vFepY4Y5Z06deLA1HJ+buajjUd5Ee611155KbKENhq45fLly7Mu10otZJII5dsE7r//flF54403qhOimNn5GT6TyGez2bt1KUGHEwLHEDrtWoW1bMoW8imAnjt3rm9N8SLQfJtOmTKlffv2ztPJswdT1DtAtyPu1EIhLOSdSZcuXXw62KMbzKZcnDvCQZtbtiMGQ7x1OK5GzYC2EUCXYIdCVGhBvOu73/3u9773PW0uyW25GLeodVuixdvruOOOE3WiUT3gXrvUwaXI81RJn7eR/9jHPnbWWWcddthh22+/vYLkw03S/8pXvnLaaadhbrXVVsqq6tWvXz95gfzdd98tDvlo69atd911V+EqjPfYYw/xyQxD0s3uu+/Oa7ksYIp8WUPZOOmkk2j+0Ic+xBKhLndYdKeddmKSRPD0008zb//996dZPbMutcceeyzvl2IkhZ133pmqtm3bstCHtlTCPHuhXBn7xCc+4UwGDBjANmVbbrJ9VZOYZKRmW8t3qI0TdlZf//rX2eN70/nIjPIdG1RHNhxyyCH77bcfM4SooJUfBafkSLP4ZLm94NBMIVU2CyY2Y0xW+PuQQHAX5V5cri8Y1+ey3KZrlaaNbr311n369DFFjPAxVcqo+yXgHrmuicKBrypvukomnzTR8+6II47wZPSwk9ZVIw6JyW1Ml9Nleb5KgLCYopDL8Rnlk0urkaYotCkGvlaFDBvU1CFDhhxzzDHczESOzZ699977gAMO4I377LOP0ECYmK3xWxEkKu0rP360R9thqu0j7CLnwLG9vZi65557Fhclvxrx1pEVtTZILdi+h520wDZm9OrVy+5w7E7XyYhKoecobFZoOwcG22OiVRWUHBRUB0UeTTm1aTEtisjqbx2WppNCCUSAH3XUUey0I4gvNclVaCGUu075a/rzmcDpeYk2EviiV8vt8skpxoQQBxI2s2bNMsqfMlHwc1DBKXqFOl8kJkcgeCG/VNsEGN89/fTTRSAf9X3nw3bJkiUyglVUCJJW8cziK2EKNv6NqeRIEAj+bS2xoW6BFYl5FKpVajZCmuDZDFaWmJTfBXJKluDzRTI+Kj0EZROwu2Q0rkmtFm06a+0Xrewpq75Ax44d661pvwceeKAjAulAl6kICzHGimq5NEe/iaJUCrM0UxVL3xNOzJcEe8yi0Fetemw628BJUmhUW6FlkSjIpXA8hHtxv9KxQrXvvvv279/ft5E8qwSqW4ocJ3ebCF1OokqZwuW4KD9XHfkVbdHj0ukhdvDBB/s05ISchIya6ntO8RNKHTt29I5UtLgWbWREhFy/3XbbWRQzVok4rnX00UfjsNkSwO0trcszTfQlZyHxy3IWIiixRz5PAwsFXeoEnbw05Sc/khUUWjBUS+H1D9PMKge1NkCzVSAGsI3xKoqN2LLTy0OcGewRaPbl9Jzbbrvtpqir+uofuCOHYFMgk0ReXbQdq5RdQH3Z5kFstkQ0WwXHIWfI7eRTI6unrdCC+OMLnZd4oOSDxSXhy+avvvqqYuA1A7I2BxJdCmH++Ixo0fJUszgWDTWN9d9sCyE+R17M4xMwUWBLH5jUWotAPu6sZYrgVw494FSdlCgezBgKTYlLZYlEKaCJEbYcSaBTOvAtfPjhh7MNnwxJBphFj015Eeral1Y+IiytCBWSqmwJLZoRnoCgLrLf6uLtve99r8xivwq5FW1QkWY/52YkMUp8yyt1kma04XvaSmqWsHdGimpWEZD1RKwkSMxohKlFV2hxxMfi4Vq3w094KU/mnAj+o0SBrtvkJ5gKnq65PNn3mccZr5agfcZxIYgeXWLmpoIiaFNcKTfKi3R9S2njSPiyv+8z6R7NhVjF6xD4+ckKz+E/bOZjWgtxY9qinzYwl538lpPH35hqd1bEqW27nqyz69VOIERQuiGogtDNAkszI5aIL4RDUL/FkU9qNMPIsDlDTkn04TgHnxTE1EvXgZktMA9hv9ky6EIsD+orNwOopR+RLOeUcKxbX7BGZHUrhlOhZfHHP4fpzoSoyuFu1Az0Sy+9NHToUAHsdX/bbbeNGDFCyeFwiCeeeCKuKQ7JC2l6Uvx03TEx8RnH8v7zSLIEYUWFzlGjRnFWPsohCHBlE2tPvK22mjFjhlLhhYdPCTMsRKwWEPWQoA3HcqCb1loShPCgQcnx2SgM6KQ5NYwGcU6SbbJPfs6pZO66666E5RGFjRI5ghj9JJNKkkdEFElfmj7hlViZKP5tlvCLf9u+idFjuupIAEerLjIbAQx2LPKRF7Av3Py0ij05ioSHXWsrtCDcURP1p2XANYkOV+ymai5YB34umocnBDCXL18+e/bsO++88+abb+bSvJ0jGSVJgKRbjntbIi6kVZ+4EIU0cHhrYYLlQmBqY5W5xKKTZII3zsPt45DorBJay8NFBIINbDZKiRA2JWq1Vikr6lJbENswgQyECKe5QGFZaDUzEPh2B2SKpCF7EXcOxGnYo9ZGyBOgwa2l9kdJ2rWHRrMZUF+26bODVTFsLZ1ehb8VTVclKjiNYHAlPMmFCRI1yeiXvvSlT37yk6eeeurHP/7xr33ta1/96ld9bfnOHT58uKrGF00xlyNqyed5pM4J6fgx/0NPnz79F7/4xcMPP6yyqiU+YMmLSWG/ZMkSXpufCHlmKbo4aoOJZGiDfNZlCoJmnmQ5rSqbP5xp1Losx8nvyX2SJ0LERnZLXk0aO3Ysy8kLDMHj9TZ37lyWG5Ua7IikUYRPaZLPP//8ihUr6GFJ/oSeiTblXWsWSTAleVDZy0I+ICZNmsRgZU+WwZ81axaT8qtEAmYxT5akMOaZbhV83QrrA1xH/CH31cRtyG5GM8STAY2TLzCPOV9d4uXQQw/1LcXz+Sd/IEOAS2ujjSquVRQiUr24hzYyiPg28FIcARKFpgAjtWzwYXfSSSfxzPHjxy9atAhBON6lDc1gCqdNm+a1qmb7zmMwgXigIUaysHGPrM3uatbUUVv1jXWhcJoFMQOojdlOw7GIR222oCWWFljoNLR2ETEHBXaBSZ799OhqC5rWa1bEHsrdEZOK52QoMumGX6Fl0fSlWe6juJc3n5TtySKSe/To4aWlJAjmE088cYsttpDKn332Wd7m0cbDXK02gU0V/xN7vA3NC+MHonfy5MkKg0BVGNQtUW0K1yRPEk2/cvjkk0+SkT5oYAmrolNI0E8egcPDGKD1+NO977777rnnngkTJowcOfKpp55SqvPzJRNVoJQoqvJLO5KPP/74xIkTCQ8aNEjJpIdyZhOjjSSO1sPRFn7961+rasSUfy9apdSOCNh4SQ2m5+jQnoyejx6+999//4svvqjOma7gOUN8ZfXBBx8cNmyY1W0Wn3k2RRsNtAl4Siq0LFwHuA53GsfL5aY4GUJz0QBNBhBcyKi64rr33HPPI488sn///uFHkk9K01FCZ9Qa0rVK9IQoo8zAiddpY4yWHrOoSrVD+D6z3Kc+9antt9/eM1T8iiYyNFCIsHrMECBt2rTx+bvPPvv4zO1Z/z/0Rjm1sYdC+83qYFF0rI0AuhFGmwVUZUWrC0BmoG0ku2YkkElaYAawBwffNmMeyZpNb4AMbRErq6QtCP+tw1psAzqZlHNDaGMDgawIMalCC6LpD4PxGBfD+xOBnnpPP/20uN1uu+34mctLi6Mw+LCVuJUcBYY8LUaFkPIgGhFKGlrEijGPLcKUcwJdkvPnzzfXc5Nbc5RMoZkeX7J77bUX2hJehAgOlMhnpLW8F2kTvWLDy8x0od67d++DDz5YlbrppptUNUVaxaXNUMymAeGzlxKFVtj7EFYLH330UeV89OjRLEnJpFzisCjCEor37rvvLkEwWMUaPHjwM888M2/ePBmEfpazxGcBSU9DS3Tq1AmHnew/8MADpcIXXnjhzjvvTLXzpvQ9MWDAAJXYunfccYeHrO9xx251doKDome1AK6w7pHrQLgR4DmQksA9wC1zy9xURokZ1RIDQ65155139tgijGMoCkNrzcIp2iCLho+OfsI4ujxZcKUe4PBYLT0IboNPDwF+yP2UQ5WYDWbhR2EWQvM6ykVZ/piJNythjo2ZXZRFgTzgWMtCYCgykNFGybeOLM0YO21apm4P420BzQZttpMDJE/AUTDSxEimjZJyUFA3toam9ZobNFtOBgPL5abKdrIuIsIVWhzv+l4d3/nOd3JJ/EaEjB8/3i0KIUw53bUZcqOYL730kgIg0pSZBKRyqNrpqpECSdS54PykEZNk6/ofIlcV1BhVhHKj/fr1M51CH7AeghbiLikwixcv3n///T2qlD0OZIhCq6MVMKMdO3ak1nSaE7pqIaZaOGXKFMQBBxwg+8gI+VGkAhwzTDGqumvz9xoN5Y+x2LhdLFq0SCWzZaYaooEkS5Qub1kPTUPHH3+8esYeytU/p6RS0myhfEeTV9GlGEM4CxYsUFC9DPr06YMp3dCp0E6dOpUSOYgBnr/ZpoNKCCFyQxVaECVRuhqXwkW1rjhMIFBkELm+EJAL1fITDsadDCUh8g18wDEXE42IfKFreuurRyxDBTjUapPx40I+y4Qe19IFE9NmCvBJG8lowgphLXTMMCqKccBQ5tq4lozPx/bt2++9995WJGAUalauHcQGLdvYYKeIXETNvvoR6cbI8BFQpgfpFlPpCdEIs5prL9GjHTZsmKziO0OiYwYOxCREo3CFdYly5vnrEzXv4WeCAcGNXI+x1A/BoMzgyN1oMYBWbKR1MqboKn5cCpMS1UIVUfCs4cHnUYigQd7XSv3eZEqgSqabP2/ikaQ++Saln0JTFCevrnzP6jKJgJawPGIurxLqqW1sxoz9HpoeslZRq7p16yZWrW4X5GM52zrX/9aRNGGDHo4WLcLiJ5JUWY4wPgIyNHPmTBnEur7xlT022I5XqdNQ9vL7QnQM8AUgTZil6uchmB/JJvxYZZum25qzVR1ZlZO3lu00Y0BW+PvQeAVokH/BNeUS0ZHRujWcDKWLr0sGn6vg8Jk4Krhu7pHPJk7YqNAsLWRu9GiBEt5oKN0gYpQgeJolKCeDSS0BtIlaKzZ2qQUK42+sQphiVBSI0Hg+sxGUo8mz+dxzz/Xl+oUvfCFmm6sN6G+imgPRHJ2FbmQ2Aj+jq8nXB1fvwp/T01wolgwcOHDs2LE//OEPfVvj4DtMR90oU2Edo/Hkcym16OLQ7ob3hwtCl9MnYCItihJIIkFsJITMMheNIBk9CRgtgYxqjdJZ9FPlHanYZAkyyhh5lQwUTi88dY48psBWXWhWYoUrInqoNaqqIcQtji3Q3Lh6Ug+OrqHYZkUEPj0mRqFuNgj2mFwQMVOSxTAJSzrkswrQllkIiFVGEeSpMjF5yka0zsFCmJmLY66uKQiaAb/QFVoE5Qpckza3k8vKaE2ojtBaN47ItZLX8oRCm4jAIRBPow2fbxSByFNCIARhvoEGBAGwUKbjcLA8LhMjWYXOzDI9YlThZ6GIhV9obpmvMVMg8oStZRQw0Vb50pe+JKd//OMf595kYipEnjZz3zroSbhls+FocRDWEpgIow4kBAuLGaHxmWdK+NEQmG77ORmjYRIo9FuHs/Lte9NNN82bN++nP/2pr+0cI+TSIxY7Q1dYN2g881z6H+OBP5WBeEkcCEerG49Eg7s0moSOEI1GQwNaSwbHfWvrt1+LLo88RcVEyyVcMb2NhgwZsmDBgvwaz8dmfr1Hj3pJxnuLGI5vXnNVRHHLSHytiVtssQVhkZNiEyfjiAxTz3SJyRcebWiEjRDDjKmEGaOmWguha4+RSUszIrWccxuNzhiZKUYtx7xYa6dmhfZSZJiNl0UtlHWpBdpAN8jqTZ0KLQcXkWtyO25EN0yo31vtjtDxk3T5OcL94qN5SB5VvJFvpGhxDIj/05zpcUXugYmOHsIETNdNuEVtWSuStJlrITp1U9UikzaztOTDJK9Lc7YWO+lJlxmWi3KwLpi4ePHik046CXHQQQdZJeZFFQK/uWA5NtCcLpNiWGzLisyLhVrGaNlM2FGDrtgnhmN3tmauY4kMJdFGIDKli37rYJUVu3fv/tRTT1F79dVX+77HZLk2V0ksK2ozq8K6QeOZN12B/+LKUAbiW+EQiAxEQDdDOITR/AzhatFGXbOWkggAOvJLly5t3bo15aZoDeGrTzfccEP+nOeRRx554IEHJg4pVJziuObSyd0xeTOCToQWxL/RBA8IacxMtISoQMhBmUUVZAozshbLzbIcvinRJuwVXXZGJxnTLWpWNgtUoenHBKPmRgPhGIDQZhV0No6OmBZIFoTZ1KnQcnARrgnhlnMjOIEuJk7utPG+0EDGUCQJoDmAq0fzE0x0PId3EdPVJoOnnkW/1lwxwgP5MH757uTPJE0ng9BmIYh768YeQ7roRJBRNJhbs7UeI6KPYUYJZwkgQxuBtALkrLPOkt9PP/30mJ0hYmYV+q2D5ii3BRUFx+mxDWzBUOxEZLPEYg86s0xhf/ari8ARntk7GaitUUe6WVf71kGPw/Qd/Mtf/nLy5MmXXnqpZzQmS8BeGF8ks3SFdYbGM0fUumHFy4vEanfT2CXZeIUZghBafERGQ0AJDwHGEWngDeHEm59++ulZs2Z17ty5X79+nlxk+Eo8mzebLhh0EwxmJQxEb7r822MR0aZNG2LWNQUQxLSYCXIaAB0xExEkS52zYmzzpGMGV2YAjrmGyCDSJRNgGiqcrAvprgaSGSpEhfUZblNbv8+my3JxEKY2tx8OZ4N0M5GzJXFzMPLcmPPwKGIcL3xixaPiPEYRkcEEE0mamEAoARL9CNPRMclEBJ38HI1jYkwKYTTmkYkADWIB3xTMTNEC+diGEBTf/OY38zvCYmqGsvTaQA6BPZZAW9dOs67TSJeFCMAHhFFE6l+YjMzWCEMMbrR8beziwgsvfPnllwcOHJg/00C/Ey5nC2v16CqsEY1njtBtKmmrIUKG0y3IfM4EoblX0Qjoxm5QZiWYtcKJ73JWDsEjDe25554f+MAHvAXbt2+vvFHLXYjVTHzj9xY4ZtGg1c1aHJ0AnThZDr1q1aoEjOnJBRJHFjIKURt3RCOyFgLfRF++hlTBaDAXgW/FtJkICFOKQEZB13IRKLalGyJIt8J6i9wmoFe7snLdHCBtiAxpQ3MqHouIG8THkoijoUhSbkjLRTm2IV2tbtweTQkNQB4nQUGMw8fftJg1vW982CHoh9CQFYu1afk8+QjkaxWTnVoTIx9mOI3dKA/dLKAtG0kVtBCOrqPQGsKMqfiYvrAROdswoVGMhYCTszVaW+aNvQeN9FuEFXMLbodVNMekjIZo5FRoWay5EEIuCZr6b6DmTW9yl4gV4fq8P5mYWbww1Yhzc0d8jsIpX6v/JYRNNtmEE6thCGKGMBXF8jJr27YtlzIdOBmFtUCsFzkw6jmYeDBx4/o/uk0JDlBIJmaYa0UtSatDjMHRUm6uV2nHjh3xGQCYhiixnFla3dom60AH6AiAhbILQEQgBoQgGbrCegg3GKJ+Y7VrCicXmm6jTFIw2ig+ji5wIRxElCDiDGTUNo8wdFyRQBybvJZbYlILGY1yhNyqJQNRGI9FcOxly5YJInwT6U8FJc8SoUQJOohCsK6QiWFac8O0LoIkToStWPg4CAihLZy3DouyxBYsbVHGWxfNTkyrxwC0DRJWxYV5vgbwswUcUU+AKnwc8jjamNpocDMaDwyI8eh8lMeqjKKD3EKFFseaC2HjVQWNHNfJsRqv8M3XiQOrzcLhEMIyURcPhjy8eC1nFdKG0IJ55cqVvBbH9Hi57CAqogE9duzY66677qqrrpo3bx6+KbTFNqPWkgiUVdnhqaeeuvDCC2+++eapU6emTOZLjVXq3LPPPvujH/3oxz/+MSVWCRYuXEgPDSQZBoxcbUeAsBAgEm+1Lb3xIsQhYzRzgVjaRqLC+gY32ES9gdU4url9KPdYd5Omb6b4gKvHiXtAmNxM4tbi6BYBs5KpeR0Q5ofEMNGRT1ovq/PzRYsWLV261Chmvhf5vCFqRQ33XrFihUJCCb6F0PgJEEqyqOlWLDvKx1+8NxZq0YmayFgO8EM3Mt862BbNwDbWOgocQ4zRtQuIYSCixTXz2GxKOc8cmlkRwwFEBDIUNNJvHdGvZaFuvsJtIavUFn6DKN0KLYgmv3/zZeAETf0GxKWgqV+/70g2MqF0CyHABJKQ447xZl2xXSLNEI4u4USd8mYWvlW4NbGEhNEUS1FtoilaZogHLf3F182Vd+65556nn356Rv1/b01t9JChZ8mSJUOHDlUO0QkwjkuDuVpqiwfHSLSJ6DBxCjOzCr/QBbqZ2EhUeFvA9eWug1yoS4yn8UD+GdfNEJo/xNl4Kb/KRO6EiTCa3F2UkDFqCN90NYzz80YC4gWnrJgloj/C5kabuvjcc8+NGTNm7ty5plNLJiCgNdESlAif6dOnjx49+vnnn/fllycjmehHWyuroDGtosXUbURMejP/74ZFrZUyJj+kyMWkGJ/t5AwFOBmrOyLnnCwRMWeii3aGJaiNht9oMLqx+xZhadqsyzB2Wsv5lC0EWQ4/3QotiKZMvRpyW+XOEI2cdKE+WINb1xZmGSp8lx2XTfHL3dfFa+6uNRTPjvdoOY1vWw4E5gJ31xZViG7duh144IFHHHGET12hAjTII0YpsQSaqjZt2nTq1MloPsOjAb/kiHbt2vmUxtTluAIGbZaWebRpMwrRrBuiQDcyhf9mIiiqClFhfUOSVNBIu0rdIDeu5SHpajlP3Jun5d45mJYLgTSNTtZW5GbNmjV58mRPupRJAgKE00bn8uXLp06dqp7hGzX02muv1RauoyzNe72HrJs8y8knTJhw9dVXjx8/nga1TeBoFcVx48a98sorKh9t5C2EafUXXnjhuuuumzRpEjMwWS4cShBlOXS6EBoTXXy+yDcLolCEIpikYC9evDjZI2XPIbN2wYIFtvnqq68aNcRyLflocPLMcwg+f23csTjtZcuWOSiSTjU3ZSPoZjQ+iMKsgmaJhUryKQI5wAoti7V+B43RIvZULJ4BnJgf4BAQpVwcwXE5KESYTwsGMclxTfFuIxMnzt8v7NChQ8+ePTt37owvZhInRrUcDhEXNJdmo1Y3K6GOI6K0BEohNDFuShs69qDzs6Y4cQhthXcwkqSAM4QIdMGoliNxLXTp+tgioxvH4y2IPLPkbqPa+KfUPGjQoB/84AennXbazTff7E2mIBHj9lwUEbGHHnroyiuvVLro4aVgxVX1PwuGoD/fdlaPxyJE1pw5cwYPHuw7cvvtt1cjWaIA/OxnPzv11FM///nPX3DBBc8++ywx/r/VVluRYZgayU5Liy+r00ytkEG3COzXXhKVvgYcwiWXXKLaCcn8BoRtTz311Pe///0zzjjDpm644YZp06YxftNNN9U6ipyM85w4caLPgjPPPPMTn/jEWWeddffdd9NAD7GEM22QdStsmFjrhTAephW3fHfp0qVPPvnktddee8cdd8ycOZOn+qbj0A8++KCvYwLz588nIE1g/va3vyXPlQW5QJU44Prrr7/00ksvv/xyHB+DjzzyyNNPPy2GBbPgESrDhg3z9Wd6YkPAC2/g9MrnyJEjr7rqKrngoosuIsMAQymNLLSW8GAtSblJApIynnjiCaFIOQ2CMwkou6vwjocbD9KNP8cHeA6C5/CfdInhxJ1IRphnGsIxaogj8bF8e3mscDBzu3TpkkcYMR6rNbF9+/Y77LBDv3798u8FxgPNVcAAbS2EOBIIIkU3iyIWLlxoudatW5slCsASH/jAB/r27Tt27FjhZgpJZUO9tJaIUzkQbMA3NwbjtAgsbYNewC+99NKLL744fPhwB6XLPOeJEJ6e1DvvvPOAAQN69er18MMPi1MVzt6lkYiJYpudN2+eb+WDDjpol1128Ylw55133n///fZYdmo5RNatsGFirSd0fgaikavxbISicuutt/7617/moHxR2IvJMWPGcOvZs2fzZj7t61hkDhkyBJ8382zRzoNvu+02AmLjmWeeWbZsmW+9++67T1SbS7NZQ4cOzf8okSr8KVOmiA1mGBXYaPmCZqF1zTXX3HXXXa+++irlBJhHQBSx1nRVWfW1tFWEnA9zOStidpE8VeEdj3hv0MSqlwp+4s0BnEdS1uUSShQHi7uiifG6/BQUlEDySdNGpeb84+yeJvI4bFL/R3rJxxW5mc+yQw455JOf/GR+8m+6YPHNxxWBjCVoe/75530LWhcndpqrtboWh8+riO9///vPOeecz33uc1YUF/mzYKUwUxUL68bWrDWXpLZFwB7bsTthqAVna19OgFVsXrJkSdeuXU866aSvfOUrXnsORM1jdoSJ5VIkGd8KiuXXvva1r3/96zvuuKOQf/zxx7NBsFmtoyhthQ0Q6+Jlw714GydO/PPFTp06CUVfoPjcFPOII46QFPjoTTfd5I3Ypk0b33qCX/HzvOtQ/38iKkijRo3ac889zz///LPOOiv/fwkBMHfuXCnDKgrqwIEDlcDtttvO9M022+zee+9V9tggKjau/3nUvfba66c//emPf/xjy6m4N954owCzEEsEGCPJPPbYY0KFnZTsv//+qqy3afQELZggKqx7JFemTbHhJwhlgw/zZF9LXEKJ4rr5hEpG5nWcJzQXVeSIiYJEBKYpeYdFYTR7pRHglkqsEujtmKzNSyn08edDcOTIkT4NCUyePPm6664TNfmhCO+lUFH0vrSiWdrtt99+7733zv/hRPEAnG7dumVT1mKVULIK/WWbCQd0iyBH4RW777777rfffmJZ8WMeO52btn///l54ghq23XZbj2bnZor9duzYkYDbUf4xSXoHO8ktttjCOfjmyEdDPhQqVIC17ujCLC0n5sGii/secMABvtSkDGUsjz+1kCtvtdVWH/jAB0499VRBKxFIKL77TKGB45Lp3bu32FBH+/Xrx9dFO6fX8mmRY9Zpp5123HHHkUyKsQTCdEooJJnf9lHy3ve+V0ZQO2UHC5kuEWjFj9Qm12hHjBihypoinPBp0NpLclYBhRXewXDjTTf93//tM+v6668//fTTzz777N/85jc+1HxXfetb37r44ovvv//+oUOHfve73/3FL34xZswYruvT7YILLuCTDz74oGeZZ8oTTzzxpS996cUXXxQLNEvcJUBSIOPteRcOHz78G9/4hqfMtPr/fYz+W2+91USl8YUXXhgyZIjpXFFkceD58+f7ZESICxo4P0kGq47cHkeX9yrVPgF9Tfbs2ZM9MSBDgkgX2ABsMKulEGMSkkqdGGRS/QZqfwUCp23btlpbc7C+aI866qijjz7aB3QOhAz7wecsyXxJOBmnYfu77747bVnIKlpqS1thA8RaL4R11619dYbmo/nNh1o1duxYn7eiUZnh6HzXJ9uAAQM4rnQzYcIEse2DWkiLCk7sW8/T0Ch5Sijk6GZFM4dWIL0shYfEMX36dCVWoTXdKA2mgzgR9uLnoIMOosRCJeZrOaD+/8Ewizwxi4J34fHHH49gfDYCaDJQ214VP+9QuO5y4/EirsKFnn76aV9IfI/zYA4bNuzll19WyTxc1L8nn3zy2WefxefVU6dOVR19Uak0snDecGbxH95IA/0U0m+6JaRsHqvLFckTfvzxx704ddXFwYMHI7xp1EIKCQsHEzEZRqGJNEM0UG4tAlqllNm33HKLoPMZmldswoeptOmaomuWKSG0LQs2ZEegW4+22kUIYcb70nUmV199tc9WZ+skHYJRQwiSxIoGAvKJLOGV6bjK7qIzdIUNE+viRcgvtVyT86ExW7dufeihh3JiGcQzq0+fPj7l8AW2OqSGidU5c+Z4zPFsPio+TURLDUkiqhSF+YwlgGNUu3DhQtOV2JkzZxqlU0hbPQagadBaCJGympjBVOoo8YHps5qFXp/bb7+9V+M+++zzqU99So5jP0ssR5t1s3RBbbcV3tFwyx07dtx11125Dac95JBDvEJ8JHEMn1/S6zHHHHP44YdzPJWPvA++vffem5upmnl+bb311mZ169aNPE/OSwW4bjwKB02Yzj322KNv376ck7fzTEx6ZsyYsXLlyp122skoH95qq634qorrIxKNQ1uegKmLnJmH4ysD4kItfOmllzxMvUoZwJNtqh4fteKXcAuHMdqacS0BNjsHBjDGFhjTGHqSRu2w/t//cyC+mH3O3n777Q888IC8QdhGDOXAHZ1zsFOF3/exz5R8iOdwiNW3WwXvho61XgiBO4ZIXPHvHj16HHXUUb52+a6KJacIVO74/PPPDxw4kMvutttu0kr+50pmJU0gQKYQBoQxlS4Bw+N9RJN87rnnzjrrLKMHHHDA7rvv7tNPRjCa6cxIwtLND059Vm+55ZZ0Cg8CtFFOs2qqSJurS60iLdEQMMsoebuwriFECnAiqrbJCu8U5E5zuTzB7SNSLTgSv+IDfIzrchUtPyHWpUsXlUnViT/stddeipn3yoIFC3zkEdBNuaIZEZ1J2cuXL+dUQDm+ZM3xeKxRTBOV2G9/+9sXXHCBJfbcc08eyxstxB7lljyaVSmc+RA0pBUUvP3kk0++5JJLjjzySBXx/vvvzx7jzwhTzEUDPdGc7rqHw7HrmGGbtm9TMoMDtCPHQgB23nnnL33pSzfddNM222zjFf7UU0/5SjDL3knaTs5W69vF09wh+FIxXfjbr4XoJ2D75SgqbIBYFz8ajXshAKHLKXfZZRfuqOSIeVHNKaWJl19+2UNw2223VZ/Ev8DOS5FDc1PTuS9CVCRivd4Asemmm/oSHDNmjIzD130ae8CRp5YSwmImPzmxnKiQgHwXm/WBD3zAdAYQW7FiBX737t3RivRjjz1mCMc3+ODBgwUhhaYnXwgeGwmIpa3wjoG7zhXnrkH+5XiGUr0guZijyrkyL8fgWmRSltCEJej+/fvzbY8Vz0S+JHcXf+ZOWctCvM5cHIQlTMfk1XyePNrn3Uc/+lHufc8999x4440c2KL0MECR8EFJOCbx59oe6ppZxXgKBZ2gEFyf//znPUy9oghQS14b+fUHtsz4+jHXfs5pC6I1R62o2ziOrbHcvmzqhBNO8N2cvxMCpjhMB5K5NiuE3YtntOe4s1Vcc8L0566hae0KGx7WRSFsourgbdyXj3JHtbB3795JGZg8Ukxy8ZEjR0oZixYtEr2LFy9G5AkoRxAQCdrULV/Q+CJElVJT8emfNGnSsGHDtIqoufkMt7TiSs+8efPybY6WpHxWGzI9MeNp6OveY9R3/W233fa73/3Oh7PPTNpKmiOfBIRI1Fk0BE6FdxjcO/9x3Vr1hr+5aC0O8Adug+CcWvJafhiaWOfOnbkZz3nhhRfyXlGETMkoR4rbmIKQ6A2hqfWFR9ii0jeQ4cDHHHPMiSee2KtXr0ceeYR/eqSSNDGzKEyMIAQIGIoxCF6KsMQ+++wj9BRLYtQaAsR6BaYyz76YnfN3CD6dcewxOQQnm8L0lbDjjjtiOurMRTgBhETh+8Mj2BdJv379JBzyzpZY1srhkIRwKmxoWOuFsHhYgo0LcmJVR/fwww8/+eST+/btS0aXgwrRTp063XDDDb/5zW+UQA87qWfatGmzZs1SoiSCvPzyQyqEKdttt50pc+fOFdj77bdfnz595IhrrrnGk65Hjx6++7wRTe/ateuHP/zh9u3b0zZq1ChMNXinnXYiwB5Jx8cy/WqwAvnpT3/6jDPOwLzgggt++tOfCiFGkldZE3s2Ir8k4ySKsrsK7xi40FL/QnBFhCGXngKWDyNDaB9tfJtLpHD6tELgg5eKh4gXoXcJFyKGWeIiiFNp5W4LkfS44eHkuWhKmq83MqeccspFF13UsWPHl19+OYEAdJIko86RkeUJYNLMSApF02uvvUYSx6wddthh9913R5vCZnyz1ivkQFioZbBnsU3ZiNMQxSqiLr49OhwyDtwHx8EHH4y2I1egXqLdgiroK9kXiYtwpPnFhwMhkIvIQjkcdIUNEGu9EEIJM06p5XnyiPiUHQ488MCePXvmO45D77zzzueee+6//uu/fvKTnxwwYMDxxx9/4YUXHnvsseqfqvbd73731FNP3XXXXYUBh8bce++9P1fHbrvtpkRtu+225n7nO9/57Gc/+973vtfn809+8pNPfOITiRxB8oUvfOGDH/ygVZRAc8nj00Pnpz71qc985jPKqoIqp1j9vPPOu+SSS84///yPf/zj9Au5EiolYBCwHuaRCm8dKSTckn/KrRwMnevmw4jUPK6YiohjinpDWEEiI3GjfUL55iPG2XxsmQ6ysDxu1JSUTMxoGz58uNee7zArKgBSPOXEXnzxxccee4wNe+65Z7du3UyhxCzRZCFiPvLoNIs9Ej0mGXrMuueeeyZNmkSJ59FDDz3E1P33399aiUT8pj2vT2BkzpmFotK+fKQmh+Qf5XjggQeUNMY7H7sTyD6FHbKP5jvuuMOW7S7bv//++025+eabMQ0BzZBVglIUK2yAWEcXz8m4mrAXtxzaZx1Oly5dvMPQ+dAWt5xYfco/htSrV6/tt9/+gAMO8KHn5Qe6aphuko6J0sqOO+4o0VBFoaeh71xTZArTjR522GGqnaxEs/LmvUhJ27ZtfR4SllMsTZtiLISUw80331zUMdLHIz1HH330IYcc0r9///zOhpHW1QoY4ZewIRxkqMI7AxKu+3Wn7h0hpcYHVCa5lRNiKjYKjwrEbfjD9OnTZWpO1bVrVw6p5KREcTwulF9d+55LKsenilvyPU+9/EGPYcOG5Z8TmzNnjtDwdrEoD5fE1VfMyZMny/gei1T5iJT6WRjld955Jz3UMlJoMI9PZiPsHDduHM3PPfccVTiiwyyeHxl21va8PsG+bEHGePXVV+fOnctUMavSp9gb8iK0I7t+5JFHPI597AptMqYY8qQ2i+TMmTPR7sjVmEvb2LFjHayjKxGdEghZusIGiLV+9yItHoaQLBQebscFRSMCnyOmisQdfeRKNL5V0XKK+JcviPkkzLc2Gl8GERvpJqdQSK2QRucjPXVOANBPJt+/5ElaxVytUVZZOqqADNrqTIqw1nRK0BQaTZSaBfVJFd7JiOvmrqVUjuRbzQcWvpyrVvlmkoVlXqUIcfDBBytv3JjDcBU+oxbutNNO+ft/mAkE32eq0YknnsiTZWfl7ZVXXpG1DVGuEC5fvtzHHG28VE5XbtVXqVyl3G677Y488kjZn5OfcMIJvvzw+STN/J+prVq1opbBviBVX10lwUT699hjD8WVYeYqmXaxHroxk2zHrhctWpS9+0S2O6cqbDt27Ohb2Se1Exs5cqRPEA/cHXbYgYDAx/diBlszd+utt/aZ60h9B/v8dQuOy4FYIoHctOQbn7kVNkDUXCEOkX66oZsFfDFFJURKVJYQ8Di68UUFhoySIzjFcL6m8bk1AbS4TamTSkgS4/eiggwCEIayHG0yFA55Q1Y0xSiCQksjopaY3GFFHJLRAEUbgrwhq8dIHPKG0BBVWvwK7xi4fbesBb7Hqdwyf1OfOAMOuH0O5up5COG2bdvmews/P/nA5DOzZs164okn8g7jRUCeWHTSTx6R7y0EzaYbDaKNmNXj55g0J5srk7SBckuzh6NH0he+8IW77777qKOOsjp59dsUo+R9RKITFCFuuummf/qnf7rkkksGDBjgUYUJzKgfQy0wi7C1zj33XEXlzDPPJIAZmWaHLdtR0gU6BGTIumibQohf5jkfbe7CyeQXos6H8cTMyidI0gjLy4cC2Bdh0xHNuyMKneqIESMGDhzoi0QXMlSOt8K6h1soF43QXeuXkfu2WGKJ//FgLqgrTcQpI4ljCJNY/JKL6ybeIolvbtKEKTaABsJRYpRYlIdDJw4YMouwWTGAWhw6k7CiJBoyF00mqxsliUZAZKJWFz9TKrxj4GbTxglzyzzBcwTUvPjnpptu2rp1a2lOqiVGwFNP10T1b9iwYYMGDfLg85jr2rVrydeANpEwDbRpqSWjFEW5YMlP9Q0RjlpDAb7lsiI95saNQQlhOXc1qhLg0EnAC5IqXXxREAGEdy15kVI8GTPlWRcooRMzanWNanXDyRAgmgVUMcYeHYKW8co8IscCDiQ/gg6f8abUd1+LR+fjOjBJelsDwt4doLMCMk0r1dfKOTSv/eDochflRrTWyhnWJOoo8hVaCmu9EP5lcJQm6g1wUOArIeLWhcDPUN3hm2reGtGk7k2ox/UfEYWFeDOa1L0JTeoqbGDI7XOYdOtOVPuibETSnEeM99Mzzzzz8MMPL1iwILUzswiYFTHyUQL8LQJ/PRTUJuqNaKJWabTWkiVL8kdmZGFMQ4gslGiyNIF58+aRUSTIQEwyypjUwmjGNKSLgPABXYhCNwtialPnDdSD8o8v0SwKaMwMpRvOm4lCr1U4q5zkagaHWcwoplZoWbRwIXwzisdA3AVChwmF+RdQBBqFC1Ghwt+NxryWNIfIZ5m8JtOlWpBRTtQe5cTrpFu3blqSBAzlaVjX8ZZgIWXP6qHBm2nrrbfeZ599lOHZs2erlFZMLcyKKrSWDYTnzJkzdepU08l7J5E0qi6y2Xa8qMiQrO+yCThGtcV+zByItrmQtaCxmyVCF36I1YZKt7RBffyP3bWHfEkgnK1jRDhbd+HccmIQI0tboQVRCwbXkOuBdEO3IGJPLCk0AhDhZ6jQfzcoaaL+Frz1dSu8rRG3iRsoM/IdGlMVQahzst7SpUvnz5+P6N27d55cipPRTd74o17kkxMbtf2VyBTLvaf+z8GzgZ6oXbFixfTp09u3b6/0ysiYZCgnbAqO1MwY8iS13o6w5ZZbdujQgZg6x2azlNiYZC1qSbL/n//5n3v27PnFL35x4/rfWcRPRYzCWPXWYd3GM0FDYRZ+gLa6FiIZJiBKt5EOsfbAnhzIpZdeOm7cuJ/85Cfe6PlNp1MlEHsqtAjcfjn/OMN69yJ8Mxot5liNDtRI/92g5O9A0+QKGxjEDDR16tCV8tQYLceQ6ZQQfITil7+63qpVq9dff111kQTxuXFeiqYUJSH+VtCmzXQ16Q/1v1mo/u2yyy7eoCpuWbHYlikMYI8CSaBLly59+/ZV2GKSwgZ1N6+9YwBhIiVlLRxtI/DXBtgTNPX/FGXptKuJNU5cjQ6x9uB8cozpMg9dLsuRsqHRcm2FFsR6WghrIdjcBa9ChWZE8clannsD4SNkOvRGG22Umrd8+XIceVBFxFRvdIkRTnVJ+zchBpiYlOoNmgKsvEHM0FXqrGs5TLkYJw8+9c9cfI88nEzXRZuIpkE3NUOLBtNNtIusBdEZIttpFqyminIoBIRPLEg3aBRoWTgWrdMDdE4V4UihdmoV1g/UosXdlFtJN/TbAn/On/7cLv6y/zXOiuTb6zQqrAOUGAkhxykeCMk33dQPXRWITEqI+kEskkZ1aSjpMtq00fzXQ0mjnBKVjFpKsgQCR6sME8tCumSKVTGSPAE5ugij8QmgI4zvyYupPeecc7beeusvf/nLFFrobzX4r4RFm6g/RVmRABQ6RKCrbRwKpxGN8msJDtaJDRw4cPz48RdccEH79u0do3t3vE6eAUabRCusWzQ6TNzjbV8IK1RYxygxUgh5TY6T1wBHV8EwKuvhS4gpM6kcSX9aHECHj/g7kKVNV7H+rf4Px9Opi/Zuo5lM0Z9HYWwgZm6qIAHdWJtRLRo/UxCE7cLT9tRTT/WoPeaYY3AiTEMWzXbWNmJt1rKottCxobHLSPS6R+3b57/+q127dnfddZdD++Uvf7nZZpvh5BhZaBfQJF1h3cL5843QiNp1pFOhQoVGJIHKXI3dtMmzkFgik6SWBBc+qCuYpaiYa5QM4IdpbgTq+mpvCDJQlkuh0oYTJgGE1nQwvVQjLf01uTd+VomwXE1p/Y0YZrqRoZCSdEmyqvyZGnxERmM2phZiG0mVEgF5m4Z+64j+KKc2wMxJKvN1qRpwtCQbjYFspNBAQ2htdo2oK24ismiz4A91WMsB8gSfKQ7NyVuifva1u9MaTVuhZVELiQRG+umGrlBhg4WElXSvXa1bmIFuYwRBIih8kA3JKyQ4ybZlKPkxnJQoOTSVzCyj0dO4XBYiGbrkU5yoCoGD1pZ6hqA8o5mICVkFVBFDBF5//fVUcRqMFpsZxqqzzz67e/fuX/jCF7IusUiizQ3zraNRVSPNmJxPFi18u0PHjDKUM9dFQ/TgIIpORF1BU+oL863DKkx1jFdcccWECRN+9KMfeR0qzOxkVVbJRrJufVKFdYTGM8+l1/9ruP7qVipUgBIXCYfGbnJrmNqSalPDpD/dVB1t0m7kPREiA42JGx3lQLLUQl2Fx1CpiGgoBCaBrILw4PNUQpOngSWGEKl/6HDMwoH31P+9+6xuKPWPEnZqYzNthhBaYoa+9a1v9erV64tf/CKB2LCO4VhicKMBtpNDY3AsJ1a6oYvwOjA7x2Xpiy666OWXX/7JT37SpUsXTJbkChqJdWBPhUY0njlCt+YxFSpUWA2JExEikwZoHEQJIXlNIcEJPzAafoJNssNUn/KvX25U/19YyNoEzGpcBVOrm5/yRafkTv73v/99ZCJMf2gEAdkWqDKU3Ep5+PSQRNCwatUqBOUplmpeLCSfuTgIZuQ5SD5TCACFKZkkdWkIAYUIsxlBoT0COguli2ZnVgwBRSY/IEVAbLYLbYCZ0TKrmJ1us8C6OTrWxsKsHmYhAvJNVIUWQlUIK1RYM6QnCUsrUYLqArUk9wYnYpEJIeUl55LUFjE0PpAkAzhQVCGkTsXGk0vX44wGE0nqItKGwEw9iIwpaltKoEfexhtv7D1HRgVFW6VRXpcwmjEmpk7kR3YphCzR1pdqgi7hmKcNcCKWvQc4zQXa7JSdMR4dw3I+gF9giIxDQ7PNKLHw0YaUxtwdtdGJgyg2h2jGLVAFVi9Hp1sODd5MVGhBVIWwQoU/i1pKq+cpOVT2TCEJLcehpTZAk9Em+dan1uYm4eLIg8oMAe9CdUi3ZMZ6WalVo0xPJduk/g9qy9TRpjWqLTDEmOR0SR9BYbpGKbQufh6C6pyXaOvWrSmxev5mISZ5AmCJlIog/+8zBptV28kbP7xFZAl6mBcOvJloFuRArJhFtbZm3QwxCc1IG7eXPHPBRsBo6nrsNJeMA7G7KMmhZSECELp5YaFcdO3O6rCQNqMV1h9UhbBChTUjCauevpoeScmqoaEQIKsmOxMOEb4pkq+6IjujVaAUFTKmIHRDJ2lGErNekmq/wKOwVatWKkFAZ+MUGszyBIwx5ipsS5YsmTt37vTp02fMmLFixYoMmWsi4fx1+NhJBqZMmTJt2jQCKp8ySawspAWSkUebaxe6AU7aZkf0A2PsS4uOSTaeX3AyCa3YOwH7IqCKq3n4RjMlxw6IaAYCELq2RnNvJFU2q1DrCoL6UjUYLUSFFkdVCCtUWDOSp0oik4IlU3z5FA2GSqoNITuTxDeKUDPQRZtuKg3Ci2T27NmjRo0aMWLEK6+8smDBAm8aSkimwtGgpD3//PNDhgzBx9RGwHTKEeyJYZRTWLPpXe+iZ9asWTfddBP9WSs61RIEgalTp06ePFm1UDlowJk4ceLdd9+tHKoiJM3Cj+U0a60CrIKo0i18QDcv6MwhAJoxgNBFKHJMtZE5c+agyecoDCEUxfxrq/knxefPn+9MjObc7IgYmqqsBfilbRYwPkTN7jd+r4zQ5kgrrFeoCmGFCmuGRClnqT1SLULqREupaFVHGxDDVzzUFbPyc8UMoeU+fKNKoBKSdIy5bNmykSNHXn/99eeff/7gwYNnzpyZpxttKV2hb7/99gsuuICw/J4frlKiletxolCXVaarT/imjx079rvf/e7SpUt79uzZrl27jTfemDERJnbDDTcMHTp00aJFJLfbbrtevXrNmzfPKo8//riakXUZLJWn7hZkUwQMWbSJu3ZgIcfunBm5ySab2BdO3rs2u3z58kmTJt12223Dhg1jrT2yKhOd0qabbqr+PfPMM565Tz/99AsvvDBhwgRTKKTNObigPIszJXPpb8ZNRWfOCsIMweB0jRaxcCq0FKpCWKHCGlBL+fWnXkqOFKkrdYJ8KtumFhqVl4nJbviyrRLSpk0bGkwhJndLu9FARsqTiE1s3759586d1Srlp0uXLv3795fN6aSQpHRPGz3HHnvsKaecIrOvWrXKKD00KGZGs6hWuVXJUqGVrpUrV6LzS0FmZFETpX4F9ZFHHrnjjjvUD2IUehcaatu2rWLJDCUHk8H0MyOJu0XA5hR1R2G/9oV2dJisZfzAgQPvvfdeb9+cpylkzELb3bhx41zEjjvueMQRRyxcuNDD2vZJ2p1N2ax7yR4zNyu24H4rtCyqi69QYQ2QFrUSpeypTZZUVABf8VBpcEC1k6MlVnRyNxBTY3CUFhnZFGlXzk2m1srLNNAjy5NB4FNluayFg+jXr9+AAQPQqWpkaFYg82KzkJrn6fPkk08qGEaBBpLEmJ0tqBCEGaAQzq5D7cwqsYeSdNkP5ka5loaWQo49h+kEIMTixYs9pr2hnXmqYIwPfDF48k6fPr1bt275f/0bnTFjhi8AR01Djo5+/CDLVdiQURXCChXWDClSklXPlJDUBplXCVmwYMHEiRO9OSZNmjR58mSvjdGjR8+fP9/rBNSksWPHerKoOjIvmfHjx8+dO5cqmR1B2EOwFDya8ZPl87hMBSJAzFqUWDf24EydOlWWt7q12GaVu++++4EHHkCwjalUkTTdqFmURz8LPRw9hlLCw1R6CaMtqoSYjpNRbf0YWgYMSIVjj48GpmLqYtr4hAkTttlmGw9lh4YfyxlMzK6HDBmC2G677SjxfaAi6t5yyy2GaPAoNCv1Vbe+Wg00Q1OnwgaGqhBWqLAG5NdjcmuQaiHbysKPP/74FVdcce211955550///nPTzvttIsuuuj+++9XAm+66aavfe1rV199tVeLKS+99JKh884777nnnpORJeLhw4dfeeWV+AQk4uRifClYsvbsk6atq6vmKageN1ddddWrr75q+pQpU4YOHaru3nPPPZdffvl9992nsOnmz9oosarj66+/7r3I4FRBiOVKqScUsV133bVdu3YESgkEr0AFUkteBWUDeSeAjpJ1D7Y5kBwOS+pFqlal5syZ42Q233xz5Y3l+Uaxl4gRYLyvECfZqVMn09u3b7/tttt6F/qAMKr+0ZMLjc4gK2orbJioCmGFCmuAXKmVHPNCknClXfRmm22m0njVKUK9evU69thjd9ttN6VInu3bt++RRx7ppaIgqVVy7t577y1NexEuWbKEKi8Yc+Xrnj17brLJJoj8cO8973mPXEzAEuSzrsq05ZZbSuvKYX5BOGjQIG+dPn36vPe976WB/g4dOvTr169z585qmNqw9dZbU+tZSScQiM1W8YRSSsl07NjRXsCmUkgQQH9+ipuJipDRVIgWQb081eAoYiEm21588UUP3z322EOXnTiO0fbRJH0HzJgxgzA68jQ4Afxp06Y5ARzC+VFwZBrxZk6FDQRVIaxQYQ2QTJOIVSa0qoAppXpbeGqsWLFCRdlpp53233//448/XnpVq7bffvu99tpLjjZr4sSJ5JW9nXfeWYEZOXKkdwwlrVq1UsO8VxDSrra+Wi0Fg2qUzG5FVbN79+5WXLZsGb5Er/R6Sk6aNEkxPuyww3bffXeaFT/lkB6tR1IqmTLGbKCTMV5ISjVVSjUOmY022gjBHmqtjlAqrItpLm2qRabHvBZBijRrU+ScsJcxU21ZRTfKVMCJ2YS9C52SEzBdG2ASdoZ2RAby9jWroL5ghQ0XVSGsUGENUD/kUK0sKcnKxeEgkprzy7bUNt3AxHbt2qlzsq20a4oXm/r09NNPL1q0aOHChV4z8jgN1BolliWAcgpB1s6f21S6LB09qpRCS+b888+/7rrrLNq/f3/LGTUky0N+lRimKdGsZqvBixcvTgFYvnx5tOVPjVJoC4as652EYwoBfHrwo3Ddw9L27gTQjoKRDvC5555zmKDaEbALu4PYnI2YoptzKwXPZTnzPARpy1x7NIuANkSFDRZVIaxQYQ2QMVMGpMjQgMAJP8VMPkWnbAQpS14hyhIB1euAAw6Qo0ePHj1ixAjPGq9GeZnalCtTku6jlirdVCyzFFc53Vq0eXqeeeaZKtYll1zyu9/9bty4cVYhbxV6EIAAE1PYKFQz7rvvvvnz5z///PNXXXXVvffeu2DBgrFjxz7++OOGaMguospcU4BtxbyWAnu09YNv+isio0aNuu222+64447Bgwfnp9Oe2s8884ydspaws/JcJu8EdFP5HJ0PC0dq1DZtNvsiZhQBtVOrauEGjKoQVqiwBkiL9Qxc+9ObkMKQvBka0ygxSTavkCRfQ5iybUY7duy41VZbqXxqjzxOrGfPnkYJG5WjZeff1//mAz2mGIry/OEaYpibbrrpJpts0qFDh/322++UU07p06fPY489pqR5DJEkRok3ojZZXquCqoX1rdReVMrqkiVLpk6dOnv2bDaY4o3ohUpS1xJA0twAHX5dQQuADbbAhuyonCqzx48fbyP5Jwjsa+7cueSzEefctWtX+7VBzNo9vetdxHQ9xF2TI8rDPQ/oXBmYC6ErbICoCmGFCmuAtJh6IJOiJU1QdZI60wWjqlSyMOiiJdnk8ejZcsstlS6Je9asWfiqi7xMhiqjsnaWMKT4SdbeMTNmzFi2bBn9hCkkQ9uiRYvk8Y9+9KNf/vKXEd6XS5cuJZxyRQmd+HlQmpUfDCqfu+++u4fptttuu9tuu22zzTbt2rXD3HzzzdVOc1OSTYeo0g1KnVj3yOr52nA4OGz2mN5zzz133HHHHj165I/2eP/ZCMt9RqTgtWnTRs0zfeXKlSmlaqfp+++/vzJJG50OKmqjuRAVNlhUhbBChTUjuTgpslQLafS1116TRlUgyVeqxcyPOnG0kqwpakyqJo7EffTRR8+ZM8cLTHEioBQRkMqzkNJFUkuP7pQpUwYNGjRp0iSp3HTl0DNu1apVkydPfuWVV8w67LDD9t13X4UhC2npVBSVAfKWIIPDPOWwS5cuRx111Ic//OGPfOQjn/jEJz70oQ9Zwqv0+OOPVx0tai+mUIIABJChilU1+1oCLGG8HeUKbNPHhNfwZz/72c9//vMf+9jHDj300B122EFpP+igg+zCd8b06dMdguuwXx8EjgtNiVej7t57700JzbRhei6blZ1WqFAVwgoV1gBlIIVB0gQpNXlTVp02bZq3yJIlS+bVMXLkyEgqdR5t6pYkq7tgwQJ6pHJlRsnp2LHjHnvs4UFjSMlU21544QVTttpqqwcffPCqq6665ZZbtAMHDvzlL3/56quvKmC0qabdu3eX5RU2pXHo0KGPPvqoFens1asXnez0TlItvv/97w8ZMoRCK3pBdu3a1UIxgJK2bdt6KqVMek55pCJAIcekXFvfdxPstLallvvRKJuduQKmZQzYlItAMBWzU6dOtu853r59e/KjR4++9957Bw8e7Pw/+clPGvUxgeNMXFnfvn0POeQQwg6KEhryWDQRDfU1K2y4qAphhQprQLJkCIlSOfn973/vjSUFq0wnn3zywQcf7GGnq5Idc8wxKhxJeXbnnXd+3/vel65sToPpUvbuu+/uTSMXKz9m4atVXjOnn346DWSkZuVK6t9mm2369++vVhE2ZcCAAThKr9K43XbbYZpL4IADDvDEIU+zFb07lTqli6o8JdF0yvusKr82s8T73/9+5uUpia/NuzZlz0TyCDAUYt2DPZAjtQUc5jkER+ozwq7ztzb79etHgM1bbLFFt27dHI7vla233tpj0fHmx6e+GAjbODEoJfDNMNpEVdjAUAtyblE8IN3QFSpsyJBzxYL865GhBOrKoVKwoSRoUNXUEoRkTXLjjTdOadEKJamcgPfW3Llzn3nmGRnZ602mVlMlaJUpMitWrKBBErcEgn4LeVauWrXqtdde01UC844xGhlm0IMDbKNKt3Xr1iZ6pHoYnXbaabfffvtxxx2nbFBlC2QImGt13chTywCP0fPOO+8HP/iBZ1OHDh0sgUlzdpouAodJ55577rbbbnvmmWfaLyaZtQTLsdYSrM1CducwtYzPD37zE06nDQRiJAGtWYi0boG1OXBEtpO2vlQNhrSNnLcOOi+55JIRI0Z46DtY3awCzAhRYd3DLZSLjs9Ul1GhwhogNiRK2UoZ0PV+Uqi8MFQgfPlXelXM5GJ1BZ1f+yEMkdGC6YsXL86f1fRM2WyzzWR2mtVLBHky8jjCewVhCcplbRyvOnq8ciRQ5Ue4YgKdXn6WTvZnHibNxFLkaMChinJrqbJqhi2kJJtuF4RjA7U0YMYwYjgFtYNoacQqhwO25oQZZuNOIKeRCzKqm88U21T+CeRzAYjl4wMHTQkN+baorVHH+rPlCuseb6dC6OMuBA/WcuL4cYjEAwhpiAwmGlEkI9DYBVFRulmlBEmm07Oa/tBkgnSDjBaZMhEiWaZkqK7vj0aGWG1W41AjUbpB6RaFIYDCjJZF6+wawikKQxSQ/MucQq8m9raGnGg7gJA6cUpXGnUCUipaalZXeAtOxBQtXTLeH6NGjfr1r3992WWXjRkzRvVSLJOR6TFdvlai+F5KJiYlsnbSdNJ3JAGTcnyL0o9wa+HL78TCxDHL0suXL3/llVemT59uCIe27CgaCIDlpk2btnDhQg/W/JFLo/TU9l/3CpJk0CZqdSF0utoIFMJosyA6LcF4JZzybNB+YwOOISjyRjFzII6U/ZF3JgiS8fO05XgztyCct45oYw+ak6T7/7P353F/T9f++H3fv9/jcZ9TYyJzIiIkIhIihKDmmQqlNWu19VVtaeu0qj3aqh49jtZcLUeVmud5iikEMUtCBEmQUebR2PP7/XPu5+f9umyfXrloEI3yfj0e3V177bXWXnvtvdd67+tKpBG+Cphxo8anBP80hdDRcaBDO1gySM6TroSCxnTcXebqdjSOeGTQuSE4WucvozmIhlS+WCacP3KdKTIaMV2jaLcxNhGsRQsQEE5AhuUkl/DLpPhRZxZNEnSBAJA0FIe1sU9SDm2Yri5zxAgwhUbgN0y8u9IosmzUEKJSbcBoCO4RMxdOZtE1UQyGoGgI30LMRUYXYqRMHX4IwiH+qZFlNvam6c9SphskyUqpMm8OBoEELYT9mjNnDsJjpVOnTvljHSWMsSD4iBwwTAbR+LI/GlMXbahZRWteAhnKGeNGtLp27brtttsqBqpyUY+rxDI7PtpOOfMq9I477tilSxcWWMbMtgIxPiBoZVvjZ/MWowuMLhdk9hajFTJRRsVBF5E2HOAtWAJYL0QmQ0UyHAhHtyCcj4+EK5MyW62g8bEisIjMXvjVzDVWJBoJzlaVzUg39KcKub3uhgOkzW8+nDN8h57POWFSz6qrropQHWX51ao/JyZNyERk6JLHJ0zdPSEmT8kUICMsWrRIEkniwKcod5iFEZxYABbYQZjaqOkIGI0kGArfh7m5OnbsqA0HIT15RiTOTHEj8rrJaBzQmkKLD3GbS/kDEbqEKTJIJRYIkyGMJolgJ76hcRIcPvOKDB+EMZERhxjBISk4xBCG8LXc1iWQLpiLTOIQXXMlSggt+jMDMczqRDKcpZEtJikUoQUHhDQ/U8U0RDLB0WWTWCIGiNBFptAxGzdiJPxMhC5DmDnVJo2MNmLFpi4i26e1lVTyG8SoxGZOI5pMFN2Rn/70p+utt953vvMdpytiBQQyxScBxrVlCc0TLcu8ReYTdbLALEJnot///vfjxo077bTT8svXxDMyxY1/gD81mtF8BhC6LTfq0w833KVNCkhhk18cLBwHq7GS6uc/MrjRXPskAtmfIgF8LdrKqRPwZHQu8zmvOMkFPo3RCKnBkOSlBXbwmTKky05qDLHMZXZ8NE5czb8Pl2o9a9as5JS4kfuA4IAUE0VDUbcuzkhkOEYBEXrl6m8Ely2MIskgyyEWf6gY5Qk6s/ssoJviF1NkCABrMUWMOjEEZghiCNGwnHAYDIdWBCqPWmCohfqnhRU1L0qshAXSzWgQDpBpoaqtAfJOV/4sKGbCoo0ieZtVmEW92WYkEdmsuEE4wNeaKAIZImZSe41pqBJsGNfaLEDkkBBAkHFx8pcrdIEwpi6ZVDtdZ8M5oZtZShVkED/yutrlCzabUZghCjLajJaBd8HnEBmKDIS53JHpXBNJw3V26cIUNER15xpJCSc+xJkaKwr/NIXQiXHZHKNcZtcVx/FynpyznDC0K60lj5AOnDB8wiFcZpLUEUpOqk6YjCuc5Q+gRyuXn3zsG2IZRznU6prFkOOuy4KWbobyUyYZkE3f2owQi2VFCAHEACcVhTO6UgxJU0eYfUTWnhUBsSQsivhobaJE17pwCCc98cdQMlf8DEhSZ8TUZSJiqZFGyyxGI0CLcRwGCYsDvq6hzB7iM4+sNAhHuEIIkbYENsyM4ggaIlpFt6CZTxIS22gVlG4Eqs1sTBqgM68hu4MgFpvZrKgTcxhI4uiGY0hLOPNiRjezkM/5iRgQYDOHJPLa5YuGZxVa+m2hLKEZLWPvetWKU9DCWt7InXKbchLQmI5Bgo/O7NBM11hRaNwxO5HtgXRDf6rAMbXBlfOF5WDlpTV16lSvrgEDBvDZyZOjc9XJa11U9zY1hoBDGd2YwlHGUupYM0oreSG6rOXXJ7o5xxml/nr1H7xXMFJ3IQIIo95bJCOsVCxcuJAdwl27dlWc8ElWa2rUVO5prYuiJ50uGRcGzXi80o01o0mpLJiRkwSUT+qGdBnJx4GiTiZ/+N7UBLKizMWU0UwKjLNDIL7FJZ5jkhEicxlKbA1xzCw46PxklZiWqfiG0KI/AyiLSndZIJK2KfuVuJXYQoKZLSDcyn4JHZWG9Ls0+TLUisioru1AhC4q6IJoxaVwch6a/Wk1r4UQ1iWpdSqOO+64nj17futb3yJAN6YyUXQRHx8ND5pOVJitltMMU2uLZJBuogTFvQ+ws7xgIlfYDbrgggteeeWV0047zfV3AU3tVGRr4kyEQ9T4x6BV8BvdsLThNkt82sA3N9bNdJLi5C233OKQHXHEER07dnTKCWhLSUirS4UiQiGk5YmmlcodUyfS6WQtYm67okjLhSeAv9pqq7nt5FkgST7FDE0FP9mHKbSagcYBpYjYM888c+211951112nn3760KFD27VrxyuQPoC86VwYuukaUmYYQbCPyQhrBDgDmVELfMiPiDns0UmYACOG0B7KwHnByQ1UEQmbLmXSRJZp1ZxHEyAWXbRZ4gAmZ7jEVcLxwSws08p0aAK00AQij/4MoCyq0EE4BZaM04pJ3vYJDiJDEUOkLfyCwslczXTpNmPpUONkUnSzfDGIAATY5RybjIYfMXYcDxwCYBbtggULDjjgAMZ33313o9RJmo4KZrGzHBGD8er9jMftyDQDxypaOn+LpYWXL9wLl6V3794jR450g84999xu3brlKrluIhmx5tXV+IchByY0otENK/sBzRKfKjhAfNPmDDlk06dPV12ef/75733ve/vss48sHzHVToJGp2JBVKwrJQSHGBnAcWQJOJ0uNgInBdJzKnc7LVCkbsjsiPAd7pRMNSkz6rJMzMMRbrzxxp/+9Kc+DHfbbTdfhYaoWwsB4IkuLRbMjpNlKkLsm4V7RiOsSwaHMJrDirqWAGECFEHFwin+A5sU49XixYsnTpyIHjhwICOZKw4ADlobD1kQEBwxYXDKlCkqrley7wMGyad2EtNFBHRj6p8XbS7hA9ZlSJtRIS1iIRLS0NlHaFZJt9BLo4y2IlgWeTPisNxsxFDmMprdMVroOFksNBQqJpUoGrL14HjoOqVan1ZHH320T6tDDjnE1pNxkGIWjYidj4+GZ5XB2ERr43yZJcxWXaiUWrQCijiJRgicSvY9RGV5gX0R69Chw+WXXz5z5syzzz67c+fOvkH5L55cKv7U+MdD8G1B6OxF9b+mE9ws8amCg5XbyEN3TzG46aabLrroIoVwl112OfXUU3v06IFJRmEglkdPaonK5PwZCph64403cPJpJr97qLn8LrYiKsXjm4URFgDNTkKkBZJkdJNEFi5cSECFoKLMKId5hC1ZsmSNNdbwbD344IP/+7//+0tf+pKLQZ1uaiSVVBQ3hJOqGjtsssNPHKaMwvz58xXaVLK4wTGS8pSJaBk1xP8QBGJBTKyXnRKKCRMmPProozw87LDDqDPCFJfokkETQ8eUyOgyxQ5Fr9vtt99eBe3UqRNmQsQ9NLHoQtwL/elBs1dobbqtvG0eahNLy+dwtvT/FiTfzyAtTCjqsayLxrE7CJtSONFqNVfsRxdC4DgYDgw6p7SSbUFkSgthEiMc+2Uo1uy1ls2f//zn+VOjOVFFINBtof4WzTIfAKsDbqTFKfbjWLzSEoifrbo5z2VIC0ULnWiUbtCY9d1/r98QxMLfRbMdFtBQLGjLnxr1+Sh6mAmyttkNus0+h5luoW1BuaER07bys1k+CKcVv3SXlm9G82g8/GB5aBYIrUU3M0s3dFA4gG4WQJf4QHOcM5SuochDuhCZZqIVjdBdps3+NEAU5GIfUyBBqCKvvPKKbL7WWmu98MILvrlSPJwtOV36lvHnzp07adKkGRUefvhh5cr37Lx583QVy5dfftnDaMGCBYqE6jV79mzPnWkVFi1aJDpklB98VRNyCNicOnWqWbjEnwSUGykkxHg1a9YsYrqqoINL0bnPCUYzy/nXXnuNzzwnrAryQdWZM2eOuo7Dz2efffbpp5+ePHkyYda4+tRTT5k6hS1QwqlYI5+JsSMymJbDCHCeP+PHj8/f4uDSSy+9pCQ//vjj7GBaCH7KoSc1ggybgiMaIFwcFkzRe+yxx6655hrT0SXJSXwREApLg2qjGmimPz2IVxzOrkFxvhpvQYaEN6NBpfRe16iIAYKwMEZradAqRLGAEECHAV9XG4Pp4gMZZh0bfHQ4EBlAa4sPBLRhVoKNXwpEOC0xCFGMQHQhp1o3YEHrWpkC3yhkFmCEAH41VQuhfT9EbGlklDUB0WU/N8VcOZZGEQRw8BMNTHQhMClqIU4aikEgQMxQlp9RhBaTWJgULTZDMd6MrLcVMJslMxEiBrVAJkDHNwSZytn3/sR1dEMUOiDASciGxlRkWs0SU8yGWSyHSBuUKVrNVVB004XMFU6zqVZoVgmtBSrxMEwoRiJQaBM1d4EkpnVFpVkAIoPIaOkGzTSUSVvh/z7ppJN+/etfa1sYS2l+euAouCQIyVqFkOLXX39931nPPfdc375985/cNSpeCpLsf9VVV1188cVy+n333Td8+HDvrdGjR1955ZXXX3+9ioLAt9h11133zjvv9NXmudazZ8+TTz5ZomdZabn88ssvuOACRahPnz5KHa2bb77ZS3TAgAEeczjUVQgHVKsaKQwkFbB7771XYSPAJQ+p6667btiwYb6jdZUrDnDGo4qTN95449prr92lSxe0By6oVQrYiBEj7r77bjYVYwu8//77H3zwQbVn6NCh1sgyGQ87y2fKjGwKgtL74osvcvsPf/iDOqfcUmRH6Dich+/VV1/96quvZrF8YApTtRNbtGrHpS984QsbbLDBI488cumll+61115Oj2hYiJBuuOGG3bp1M5HiDQ53ziU0Nulvz3eIAkNLM/8BKPMiIFcaoX0/f4waah4Nbb0IFoIwY2ppvJ8RLV1EnlnpxrHcdpx0jSIkUEToMAt0w7HFRQsByTtQ1COZLUtrlCRdfIRuIQiAs009Mrx1el0lx3izzTbLRJHXRvcjID5kFss3KQ7C1PEwE2XIKcUJU4tjCI3QskYMDKXqVLINsdTXGAk/ilociqGbiQLCIVrxCyJAMTQiboAL5ZN05513zkUzFDHuZckQZxqG3kUMZhSoxO3sMkQMgR9OQfgsmC7dcApdkHnLXGEGzS410xB5WNrgB4N8UYnNIJxWaOUVwkpFDB8SjSywyEAz3QqGKBaBQqT8NbbknwLW/P+rfqVnAZLyE088oa5svfXWgwcPdsLkbpWMmLuanx8mTE6h59E666yzySabKDZKjteVp5W6RX3TTTdVD1i75557vMBE2dtO7VGTPNdETVVTcUeNGqXqKHLlj18qcmpAdsV11XonecwRYEG98ahSfmQNQzzhEi3wwCKmzKglnJFQ1OZnnnnGVSHJVdVdmTekEnutKoFc7dGjh7LE5siRI7lH0rOPY4aUt169evFK17pUTf6YRR0l1rt3b98HlqyIKorcNprf8KX9f6o/REMdzCuAHLjrrrvE2SqMCoXlWwj5zp07C/4qq6wi4CTRlpbL3Nihd6HbirNiYYHQ0nk3WwEmP5uHmkGseRWFLvxmRZw20WwknNAgwiwkgA4GTkYTTzBEANDaCGAimuXZCccOFoEoMhU0Tt67RRERmSDGyYSpCxkKk7wpAIEZIyG0zfIfDcUCg6ZAW4ipHVSTpnJghjAUIrPHZxzdykxj+Y2jXEGXhTCBWNaeIaCLQxdTN6OAD0UGIlC6BThl6hbW36IR/SqMsdDCbTLe3BawCS2ddxfIbbSWqexF0Yo8ZJsISINGERltZb/g/fhAl2JL593tDkEris0CoBvHWiH8Zi0o3fdDs0CIRCAIR2yZCic2QwdlqKCVwWa8dyU+5bBm3guo5aWY9evXz+tEwVDhVB0FhoBR6VsS32ijjdRIryVPqJ/97GennHLKTjvttMsuu2yxxRbEPOl++ctf/uY3v9lvv/3yI0FPHDWMevfu3dn3xlK9jG6++eZeSzhkFLCtttrKC4nZOGNvKHqATp8+nYyumsECl1544QV0Iu6J6WCpQ55inqGqsrmc765duzLlzarm0VLSvNKUZ8/Ho446ygJNofzsu+++P/zhD9VC9Zgwx6ZMmcK+gpSTx46Cp6YqkIwo/Oayxj333POAAw7YeOON1TNTc48/6h8B3wHKJAt84wmbWqFjUI1XiYWFJP7jjz++aNEiIbVSEeC5Kq4A54M9bbVFbUA8GYyTkGj8Y9B8DdB5eyEsszDTcq9ZGNocQiQ1hy78yOCHAEToIgCFJgm51c2hQxfJ6KJFLDLoKKJDZDR2wude8RAatiotNCNgNFqIBCSj2Rcc84Z2KjKKqcV0Euw+ODM2HSeSIT4y+BMjjcBVNUnXOTRpjitXcbJMApFHZC3SQhniarFGHSdDEEnGMSEygIh9zOgCotARDirV1qcldExlUrQ20yVr6fJE0LIikozwNktoWGkLZRZGWA6NSDJBNLysyh6bZZZiX5uhSq+xzDCJIeJqhgoyVPhkIHT4UDjFMsRykUFrwwyKV5znSbNjRSV0iEDXdLETgi5F6hBPEFpDxbGlrRktdA556Ra8bwr7tMFivMlEwQPO+8lVySHzQNl2223z40HVkWQWmd9gOXyyee6DSIlamNI6OhFBK4rf/va3O3Xq5NXl5eRlRliu16677rpejR6gqlp+gbf99tuzEGtga5988kn1yWvspZde8rJUEVWjHXbYoWw2wkQcZtwj1ett4sSJihNJZU+FU8mMqrglGVkvt1UjU+AzQsC8XmaGPCJZIPziiy+qfwSUvb59+4oGSZ6zQJgpMvxnJEHQioy1NNyq/t43IJwwOY7W3nvvfdFFF6nBarOXJYetNIgFkmzyAdjH0aIJhFONvHcHcIKW/ieM5okKjUhuBQcgcbYQzCJQhDlPzCigw9eGk5sMZJrlGYzNDDVCUCG6CMyAAMkYTDc0Jn+0YQJdm+U0UsfnOUQ4kgQIe8oTa5iuKlbyJgFahOMhFUxdLUUHoKhjCgh5+0sdxyiDVoqj/mmrk96ScKF0WSho1V1GcMxEfIhNXd6akRuJALMEdI2mW+k1TnKWEyatAkxBwLcua4mpRCxxEEY0s0KHjnEqdCOAYLwgU2TqtM0c8ukigHzUG65Uf3mXG5GBWCsgYIgz2shDY8pqaXT5g+YkI+RJSoBoDuMbLQcSYdesiJZLzU4sV8ZaTm+JQGZhsLTVzC2nNKNp42QIiJGG6Lv20y1agCBWugkUgod8I8lOhhqT/W200QF+jBeHqWt1GckOoqNSxKKV2QNzaYmFMJTRxmKatuOfphAKZY7+c889p+apEPfff/8111yj+EnZRhUhjyQngIyHkQOBdrgb16v6fLB+rVHw6HHDccSUcXVUcbrrrrsUFTGKigNnRs9KBXLcuHFKYP6hcA+j3Bm0/TDLkiVLHEH1RtVUqNZaay0Px1133bVHjx6Mm8WMxNi0ScySYcTooEGD9t9//y233DIvM14Ry2LLkvmJCIe3QGbmzJmcUePz+0XzbrfddmZU1E3HvcxIS3mrjkfj8PHZRAyG5oyWTHwzeyaVO4TCC1IKJmyIAJssU8Fhk2PWXsWyAXYCMgEma63QJvOTRuVgy7cF/xMN0c69SmAjE1TraCwEnSHyupi6ia1dSA7FZ0E0oBw2RGhDhBEUSZpdN0yx9b6fMGGCLydb6ZvDoSUTU1TImNGRHjFixBtvvMGHyq+GY+wUx1gzl01BR4upBx988Ac/+EH+lq1ZijrFadOm+Z6bNGmS8+zcTp06Vfe666478cQTR40a5enPAoMrrbQSgvF4SzcW0GaJh4bihvbDglaAZtmiwkxrIl+Wd999t3unS0DADVmIJRDGdPusjv82IurFJcjoAw884HtRYMnbbnZym4ToqquukkAQVmo5zNpNpiianUyWTBEKEeNGIRzgW/OOaNGI2NENEQE0QoRNqsXHoQ5WEa1MgeaSHfGFzU/30a75MA1tdYAzZswY39PWbmkLFy586KGHfCXrUneRWUAATtwDRBxDmxRMChmNA5haWrroooLJVcFEQHWNGt8xFDMKaDJadGW4ARwtg5gMNhZcIbPTjZHMhcOsUcLxXCtcEpHL8vjjj48dO9bSYqr4nG4UEdBsGWIwewH4IeCfphBakijYWg+pGTNmDB061DptPI7nl8IjLsqYc0MsUUh2yGrFUVcgdBE4hkQWRx11YaQD10wx8KiKQPbMc6179+5mVGjzp0mhpCp3QFfoGTFjt27d1CTFaZ111vE+UzDIxA6vmCXvWup27tyZcM+ePdlXhllgE9zD+Gy9IaKO1gaGUoMx87tGc/Xv318lNgsVnpja6tBRtKg4jOaGIW6YjvM42ixZMD0x77jjDmkakxbfqli2nE7hYhCMooFWLACZVmgeRRTOPx4p8zy3dgtHWFSJAMfKnYHQ+EYRJLNk8tV4Q6DIh2Y2O9VY6rs2aRkKJzSZSNopNUmor732Wrfa0SKAT5IidcBx6tQn242fn0nGLAIY5BtJoz7FEDy0iZLjhRdeKFESzhGl6wzfdtttqotWKtGNSw6SO3XJJZdMmTIl3uI7D2iIMxwL0OEQ06YbTiE+AJGB0nWEmGUNYTrBEQoXWUJ/4oknbqwg+5NMECwwa1Qj77nnHp7HAl2j1BFz5syJhZEjR958883ElMMYV0V8eTxZwYeCULDg4rOQJSet62p14ycisYI4n9EwRZhWkdTyJFcmLrEG+Jg4YCiIcKYLcCKPtjRTMG7t3BaK++67z0ewjxvbBwqhKKmLrjM4LTfccIOFxw3TscAOwmkps8Q+AcYJGC2rAwJcQkRMN2uJvOAbQsTtyCfsUSQWAW1UILOQdw61IqYLEYtxbbORDGW72cfBx3S2b731Vmv0oiCMo2XTAiMWxRg3VICJE2vFoDZohOOfApwWTRuv+Kl8X/nKV77xjW8ccMABX/3qVw899NAf/vCHiorDLac41h5Gq666qmwuHFG3cudJNkQIip3IEWFWZH0eSgfsKKi+EMmImlpCxXNw4MCBrDmCZLz2WKNLkXEboDW1UyhhJbn4rvTZ4vaaJbMDU7ScA8ZJ+pJ1mYGTrqJvczKM4JiacWLUZTeT5vRQ1xoi0LFjR4THMUUCFN1wD2WHA79cSzS44QHajRIETmb5TAVRYcQyZcntt99eKKwr4UoOQpMxoy4L7Fg7xQyldRwzF0lTGGUcnVnIhPjkUBZl0jIvZuLPMfuLw9W8ay1EVLXWQoCHupaWMpNzQgwnYqJtU3S96XGyfK0hwoAZHxhEmAhBxnRaYpnCieLeo48+es455zgqPji87200ZrTAROR9M5mLZTSvBJ+pOOO06IJHg08xHLBGXzArr7zygAED1ltvPZ9K+ZpRFS677LJ7773XKzM/5G/fvr0vNt+UvsZoWZRJuZfZmYrnVSAbZ4ljIayudHkSGW2INlF000UIrHMbhzMXPo60LtNpLV+WP/roo32c2TUClm8vzK4SqNy33367e8RVitwAs9ggTIuly6xn3+9+97v8SVdD1n7nnXcKuw9W9fL8888/44wzENk4nrAP5uIey2g2DTFll4WaJAfMqMsggXiFtiijecOxQIsYYRYIo2Mti9WaQotp303NjhkTokyBb+sdABsqCH/+85+vueYa/Hzm0hUW99H58Sh0eT2jrVprasadAVuPhjhgliSTOICZI5efGbAJPDSKiA9xGGFp2S+zs4MvGhwAc8k8ZBB0Ec6SdZHnm5OGMCmO1Zk0Mmizm0XomNKNA4a0hlg2akZmEbQccjsoz/vQYQfTkLgRdheyHbTMzkl8kzKLidBlyipwaPHfRGnhn6YQgkD4srOqQYMG2QlHRJVS81SFHXbYwZ0XoyuuuMKxtlQQDqERAroI6taPjyNwiY7986nl4DpqRgXazqlkhhzohNV0YGqnyizZG9byqzih7Nev35prrukD3El95plnGHzkkUd8s6iLpmYKGKfSp0+fjTba6E9/+tPVV18dSSfbIc7ZslVak7KJznGPbibK+XBott12W+/Uyy+/3HrVP6ZcdQsnacacLYoJGoP44SA4nwNksVEhEElLUFzFRNZwzgi4ZuSTtdEsCAgBSCTjWGKrZRlwgIrRZizN+eRgroCTFghcygXGEUbBdCtkWy1+OI1vkwrEcHKfRQBHAFlzBjBZQBuyR+bC0bVlSQpZu2jgRCyBQiPARKIkTznD5BlB8CHbTdHZE3+Fao899jj44IN5wkkcArbGAeAS45yxNbbe44aHLJjCijgQsMYlhG0l/N3vfvekk0464YQTEFtvvTWbWVROmq5tZZzDmFnUckRcQiQUvDUvD50r3UZc/q//S0b2pTts2LDDDz/8O9/5zlFHHeUyTpgwwaKMUqfrtlqO10/528OYYNQS8nOdXXfdVQXdf//9DzroIKF2QQgIrBi6wocddtiBBx5oyCe1mmpIlPjAn2w30BIKBtkXHNFmlgC3M2M2SwCpZOu1UtBZZ52luCpIZNjEtI90s3ZaQKUA0xBm5NMFQ2xywxTUGUFjbrjhhj5fZJIhQ4bIS2LVv39/6YtAjx492OE2I4QZBOqYDPKEw1YU42TYJ2BRHTp0wEE7aUBSl6JQi1iCQ9cpNcoaAaNJCKxpu3TpkkukBfJkJEDfK766OBMVgXXs0YyY17baQRwWDHEg1iyBANh9LWuGmHX4LdxKnXac+EyFgBDZX13G2TQjeTOawigjOCYSqPimpUgeDP3T/D1CTntm5cHnI1cZsE7xypoxp0yZ4hqLlA8oMJT747uYsOCSV+TUM9FxGeycbUvQ87MFU9gMZYkdIRs8eLAsg5Pr4d3mneTwJd2LUg4TZOPtjXPja9Qjz1DvCoxTxNx00029Jh04HloIHzgzbdo0h8yQcu5WE3NMlVWSvu88f7nnrtKiokqZyHKsrmvXrhxQqDhjRYR1+Za3qY9HmdRDliRnfCFqLZllBh1f8hRN7RvC6jCdDMu3cMsnbDnELIefLDt8Kr0MJciWRtixEyL+0M2BSUAcuHCEKMzC+ccjDmR2bliOyKj9toDzuRtWTYDnNhqhG35ZhdYoPsKqbSgwIlCi4cvU+56Ys4Tz4IMPmkJsnZxssV2zdzaFM0It8j5cCPDBHhFmQdKX0ZxkMtzQmp2wU03GdI4WebNYgt10MBwVGYo/ssyVV17JE+eELg6+c+Vl/9WvftUJzNSePhSded+OdpOwbJIZbaIj+sADD+y88874PDe7c2jVCUJChCDM+IgRIxzIzTbbDCfMZUGRRCSYaIRQgMVywzK5ZAnOP8/zYw8flPmPGVm+Ia14KjPCKxo+K7/4xS9Kl7xlkCkqSr7j6i64VqInjCqHb2VH2pm3fMbldMnBqGSy1VZbcQDdvPsIpgCBj4nGB3E2Eb5NNym37Yiw3Hjjjb5IbKggu9QsU8nfI9xxxx1z5EoEgnQTiiDzhp+Dh4OwfSxbmo8De2TUWnRJ2krHg5jT5bUkOaiOCYXdd23xBc3tJpz9da4mV3//SgwdSJadXh5qfcTzWW4hiWNqWyPa0oKPBtlG3FiWBIC6xKXgafOrO2LSjhARvuGGG3ypi3Z+ayNcFBM6e+Hojhs3zkkzEcc46TqY11qoC5rrY678MpvP9ogRJ99nkLDsueeeOPx56qmnuMdPZnly8803C4uJ2MRxorjECH94i9OcteA//uM/TjzxxH+aQui0ibVWCKxz7bXXdg6czsbZ+d//FQ7xFXGnX0TshCHZStkQZeGjopUghNglscFugnsi6D6jHAtDjDObn5nYs1122YWpEjKjSmN+NIqDj2ATYS43zfnjIV3G3c+ddtrJpL4Qba1rjFaPwXTmdQQJm8UNIcyUfWLHiWHHhc+r1BG3FgZ5aNddLbqM4PPElXbJrZ18fpjJMdNxNRmNfWHJ2RIZpiQXnrgSTpgIiA+zYpKV4pA06nObzfxxVndDEWUQh65TyCwOr0wh+IkPdYcMkU1pjlIEVixkcAG/6aabfB7xXFjA9qGN8pmT/BcHQFhCZNIlg7Ac91YGkZ3VHt9Pjz76qAeZYDqNdvDee++95557dO0Ujio4cuRIMgmdcCk5cqW9sIluvq7M9Y1vfMNWSsQ2QmzNxRlTM0hdYmKKvMvsOLnMzpjkxRMnWTbhgOPkK4cuy+65I8GNfffdl1mJAC6++GLJjgUJ0fEg4whpsyhu8Hz33XdnhJOiQQVffDgjFOhs4kcuhEGRZ9NiAW11+DgcQ7sgQpEMbrNchO222855y2F2EZQEZ9K5FQoXViHkJ3ktGXzrYpmRBFD5VwUVJxxXwCE3HbO+YBi0EGG0xdl0RiyfVwggSYa1BApflx3qrkn2wi7ffvvtF110kZ2Vyl0xnyCuf+TVbNlZ183Cgaw9UWXWFEGGgBaBzItPBmFPlQ3xUeQIgOyvQjiHZmQ8H16qAlruYof/3HNKidl6JUSUnBDW7Lgz/Oyzz1qFgyFKTpTLLrzO22233SbIspZkyAH7IuBMuUFKviPEgkhyhpbzgCloCB+CTrWvOqdLWASENamJsE2Ru3iV4ycp5bfjFF0Wp45xd8G80qy1ixuzFLlnXVS4JxQp2zZa5qTFPjui4YI4lmPGjPn5z3++ySabUMw+8tY2mU4EHCeWnQSREe0q6v/fVMCWN82nHwLRv39/sUBLXvbAXbVUSxKdDTfc0FWxPbKDIZfBOh0+o0KPdjgouueumSDmCLLpQDPi4MoaOHTt08Ybb0wRX5mRwpweoRw6dGg+utmJOj7aZogmDi0CvOIeYBpV5DjGJoNumjzCEyfDB2M+hTiDj0kyx45XmGZ3yclzAPKnb0wKRvEZxLH3++23nyRLkW+uqG1m335bCwcIOyJsxjIZFdR6EQ4rB3hO2FVhRNz4cNBBBxmKzc0333zXXXfFty73jeVtttkmbnMAkwxXgR00JD44ocU/o6HD/ORgCm1m0VauNQozbyVEDisbt956q7tnQ72BbAQBEUhsE6jkRGhkx3f/Wosl49hKSeSqq65SYw444ADB/8tf/qKK+Oo84ogj3ChwG23Zt7/9bfnXkHvrbKxS/SP1cckXm7kSeRsBvKXiSNhZPhh19hRUmULx4ycZVdzUv/zlLx0MNBU5fdttt0VLImyuv/76Nt2dJ8xUtaDGbzelSL7JIL5vFEguOe2HHnqoDx3+RJgnQeLmAIf+JMB+gBYETlo1J3NHEmoX8+677/auFQ2L4gwn5eKHH37Yed5nn32kPxbI2xSKQoEQW2LMsil3W+wdd9whb9hlNl0NKqlhcq64mV1hoG4K6qbWZl/A1OVsiBJduy/Rqyiqi2Aqe2aRB0yqJZk7Yi9ijSJnGKfuFLEGjRBU4DwVQ0EjItVLy3VLKMJkin3qzgPCPlqL6+mE8MHBU2BSY/BjymEjrKgon9xQF3n++9//XmWiqFApn8LL5rHHHnvMMcc4Ej/4wQ8Y8U125JFHypO/+MUv9thjD3Ezi/Ns1Q68LxJrP/7442UJu8A3lY8dec9RV4E8rQRWWNQhuuQ9Cpl1YqVui6LiQFq7lkG101eIbOMAkPFVl/grb7beFJKVUBNTz8ziCjuZ9jHRk4jE0xYIgrWLM12HhLcIU9D1jeJbR9VUmC+88EKjLOCYiBH+NHbCOcz/ffph2dYpvnlRWYAQWJL1W7Mhew8Kgyvh/GE6lCRFDd+Wy/VCYz9UHSDASEpmfhSTLRFcUxBzkmyMrxIfWQijjJtUBBNE1pzjXOA4QIYpTrJPxpXLobSj3DCXGamYAsdhsq9sMsWshZidmFGL1eU/McxcSJK8wjSdrvNtSJV1niyZoi9opsQkktaeioUgkDrHAerOnFOF73owZSGCwKAosS9x8M2KyHPeihgXUrqWRte8+JZm7Wa0UuoBGcAMAeiCVt1PAq0mjUsIrfV6Pfik8IHp4/q666475ZRTTjjhhPyeFdPyBcdK7ZGwlBVFPUlNGAVBrLJBdpBBMcfPLgu1bMWa+IiMSR08z2jMnBNihNEEzNjwsjoANt1GA+Oyj67jpOsckgzTJ+0zzzxjyEJ89nKJKbPbjpwlfhImYGoqLOOghwwZomZ/85vfPPzww82lNiuxJAnksCGIyUf8xI8dcWg4t7xhIq0phJczThHCIeQJvnlFTGl3ON0g7+n8wI1vUp7w5npS57YIZKcEh+fFrKAxoouWVe+8886UnHAUQpOyL54eRt4KdCnaFGLcQBAr1nQxU1o8nq688so///nP6ijLfJNhbbfpCLPD1fz5OylYgUErDCkY11xzzdVXX+07TGaX6JWlcFQLjzAy8oxMnWvFW0vmDwdY1uUDWkyMqrvSvY8eFQIdGaFAC4UIg9B58wkRl1Q+0eO/7yoHQ7Rj3F2WClxqHJKMuO9qmCGWqYgVr0zEMt8QrDGC6WvS2WNNnvERRjFp0+XKAXY447Njb7MsIWdSi7PFFlsYVcuTuDzfHeABAwZwQ8CdZ5nNhUKYVwFmwQKBHSHiKi3CLpGws2nJDKL5YMgC7ax9oT5tWuO/VYnv5APdqBf80xRC0bQ3AmS11mzBaEFBW5K4hMC3fsKCRRJHm2MNZIQJJ0wty7aEeo4FLeEW2Zy2yZMn+wJ1lAnbVEHHbISw+uOXrCWD0AJMs3MpMplFl+XMywF8krIbvlHypmbWEA7EWnxDUKSOqc3S2CGPIBwxHAa1jPMHh1aEc0pIRr44GccihglqHiY7OKFNqgViwEND8ZMR0wkXGcgQSefM5XFD1BU30H1Aa0N4zYT4B0Maku9CuO3qkLjZX1+LktGll16qEEptl1xyyWWXXXb99ddLHymKlmaNQicsDkmWSdeFd/9967j/Vq3FxJEXRFKaFnbJAk3F17ccIV26hy68SHr602K8EdzqDFRRbPn9lvBmajPKAk4dZgQ8Kz1f5E0ftmQUYPbNQoUDaMwIm4VZtFHpnocy1IYbbrjbbrsdeOCBX/va18zlyz3C1B1C6vadli7QoltNu9yQ6bLqELlx1WDjRz7mFTp7ZCGcsV6vK4Tao/zLyPktgMhL0Dx03iRcCZopEWA/BJWYEmpvXypyXwpANtF3Q9++fXfffXdb6Uz6TGGcDznS7DCSfSHPMRxgU2uj7YvK4UPEi2fLLbdUSMzVWEN1Tzkm+ebkaA3xyjLRbk0juBU4QwASARPFN/KZ2lw4dAEzXbM7YPmW4sbgwYN9CjsqRnP3yVhdPHn88cfdRyvlkhVtvvnme+21ly8J9oUon93KTOwjgBGmGMcUE0ashR18339uDd0vfelLW2+9tVkENsfeFyE+RZ6wXBYF/GHc2rNqHAtnnCTH3A5b6eFuE20EATWYiiGxFWQfGUogGRfKKEWWHVetGXHsTvxnOUEwV0Lhusk51uj8U+HY0KFDBYHDJCNPrOGlgpr/+6eAACUWOSi21vKypAQirdMGZMRa+KxfsAzZMztkG3TFMcKunO0kg4/DWpkF7fPHJZRB7IrDRyAWqGRr2QzBFLNaprRkYhmTM24sa44Or1jmFd9ijQx5/sQro3Eso7GJ76g5zVl4ZFgwRXY9B9QR57xRMvjiExUCJKkYZSrbbzTd2M+kCPIcNm9yAUliGWIkimlx4nMM2gvfX4qNbCVumJkxwWEKB63V/eRQ7HMpXVNzI0fC7rjYAitihvDdQB86yjbfCIjqLrvssv/++2+zzTY21z4mOKxloy0ZnY9uQRBbeVnKAAYTRmKEY182lyuV2FxmJyEfwtTpAvt8Ixn7gDZ1CMycTJd5hx128NV8+umnq9+//vWvjzjiiBRdzthoBGFmsy8OG+MIT1KeWDK+1TnGRx11lKpgm9jHrKLVCBRhnLhtN53MLDwCHxPssIxIGw6HzWUiYcldMCNCaUmIvA8E2dvL08pCvB7sl3UtWrSI/7ZSVH3sy9GWJlC0nFJTSOWujFkkPnv92GOPybYSvcBasu8JoZNzRfWiiy5yaKVIo9QzbzYC+INDBZPNgQMHygZf/epXdYU9Dyx1wmuPJ+a1lSbdbLPNdt55Z/FE+6jim6Ir/2ZDmSXJJstkdInhZAjTpJnRqJ3lf3VSGu8hPigehoixZrFChBAWLS26DjkBIXXebLdywjIfVE0TsebEskaMDBVTC3LSFDFDmGnJm0LYv/zlL/uqwNEVUrPTUmkEkCRF3dhx8IAbvLWV5NEWwj6avK6dIslJBVUAb7zxRtdNzRNbu4yfn4JOmjTJe931FFtd1uhCbObwMKU1tS73EjQtH1wW++5byh1cd911Me1LpiZvaTykizDUuLf/LIjTzbBtOUbNsDGAMCSsYYLFu2kJgTiGmToUkLfBgpIddeYOP/xwH9Euj5uWY20oM+qiRT/COOicD/vBVVsu6Mm/Th5O8h0wyAGSWtNB1A3FDRYyHTAC8dMJsGTT4TgWZNCYpigLYVYbU4QrXkt5hiw8MkCxtFGBCIdZQDG6QB1ivIjR8n0tUPK+tWRRS6NM/Qkhu2OWLCdu6FZh/t85c+Z4mYmee5KvKF8PnlbgqmywwQZSpCX4iiRgaRZVhb9x2Sw/i82emijLLIu1I2Dv7IUttjtkPMX69+8vVrfccguzMqncxKCpScZbm4hGZBaEPc22mguHKSoyu/ecjHDWWWeprL42TjzxRJaNElYVWGaWFju6VJgCXqWw8ZOwkyk5smzSBCrxyVyAJhPd5QVTtFDv0louiR4/XVhB4Lm8j06cI9C7d29Bs00+NRSep59++v7777ciH/sSPZ9driFDhogkO+JAhXqWwyaDap4akHebJWMaNS/74qAE2nGpnKTtNgSsGSXJDXRChI5jYQqRDNunTx+p9gc/+IE8Lmvfeuut3pc8VPaMmpFXPOEVC7EZ48lREJsmtTWZ3ag2QzkkuuRjjZjvAHYcUbSJdFOKsnCljsPkcYRIpfHAwqFCjJFq2paHBIJNkgkIsXBM6mgRNgVMmTLFeevQoQOzJPMKlyFZsDp01BN8PscmaxBrjLCsS972keSA+vfwww8/+OCDPiZMZyvJcNILXg0T4T322MPL9fnnn6dO3kSs5YRoTcRg2tg3yjhn7GaYr1b/hSxDfHA8DLGjCzxkUGuoJff988Jq24TlQYtQteagpd8WBKWZcCtcv37VX2Zw5oQ4h9LhsP1kBBQt7uJriHGjrqsW7awwYsOAPwTsihZySrIHuuRDl6mpYEYSbSL7x4i9J2BGhwafQHPiWIHgvFCImFMr9Us9KkqbMPSJwmZBmUht4A+sueaaur4x5QXxFDQZ8Bvf+MZPfvITL6RDDz3UZ/6ee+75xS9+UdbIj4+yNbmBNsIuZ7G2wKj14ldn7b0fa9sXachVp4WfXeMMm5L4vHnzkhApEqZCgKkYpMJmjoRqPXbsWHxlL5a1PsAdPB7+4he/wJ8wYcKMGTOokKfliDacq9zLhY9lpwURELMQJ9MC11tvPZwI0DVkCt4yiNANEZsfHyaCZtoUprPq0Fpum5RXnDS1MGrFyh30HFHJ9t1337333ttja7vttvMS8pnr8yWf+bToOoGI/AjaFltaAu67xFeOqbMj5kIzjlAF119/fa0hWjhaIY2fWvIsIJqBGTjwKdXKoVP0b//2bw6S+pp1FURlaTutkJggKtsNgv+c55td45g1olUgYeG/LmJW9YeBrdekhBEUtQqJMuDA57PGohxOddo5FFtwXIWIBR4KHXViwCxPdBkRT19gSlH+LiavqJjOVTLEGWeSZI402iixWDDKyXwUZoN0iTEbwpV0Nag8+uijrq0zySt+3nzzze6LOwtlsbTYRMdPxtnE55IVmVoXrQUytkb0rNfnrwUyy4LvFSU2swODhhqK6X/2YIXNaOF+IHJeG0F590fzCF/Wdt3XkKHcE9HUZm8wyeBny+2i1pYIul1HuJN0lSsC3KDFPtrekwSmCIdgDaHLYAgWaDFF3qh9zU4z6EwHeeIYXSGoottSwoMwWzpLIfKfHJo9acT33QgLkQ9n1WXmzJly6LbbbnvIIYf88Ic//P73v4+QW/NjGeElXGWJxncugzYre8eyXRB5G8rsG9Vf/daCUZ+xOSS6zoy0lXQsuSuEO+64I6Z9lM2zuUz5ZsI0i0T2WvWXSiUXtEfPAw88wFsGbS7jc+fOpTVmzBh8u/+Vr3xF5nUO3XZ+SmHcVhRnz56dl0HyDrcZ1xp65JFHnn32WQbhpZde8oxQSwxRdCYROWMIS6jCttxKYEFi2ArWFb6FcIb/Hgci4AkiOPnDDgqV3RG6r3/969/73veOPvrob33rW+qfTLfFFlvss88+lvniiy9KnVKesFvsU089pQbIj9StSzIVMfXeARgxYoRsaDrhMuqZLv/6YBIHklk7g3Gv+IwTNHdD5FTYBQ/TY4455tvf/rbY8s0WEGAhkoV4P5RRBGGwHa68rXEMpk6d6sA4V57CMpI9nTx5sgPj8WS91i56zh6B2HGMfT04JHfddZeTIyAkyTMlaTiWQs1t8iR1tRZiyI5gJsOIkqAJtY245557RE+cFUUOCJ2XFkkyiFijkpbn3GBTWMwo4A4eDzHBihzRHD/BVwvthULoxWl2Bh1RBum6raZmEBA8lBIJIExtmWSUc/YFxNbbcZPyB/C32mornPwXNMeNG+dciR7duCHC5Zz/M/3DvG3Celqov8WHXQV5pmxM6donuyJ8PqkcQRfG3gic0EeYGHn3B0iCDUbj0yVGy2cUCz7A7UqM2wZDaCBmU6mg8VlgGc24gxKi4U21TPcKcl4dRGa9CRwvJ89xz08V/vEoHga6AeetZWm0yH2SaJnpXRSOoEmvvjG/9rWvHXDAAZtssok99bnKVYElkB0v8rbAQtw3ARdh24TpZvqidKOMSs3U5Rd7YUgylbaMTpw4kRFPEB+89tqpcGzkXzN+6UtfokhYdmBE0pe7fbArhLKM3O3G3nTTTWivH3ntvvvukyNUgnXWWefWW2811+DBgz1f6HLJ88i5ihZYBZdYk+98Ux944IH9+/fn8I033vinP/1J5vIyJuwbmavbbLMN3zhm+aa7++67fRyYJT/G56G2Ec1qT8NBC4WFSFiSI06Yy4giHEVTg/OMw3NRQjz55JN//OMfZXap2dWQ+xxvHy4qNxlucICWm+hWWtGgQYMkOx7+5S9/ufbaa2VJz5dTTz01fzcA33qlcg9HeZb8ueeee9FFFwm+ndLaU3skLDYloBX3zGXGyt8GcFqoCiwDT9CMAHlroWJfVEH7gqD1xBNPWEV+w0Ieh2Jjgr81mG5aAqxpRcCZdALddEdFutcFa7cuu+zjRoXzCSU+tl7cPK0szUlT+z1VpaA777wzf2XQ4eGhl6vdl5ccVLHdeOONddm/8MILnQePb5tr9OGHHxYWNrXOm4vDyPDhw7VOFMsOgL148MEHnXYrJclbx5Ipy7dlFFUm86aQ84qTJPkACZf1WqagIXw92DvLFyUOWKMLK3SWYEYXk7qt5BgfXI1NN93UpHxQ6vhADEHLMk1tx62FvCGHauTIkS4IQtHdfPPN80Q2qbl+85vf/OIXv2jZFa0BSDf05w3ZGC3a5gmFMDl/dkV2kJiEz2bnjNpX++c7hYxw0zKUCud4xYhjcckll9gqgV577bWJoW1Ycg2QoZ5EmXvrKmISy9Xij3NvIl02ISfb7roVZmd2v/32cyide4r/ePCck9DS/3soJ+0TQitPuJe4JfEpKmLr5rtUhrLFIizUScQBvoCHsC8Io4zYCFlJUvAB7jC4bD5xpCRfo7r2QpVVZlxgF14y8haMWXXutNNO23LLLffff/9MyiwmXcnCvbV93DCpVO79R8ueOlF22Z1XU1mWYqQ8idtanDGnSBmQIHw+q8SyvBcJH0TAJ/CRRx553XXX7bXXXvlzJRIWV/NLUBypTQToAjtKyPHHH3/66ad7uearnJNiwh9EFs4sWgU64YQTfMV7meV8NuK1bKAeIqbMYi9YBgEpgXLjRIC3cpawELZkd8eoNbogaozIWLLI8NYuuHfumjeTTOrtKF+TtEBDLNsaO55LOmrUKLnS7givIfZNJAJWaiJR5ZXwmouHCExiuarNMIpfVhRkOfaRFoNA5qyzzpKazznnHF9dujGobdMmfiGI8YdBHAGxy76ZrNRaMjv7CNNZlw310eO548CQcTCyKK9G1dGZdDCUjT59+qh8VBwkkg6zcAmvQ+jB5zMof2PBeRalHGmjXFVFVFy7I6p2Pw90hwGfsMpH0b6wqWhl7/jJYe9R/qO5xJR1OeE4nMxi+cCsi+nJbmrHQIpTsbJNilm7du3stVzngau+ulx5/qpnXbp0cY+sOsebY3GVMzz06WNdbo1XrLPBSW6YxanwUWJqe12dvsYvCOpC2AKHydoFBeGQ2Y+cVGG1tfbYObNPbiAByM10pHAQqYtuQk6w1iGWgH71q1+5rn/4wx98Q7l1Qk+FZfdZaxcpYqJzbWjRTUHVzRRxDI3p2CmuTg8Oy7bWI8Mr4VOya1wFBFfDWSGIDyFslhii3StRQuOghT0Rzn6JJ5+1iSQZfN3IgAtMwBVikxEnJAR5tNbu21aK6Cy/nAdHSH6XVqSDZGS6mQtBjD/E4iemw+AOy/JGdbkam2qYb2SeSDRuPnkCICU5ObneaoBP5u985zsehbvuuqvz6fQ6NlKJc6XokiemZRNh6iuvvNK32nnnneeZ6EBSMRdYDhneFlc/TiGETB0tqzYRWkD4lvgnuXvrGHLdILeDJ/juC7HcHSq5dJhMobUCkjIpULrqIi1DzPJcbTCdoiKAaD4Yyl2zRrpUbKWAoG2HUfJZfsP7vwXLZLLdgENdS5iREATOPvvsFMI4g49J3qToZmQUYo2YhcR/wuLAYLQM4Zs6pvATgZwTzKwIX6wsVuVwNgRTqKOIzw7CKJVMEV1rT/bLZ0EqlgAKqSJkFZC5CIsVO2yS4UOxnJ1FqGoLFiwwtToUMVrEclbNxQ7F2AGjyYS0bJnvP5LKJD9Z4JUsyk6E6XLVAVDvLc0sWW+M42udBwthDT+fiYyA4LADLJiuLoQtyNHPLqITBzGy/aImmgk6iKBtJuYqGsrVpUheZbIfuXU2G33cccf5klIIZS5GctPArpiFEZ9daHuWGbNDLJhOSxIfbQgfoTB7RviukVKp85kdczGu++mH5bRQnySaz7DgCJHNcoWE1xAfxM1QCEHGTzdAE4uMrTFqfxmxBdrshSHbATJFrh/Fkjojg+kS+vp2D111X8TqkFPBMn+IUczGkYyfLCTL2P24xIJj45xgMssO9binhRwelx8HbS5F9+CDD77tttu8COkyxQgZUzu6oVUCC4+Rq6+++sc//rFCuN1226VCcJ4/xMggdInpfsxC2AxTZ5nM8sq6GMQREx4KCwEBkUlF2OqKG0JHHc23cHRZQLPAGoIdTMZpZb2EgXFmDZE0VJYg/rnUlo9PxlAMYlLXBmXJZPCBTMRw6JqFTCxg5kWoHH5wIYx8BDKFtWMiuAEZYj8njUwO0uLq39gRPTJRQViFVhAsCid7ChRFI4dZNzFHa0H64jzCCcTMpCYScNuBn/3iAz7JBAodjiFaiDgTVznpy0zrHDo8JuUM+0bjMMKQ/Y2dGOShUXw0B+IhQjZmyhCaMGto1iwzAnGPIleBk+SJ4USF5fipS5d9Lf7fbMbnGUKmTXDFSCtGWp/SI0aMkFnE2qjuqFGj7r333uuvv/6Pf/zjiSeeePnll/t4F19aSbUegvmraffffz86mw0iLkkZeu655ySpBx54wKG08Xb30Ucfveqqq0aOHOlz1efwNddcc+2113rROzrMMp50+corr5j60ksvveCCCzgwZ84cxpm1tUb/KWA5nygyReYK7KMgu2m2xi64HrqAj5NRTFfFqG44URRbtxqS3XTthdEEHDNmSZLB8VJ3+XHsy2uvvWaLf/Ob35x66qn5zY0XHvVUVopOCwuyTG4sjtYUdBl03kgqA8km3DNULbFRkIzmMscNrbNEnn1dqaddu3aWg89bXmE6QlmjugIs5HMNk673JWEWMjs6cyGWCxLSEKEFgbfWzo3UfrObkT+CyWce6lq7LsISIoygC+yIHk7xmUDihsZkBJ+k1pZl7ywZxyxGpX7CwsUOs742KAo4XV10QSMWFdJlMGAqnEzNDoOmiEsFBLLqDwb7EWaBfLosp4s2nViJiR00kVWg7bXqggCnCMxuiIpV6JLEYYSH4gBos7DGeOaNMLCfqVkQWyo45IUFB5zDOEORvJYAf2KWTbqEKWIaJY8v+DnwZuRM4pbZKfKQQSBpu6nYGsEkSYDBxNYy2SRAxXnOpOYiwD5J6kyF5qSAmIJZHDYpxjFucIBxika1dSFsQYKVqKUrpnZ9/Pjxd9555x133JGU9OSTT/q4U40I+MAX0wsvvFDKI5zduu666yZMmGDIQ94+ib6IZ2OYUhcxHU27iL799tvp4riTquBNN93kTppFuXUO8Nm0/VqemIKWrZVPuXH++eefc845jzzySFJDtYgajTvTQlXIbuYO2J1skwuAH8LuRCYXOCoBLV03LTI2kQDk3uaKGiJmNIQhYjGlXbNCr169vOC7V/+1vNi0mwQ4E8cQmEAdJ2mIHduqizBXmc7UBEhm0/EdmMyeSfF79+592GGHMTt16lTHg3skY5YAIvLgpM2q/mHCnXbaiZ8qAeGkKmJM6cZVXUZiIUwt4GsNZYoQS4NWIQodI7raxC0C+AjlmRuSrNbeZcjCETyPS4kDfqKByBAVRGwiBBlhXewYSjani28uIKmLL7yY/HHvqLDJWvwBfEBECxHfbAF+dooWsE8gwgkRZuFEtyCj2hA4BFiwqKwiXZ6YC5FoIIDbYAogn+PETuYiEF0qlp+uZbJJmGTJePhCjVm8jZ1MFK8MmStrjBhT4WOSl6BiNiqCieaSbjhoFsiYzlBgXqMOKjsEiPGKDL4pGCGcIBiN/cxebMbt2Mx0OKqmTQRrJ4bJSXw0McLoLBBaTmQNcWzsybsfYgmcdvbs2Z5oHmcKoe6UKVO887zM+vbtu99++2255ZZefpMnT3YgbB7i6quvFnqjcl9+kaOe2Rt78MQTT4wePdruduvWzdDixYtvvPFGmciHUs/qHw3I77o9ClW7zTffvFOnToRz8nIycL74xS+a16hnqMJ5yy23UOFwyzJqLAXBAakqd94mAj4aDOXaaNH4RnUjkFMRScDEiUyMREBrj+yg/cJEE1Zd1l9//QMPPPDwww9XZuwdPpiFJw4MmUzKAj4juatxAB/BYFKDIfJk4kZcJUw3zjfSYVUkFLMNNtjgkEMOUYMd2mR28gjzcjJGWGYWR5ro06fPV77ylfz0PiuKQQSDhONMXCWAKBwgE+C0UMsMznPJFHSjjoPQxkMzmoJAQscrDoie1ig/AVFGKUZYG1MR0M3CQ5iIfVNTcUNJCoW5IOeENUaIUcds+Foh6yVQJENoDSUph0nMvFGJVmQQrfABTBZoZb04nMHkWNaCTgs4EJf4YF1Wl7VTLMKgSwBw4iFFs2gjABkiQxi/dFPbGjNVwiW2BSTjZzVDoz7FPse0+ECsxAedvQs/bQgb5EBaRSywlnIeLRayQWijECNGMekSyCxao/gEdGFp4kMf3M8qRERASyuggaLVpUuXjtW/XiS1qVg4/fv3tyvt2rXr16+fEDumdkhleuyxx4jlL0HT9S60kT5s2df1ef7CCy94Lz733HMegvOqfyTM9tjaQYMGHXrood6FN9xww9ixY12nrap/K99OUzRXbqwZN91001133dVb8JRTTpHpVGVf9DkQNZaGrQxcBq1gCri2ELkkJMvV0kUDQjeImJZkscBgJCEWpAnAt2UEbJnDkO8hh8T+MpWtjEqskUfEvSjqxo2y9UnWAX5GtYaAbtSTJrw+1157beUQ0JJCbKb6JrnwhKl1q39GwFvQeXPqjFY/Wmv5hQ0VRICGTGSKOBAmROYjgC5ribAuAgfNN0vmtonQJjWkXbRokTUa4iTFBJyMNVJPwbAQa6SrCxQxgbpYkSSASZ0KfgkO2iiDHMjsxMgUSS1kvQ2L1VzALJmsBZOpIplwadGZ6EMhurGGFgotGMIHdAggk1VEF3CsBYeHdDkQyVjAT2wr8y3eQqXa+CLJ0coQXd2ciuIAmVhoKFRAN/yr7kiGIhyvWMBHa8EQg5KnIZF3LHXFPLNEV8sBrTjjA7NGK5cbjrGGGftFPjY9CiVkQ56bZFgwGl1tIbQNF2tAgi7EgpLohKl18exNQMD+yWtCLL6R9N0tygsWLBg1apSdFnqmCBuKNZLelPPnz+/QoYOXoocCHHHEEeeff/6AAQOcALd6o4028nTwvFMgt9tuO7OwwFo2j8HY4QAak8xxxx2HeKn6DzA23K3RFhI9dwxEtXCgcRer29jMSRuIdna8oIiFny6wAJklXRPZLzL2CI0vO2c36SYjNPyrskPR0uJQ1OrmjDUmaPIqJyEcpog10sO7L9fqnDb+0bWUimKq6KIBH+IJrxC0SLLjwBsqMyIMpaJQj0w1VYOOtY+MOAAmQosDm6HNqw3w48kq1a/H0MTwkz3xo4VmCh8NsWx1EL6WsHkRWjK62txBxvG1CV2mIGal2igCPjqW0YjiRiZKVwwFKsKiJzUrsYkb4BdiaZSJgHtZfmGyrxswDi2d6rABgljkM8pCCQtUhhsIM0aaQRHfKJpYuuFYYDEVI0ab7TRmrYAuklBkqGTtvLKbWjYhpsjE28p2w0MrKjJRDxFrBXQNxbJuptPmy68y1tiLItmMlj3Wpp9u6M8VcmQtPykgQRDH66677vrrr7cTJ510Up8+fbzYfvrTnx522GEHHXSQd+ETTzyx5ZZbnnHGGTgTJ0489dRT7ev3vve97at/EZD6Mccc8/zzz//hD3+YMWPGpZde6kH5n//5n6y5GPaSgKRjLru1ZMmSW2655eyzzzbL0UcfveOOO7o5ZNhBMEuGcDwEu+tZ+d3vfte3/MEHH+wFUK2jRhvI8c7ZhnQR1eDHRcymLRxtK/sRcMzS2tmWgXeHCp1uOGh7HSbkZMaIwxOmU4HveMQC+dg3FDFMpwg/YqEN6SIAR6bQyrB0EYZopcUhw46ubz5HWpV1/huTVcsEhOnCaRORaUbk40880Q1BOKOh40bo3Ii4hDaki4+DThBKIcfP8hHFAiIzhi7QxWQHbXbAiUysVVKNoTABQb65S7L44NoqqDLGzJkzzzzzTB/B+LHMK2KIaCFK2zDUVjAjAG160iZaCehqW03xwRbAirRl0uZQFLTJbEaruciHTlv8/GCXMksRbnPSWIDIZDeJ6WZI22wEMvTeHoTbLPG5goOrFSOXxBlNEHSd45tuukmaOOGEE9Zdd92bb775xBNP3Hvvvb3eUgjVvN/+9rf77befl9wFF1wwfvx4lXKffXLVDugAAHKnSURBVPaprP5/FMXRo0f/6U9/kkGUUh+biqIrYQqXgYrpunbtalPnzJmj4r766qsehd26dTvvvPPUSw4YcqPIA5pNisDD6dOns6lk7rXXXu2a/vPiNd4POeetTng5/IWPA7rhLN3Vhm5GciIQsHE42a9WF29pNBss17uZyXKyv25OAiLMyDsq5H1dGXI2wkfHoDY0EMNpZjLlpZKTprRQJwN/rf4wXg5h3MB0Sr/5zW/6CHPqyOM0jL4LYq04BbHQCoQZz43L6sxuFTneOAQQQAx0IwYhop7RwokPWh7qomOwdEnGefxmRaZwCBgNxxCxfCXgQCxrIRzdoIyCOyuldOnS5YEHHrCi888/39cDs2gy1guR/7tgrYWqsCxa8QFRhBFZVDitRj8ylsVOKxndZh8Kka0pTDLNAtkdQdO1KbYJMzJtzl74hGMZimTRRRttdJtZRSL05wpOSeLrpLr84WgVwquvvtpN+K//+i+F8JprrjnllFP22GOPb33rW3379n3wwQe/9KUv/frXv/aBbJ8uu+wyde7nP//597//fTnFTUA899xzl1xyie6xxx7rDXfyySfvuuuuurNmzfJMlG4UVJN6OKI7duzoDTpq1KjTTjttyJAhypsdkac4xiseOgq6vtzfrv77uXxTBXfZZZey2TUK2jzMH/+E57LESKGdluYt0M1EhVk42nKNMxQjUDhgr7XUw9SF6CYdODM46RJjHydd9JIlSxyYL1R/8Ng5JInv1MUIeXBiHTlnG+hqKRLQUoxBLQsQy07dcccd17179yOOOMJQw9EmECtraRMEQjQvOUyc0JkxxtOGX4BJWMslq+CwNkxEEUBEN/xiDaKCYEGLH+Gs3eWiYu1kLDlzNdSa/Ad8baYLUWZPNz/IcfenTZt26qmnrrbaau9U/y4gRWZN3Wzt74JW5AsRFDfSLWgl1grRgmX04f2sffAsQCAyRSzdbEFhQiSzL62AnzajdCmiw4dmO0HD1ruRKaMUW+04xE5dCN9DPvpcABkkhMBdeOGFaqHaoxAOHTr08ssv/+Uvf7n77rurav369bvzzjsPOeSQn/3sZ4ceeqiHncff8ccf79Nv2LBh66yzzqqrrvrb3/7WI+/ss88eNGiQB98999xjJzbddNP8NqJHjx6MtG/f/vbbb/e4ZGSbbbZxZ7wsBw8e/KMf/WizzTbLr/3dHM9Hle/pp58eOHBgnz59XKpJkybZr6222ir/xYSWZdSoUI50c2QwIdcJYaj5SuBodcOpZFs4jeEKaMzCKQLsMKsFm4XZfOsyY6BLPhaa7Rez5Z6jnUlt0nG6hnTJKG9op0irG63MSNjxKL+pIskaSUMN/6pMHftRzE9EcbSM0823IINmZA3QoHD+6le/8gl41FFH6VLRZsbIaz8UOMNI2tJF8KQ5euwjyurKROj43IrfjDb5hbn0qIlwymiYrWQ+AK0sn3HGGePGjZMHOnfubCMsAd+KQhAjU1SWRrO1wkmIloahMloiiVMNvnfMmulWRDOamSUmzSra0Esjo1AEWskXO21aDmFnEc3LKYsK0ayiDV3g6AoyZrOdoCgCQve9sc85xAIQckdo4VP/vMl69+6tXInXokWLXLkBAwYoXaKsUsogKpZvPaMdOnRAeyBSvP/++53+F198UXXceOON87NNQ9tuuy0jDzzwwPDhw5Uxikqa6zFnzpw33nijS5cuyt6GG26oar711ltz5871XZ98xx/pacKECQ899NAzzzxD/vXXXze0ww471FWwTYhJ0NKvoFvuQ4Z0K6kG0OlGAMIsnELYjhAFxNImKUOyNmSooBhMCggT0Dgst2LaZYfNodJVzNjH0UXknhulGGHI0XUy0QgtsTjjxDqKiHSBQf4Qw0niYBwfkx0tAcA3RdyLESqRAfLVzO+5vexgpLTNRMwCTlzSgnlBlzO62kqq5Yshq4sAC5XLjXctDuGI4evGW/TSbpuxMBurqpDusqAII0zq08HNzUTZsuZgRvID0GwtKCFaGs2jhYgWNHcL3YpoRjOzxKRZpdBLI6PQ0l9KvtBtWg4hUK2W06rbrFLoAtEOs9nO+6GlDpctafNkfB7gXDZiWZ3dt99+WxzykyWHOAUPrThh6goxecFFk1e9COC4ZoamTJmycOFC6cODTx11Ewx5ApJXWRdU/7aOGT0cu3Xrpu66li6wSdd495+Yz33mDPvsUC8E40qpkrnWWmvRJRZXG2uosVyRS2EXQodohWaZD4UoBtSXth8BrQMGVf5s/GCAWBK9owIIo8nv+Xmmw4Oz6qqrOrokMXNOyIAhFpzYWMBx8DBXX331N998c+V3/z1ho8Sg+Jni4TD/+7//uxfh9773PQfSKESstJH/mIgdk3KSP9bOVRyrEwTAj0uGMm/cjnzDreonkOjAuljAKdEjkImKbrohlhfOOuusZ5991rvQh3KCH684UM28nKersSyw9SXyCN2/Uyc/P3A0FRuXxL2SJgCBqcLJKdrcOpKShcCpPY4yMdXLBZN0QJogsOaaa66zzjr573Q4+vIFIuGm5T507NjRM46YK0E3lTV/1QxySZLU8CnGpczes2dP70VV0FCKaPxsrKHGJ4nkzVawKdmXZQQjQRSDDDkqDkPZSnw0yWw0Gmw3TnIoGbTWAXOuyGAygokmQxEixrISgnCuHGaj+CkJdPOVFvs4TpQWJ/aDjAJm8Rn9CcFFMJeJIJ5YSy5CCnB8IBNPuGeBlolDPpeCEUNoAUGwgImgi6jmaSywtIX58ZF7jYjb1Toak+IjEn+EtsanAXUhbAO5ORIEwmnWOtBSjOOr6ygjHGJXThdkFlo4VLz5jEo36qUuJt2kD1ciR799BTRd3+PsZ4oI57Mx9zk+lCHy0cUsd4l8SQc1liPEFlo6FWwBFDrEB6NZvpmWE+1aNi58x6OckAjY4iBDgI4wsWRViBGjKgGmOuH0+iYjrGzgE8CnQhcTYdSxoVUdvcbft6OrHKIJp5oazRTazKjFz1AIQIPRIN2PDy6xxpmsMT6kNamh0FYXfq6nriXoUiGGk/XiWHLsEIgRCKFtuP6BP3X8sGCN5Xji2iJw8DELUQm+R9RYgagLYQvcAXevJILkDmdUSXOFlLec7Nw0iSbJggxdZ13FArTUk581kaSSlnquBF0GydA1o1EEPhlDMc4O+wgqrlCYDHJPCXzrrbcwcczFSZL4ZBprqPGJwQYVFE6ID4VYgEaGrtDMtKHacAxpFy9ePHv27Ox+dtlpyeGJJMJ5UMbQ+E4XsSVLlrzwwgsUHTzMyDtXDh4xszhFZKL7zjvvTJ8+/emnn8an69SZLs4EOLqGwMHL1JjMIiCc5Qt+ghkZN1fuoBkxcXL+iWXUEJ+tBREBLb5YadF5DbuYOMQIQFkLAQizmnw5gOe2jEEBzJaZIhHT8iqOBRmtsQJRF8L34DjmROZKOL5ujjThTMsgSo4h2YSMe5UDbSilKFfOqGsmGa1e/TO5SShAhiQZwMeRiYCF/PFRTEP4OLRMGt34U24sGfKuFj4kHSCaL1WN5QJRLUShl4Yhwf9ggRaqCbaynA27iZM9taHponNUHJL8F9hxwGiZjq5DhSDp1OEjCKhw48eP/+///u/bbrvt4YcfnjBhgvJAkvGUvXHjxj311FMzZ86kO2XKlGeeeebGG2+85pprpk6dyqscfjBKxeHUmpH9oHKkkdDJpI0z2hDLCzHIJZNal9VZRRkyL8cwoeHuu78azLM4HgaE//Vf/1UM582b50a7jFlmy3AlkDbEcgEf4hWbhYh9awF0FcgWPzNaY0WhLoTvIScSnM6c4zzOUsMkkVQsAimHbhfCpYo6eUNkMHNv6bqr+EojQhe/WC5ZhhZ+UlV1NRr/NUhM3dz8SCJyndgBYrlOMVK5UGM5I9thyyB7mrBDhhCGEG3KB41UXQGNHzHH5tFHHz3ppJOOOeaY/IcU8h/ItpWGCNj6+fPn33zzzaqU6hV1fGcAdCOGJgk4TkWIuXPnjhgxwvns27dv/usNTi9rZjHXwurfxF9jjTWod+zYsU+fPo7WyJEjFUUPL3TOeY4fmEKX5+QD3TAJayHM5QtTiImF/PGPf/yP//iPn/3sZyeccMLo0aMTqBJJxIIFC04//fT7778/lyW+GUII2uTJkw09++yz4uML4PbbbxeKT8LhZsQ9yLVNoARWPMPkZ4lejRWOxompAbk84KSqUlUGaIEhLaZz7Hzn+LpUUcF0qaJSMl3kEYRD4JOnFXmlsfxm0ZXARJAhgE+ABTSg04WIIUgym7uEJsBUjeUIgQ0hvKC6gNpTClv4QSSD7Ff4RbgAJ0C/9NJLV1xxhafbY489JjXnxwyGGDGR4qd66aIdg1gj4Aw4SNTJE/DE8Wp88803Fy1aFAeAruddly5d1llnnfzIgZEXX3xRTZ02bZoD1rNnz/ytm/bt2/fq1at79+7ekflvglN3rkJkIdocXSinDiIAjSkrhLm8oCq/9tprL7zwggo9a9Ys3w2XXXbZ8OHDFXKTWhEnEdx+8sknr7rqqrFjx/KNw3QR8ZOYJy8Bwjjehc8995ziKpiRhOXrdpDZQyMSpdxiwTSa7NEcvRorEHUhfA85ms1Y+oYsLQMOd4jG5fvbx1mxEMV0I9N8T0KQCV04gF6ayUJhFq0ayxElQ4UQZITaI+2qPXJo0mg4kqwu2tPEewVtR7LLtFLVMIkR1vWg8egfMGDA1ltvTWazzTYbOnRop06dVJqcExUO7bl26KGH/uhHPzIUO2zSNYW5iDGrgnrugJqRH7abGpxJM+qqgioKsXvuuUdR2WeffUznmWgUSJJJ9UXjcCAtfmGGLpLh62oh3fCXIwRzxowZHD7++OPPOuusU045pUePHgq8lVqUCHDG0jxzVUcRW3311dVpzOIkD2fOnPnwww8zteeee3Jyjz326Natm3f2nDlzstKytNIuFyQgDCaS2dZwtCVchV9jxaLehho12oBUJUsi8gJThHRVr9VWW22N6t+Y9LaYMGGCp4Y8O3HiRJLq09133+3h8sorryhRVGbPnj158mRiHjR5unm3GUUoVF5mDDLOplaZpCKzM7XyyiurebDqqqsaWrx4sQSqNEroTz311COPPPLggw++/PLL5D2DbrjhhryH5s6dq0zG1SRfqzARO96CnFFu+/Xrl3KrcpgRCBNorPlTBmFZf/3111xzTU/brl27et2qYX369NG1TNFT9jxwR48evcEGG1imFUF0LdDGibNY5T9VgeN7wvuYpO0QPR8l4gPkW9WnGp831IWwRo02UL7iUyoUD4kVoRQpQhdffPGVV1753HPPeWkpfjfddNPtt9+u4Cljd95551133aXaoT1NRo0adeutt3rE0FXeFi5ceMcddyiHUrY8ziy+WVK0FCSzmJrikiVLXnrpJQUMPF88gJ544gmW1bnOnTsrAM8//zxJtESvBKYwsEOX8UYVrcob/wnce++9FL2oEFx98cUX6QIHzEumseZPGbzw8o8p8lDYp0yZ0q5du/79+1tyliaMHnzojTbaqH31H3uyIvIIlZKWUmdTMKmUNaqFvj/E1odLKh+BDNX43KIuhDVqtIHUJ4lSXUHLtl4SMqZ0PGLEiFNPPfXqq6/2xpJSPS8uv/xybzLdQYMGKYHDhw8fM2aMJ6Cc++yzz6peM2bMYMTzToL2Rmn+aapZ8o4JB6GYKVoKobkuu+yyCy+8UPnkhhKr4ipmm2++OVME2B88eDCOt46nkmJQaiEwy456rI5CJrr++usZtAS1Mw6kBhv9VIH/op3lWKkwenkr2/lzZ1o++xSwIlWQvCEq1ivCVOiKJ45HoWXaO0CE9ta0WQl+qiCVQtf4HKIuhDVqtAF5NmlRLpZ5JU1JFr3xxhvvvffePXv2VI12qHDQQQd1qbD99tuvu+66u+22m6Ss0sitHiJ9+/ZlR8pW/ORlpnr16kVdBWUwTzep2UQS9zvvvJOuicjstNNO+Q/VenempE2fPn38+PFy/e67777nnnt6/SgJscNged8A2qj3JZv5yxLeo1tvvfWPf/xjtdOr9JxzzqFiIsImbaz50wQupZD7nvB+9fXw2GOPec7++c9/VhHVs3nz5k2cONEyBYqw4IgbIjG0BYzYArFSC7WxCXaBzfyytpqqRo26ENao0RbyqoBmWtpVWrzD5FCvCs8yybdDhw4ZxUGrN9KuTJ1HxoYbbrjWWmuNHj1aPVu0aBHF7bbbLkNaZSxPH11lCYeunJ6f48nmQIZlxKabbtq1a9eLLrroV7/6lcKmxJqdroKhNa8ua5mafMOn6r/V7vWzxhprrL322t6OSvWWW25pIfnZIK/IZ7pPGywhAffY3WWXXb75zW9uttlmEyrw2Ruxd+/eQ4YMyR8yykeGWImDIieMokFMBLSsEQBEgowI3xRaYoWu8TlEXQhr1GgbKVf5CVteGwit0gJoORpfbZNG5VAcrdIiL6uRmHQVQm/HBQsWvPDCC2PGjFm8eLE6RIAW+9RNEQssq4XASDI4dUVO19uOsBeneqCqXXjhhZ50U6ZMIQaGeJL3H5odBLOG4j+O8qBgIEA5QfNkxowZBHCy0k8VSkitonv37t6y++2336GHHorvI8Ajb/jw4QnpPffc8/TTT9sRD0evxlRBIWXEutq1a7f66qsrkGi6MW7JXvCY6ZooRI3PLepCWKNGG5CCtUmRagkgJFN5+V+qv1EqmUqsuqpaCk9SrS6mdAxJuBtssAHmyJEjH3roIeWnZ8+eilbMStmGiKHffvvtlEDVkR0lkFkFjCQtmb1z585f+cpXjj/+eBZuuOEG5VA9SHI3mnckC3EmVRmUgX79+uEQ0OUkl7yllGpTcICFlI1PFbjKK6GwHEVOWNQtJVxRtDQLf/755//7v//75JNP/uUvf4mYNWuWCJ933nleisJrdYwgPILznw7QZQRBPXyx1c2Q6Rqz1vi8oi6ENWq0gdQ8hCoFiGRMfPVGdtYS0M2jUHotYoYQErf0qtuhQ4f+/ftPmDDh1VdfJYNJHeiqqapRSikLOEZh4cKFTzzxxJw5c6jrskBG0SK20047/fnPf15nnXXGjh3rDUQ9PhDL+zIlUEsXJH0VlK6nqlFDWl0Cffv2TUmOIjCFj4huhLUhggwVoiCjyxEWW8W+8QPPfB94yA4YMEANsyIl8LTTTjupwjHHHLPmmmt6NX73u98dNGiQqFoIC1Q22mgjrbevJTCF74Ng0aJF+KtV/4xoi/efgP/Afk5RWrNwwGmJe5n0E5q6xodCXQhr1GgDUliyVXIlQrdwvN7UEhlNzVuwYEFKY4bwjSon0nGKiufX9ttv74Go6qy33nqEZWQ2jSp4BCZPnjxt2jSvHO3UqVPvueeeG2+8Ud2KNfJyN/nRo0c/9dRTasAmm2yy7rrrevSojtRZe/31119++eUXXngh70gqdIOVVlqpW7duygPnY8f7kpZywgInyZDHMQTRSlf6RiOslOVkcxwzootwgBOB5QXfAR55l1xyyWuvvWYu3SeffNLzevPNN1fbtMOGDdttt9122GEHqxMKXxtbbbWVj4a5c+feUgHTF4OXnzelNdKaMmWK5W+66abCaO1mifPso9MuFyQaQQKFacez+zZXPCNZZq+xAlEXwho12kar5JikJoW98cYbq6++urqCViHUqjXWWANnyZIlaGkuXaNoaS6/4uratetaa63l4YLJmpw4b948Kl26dJk9e/b48eNTyeT6m2++edSoUaqXDK6qxbJUPm7cuEceecTjxqTsKAn5A5NabyYvSEbUAKmWz7J8HDYXU1/5yld49fzzz3N+0qRJysCOO+5oSDrmCVctJ2maCp/VjIxqdTPErFGELjpdCE2MkdAfH6bwPaEQnn322Q888IAq+Morr/gO6NevnxJoVKiFxeyqnW+I9u3bC1dcnTlzpi+JO+64Ay3mVIz62pg/f/6zzz5L5uCDD1YvEdQtEMxYiOWCWBMQswSYQmfvbFlkwiSGiHyNFYX/+6STTvr1r3+tbWHUu1KjRgVJKomykcbefRhJvtLu2muv7U2mtChU+LodO3ZUjZLX1l9//QEDBqy22mrKiTQtHcOsWbOGDBmiesWyZC2VM7LNNttstNFGq6yyiqqjeqlwXpAejn369DGXR9vAgQMZl8pTnFKJFVfPIEXUK1OJJWCibbfdFmHUE0ol2HfffblBS+bF9xxUJtGcURu8ijiv2Hgyvvjiiw8++KDXlUnzmzMylkw3K9Kmy8jw4cMt/Itf/CJOhlIL0ekuF/DTdO3atRNGj2k1zBIs0AtPdbER+ckzkPSt0KlTJ+EVFs7QUueEulevXgR8KDCiEDKbN2Lfvn0FnKRlssbtbHTaOPAxYV7G+ebLRhXfY4897BSOIesyqSEypktb4x+MEvaUv8b1xtKGm27oGjU+z0hahNwOrS96ZUZ9koXVLSVEPvVWQ0vNypi6lWeilCfnys5UJD55/M4778xrhoAhFUhRUYroatln2dWTsqnoSu6LFi1Cm8XUjFMhk3op0fOBonzK4MKFC6dPn6588od75jr66KOvv/76ffbZhzMmIiwdqygKKnliqgVT7JvxiiuuOOGEE0455ZSdd96Zz2bnf/I1mZQKwFm8ePGPf/xj9ZX9ZHNtSSDLMXvEgddff90HBOQTQWHjD//F2URkSFodNwQnsQIuCQgByyRj7b5dpk6dSotNC8dBxOc4D7QIl8V+TDDFVcXvzDPPHD169LnnnmvLnChOGsI3kW7CtbyCVmMZYbtLzHMA6h+N1qjRNtyQpEWZC3QVHnnWs0M5yTtMqpXgOnfuLEdrJTiFxKhWJZs3b56HyOOPPz527FjvEgLyoJzu4knHumSos4P2rGTEg0y+xjRRjx49vPnIMKh2Yvbv399DhyR1c2Eqw5zMA1FyT4rns/pXLaLl36SNDF2mwBSysEwdYYWEY6mLqW1J2YAAMgmFUf5nCZBRwdHqEgj/40O0eS4IqrvHq9WlClqXVRtV/5LCzG5fxFBMDOFwJj+d5jMV3xPcFjoccbZ26yo+I5qX2Zh7eSDhAvb5zDhvuQE4gEMMEyJZYwWiLoQ1arQBSSqthFVVhJbUKdXKzmgZTRVJOgMC5JslETNnzrzmmmt+//vfjxgxQhnzppEf84zzglHDvFRoJWkmUaIVM7PInixkimYxLcn/qUBGOUyeVUFVDnmfAA/zDCKjm9RPRpcM4yoZvipOzBBnFBJirJmC/+yQzxoThCyzuMGIIZ4YYoEPqVLLEWZnn2/8tKL4w2FOYlqdGcPhAPDHUOITCLWVWrWXND5hsLossGWa6vkOIcL5+BArDpg08Un0ELpCF/c4I5I1Pg2oC2GNGm1AntJKXjJXOLKYKiK1YUq40m44ulJbchym7CZxS8GyqlZ9Gjhw4Je//GXPOEPyMhWvGSqMqD2IpM78iJUAO2wSDocnqTqga5QMs2oDjlHTmd27RzFLlV1//fX33ntvxPTp0xcsWMB5YoY4b9J4yz2zPP/880899ZTZN9tss27dujGOJpxiTMAU1BGGqKQlo7pwBp9NlgkDYnmBn+ZlnKvApTgMutzwvNOiLZOTokogMoR5mCLEK5KpozhvvvmmqIqeGMZnRGLCSMvcywOCwxlL0JqaS2hegRmzcRnV1ljhqAthjRptQ6pKlpcoJS9E0iV+IYgl0xlN2tVNvZRtVaZtt9122LBhG2644RprrCFlJ4kbTaIsuuwwSEAXVEoZU/qW1hHKklHPILRJ87AzFC0cramZRRPu1avXkUce2a9fP57rUsRnNstBsIOmzqt27doNGTLk4IMPXmuttdRUTAIM8hBMlFnIRwVSbJjiMCJDhVguMAXj4iPyaNXLKsKMDziRRJsan6scjqt8o2uZ1sIC6IonSWJ0EQXFgjY2Pz5sR+Vmi+VEjDM42nxGRKDGpwF1IaxR4+9AFtPKbpJsaPUsiUyZkXNDG5Vt5ThlDKHbvn37TTfd1IvQy09SJiMb0mVKNkziJhlhRUvGBEOAwCSfqZPTzZ5RRqKOTlVTd6mgtQrw9ttvP3jwYLXNe4gFXkWMSmQY180vDj0Hd955Z8KYDKbNGpPBSTKCVlHiJ5/Dh8Qkri4vsMasiVQvk6IhcxlSZhJ5AgEZTEM8jwWSloAgZjQGyaAjs3wdbgUu5auCn3m8ok0ttnFMAHGsSIujrbEC0TgcOSLppxu6Ro0aKQm5FyVt4eDLsBKruqLySXBJxEZBHgyR3C3rEZMHdd98800teUxiyYw4oPAwosLhqDfhmAvTvEnrVExN1yg+QpcRfAKvv/46fv7oKWeCyBAgjw95MPFEmiaQiRBaTqqpRvmQITSCFoLAz3/+cyXziCOOYA24hE8MzEIS5+ODKUjoYhNtOsHRtRZoljHEQ2L4BMAQjm5C7UEZJ62dWGiIZW1AsYX6W7wf//2Q6M2fP/+iiy6aPXv2f/zHf3Tp0oXzhrjku0Rri2M2wpVejX8EmgOOaHTD0oZbb0mNGs2QQ+VTWRUtb8pfOLquSS4O6ErECHUiDyZlT7JDy8J5gSVlU2ENwQhrtLS62gzhGAJMWlGMMAcwK6daimIeN5UjLXkfqOBTiaQhLcXigCFeITjGQ0wcRdELhq6uud55553ivMpBGCejhx122JIlS4YOHSqtk0xdieVqwuUD1thEZO1gOqtD4IsSZ7JGHG2GQltpaEbw41srXbuji8hEkEnpIkKH+GjgW/ZiypQpa6yxxsknn9yhQwd8qxCxeCi8Icz+Maer8aHQHPAcgOp/dSGsUeNvUS4CApIfcQCtlb+S7PBltCS1Uj9URM9ETytiSYhRjC6BN954Q0ZGRx1RZqSiTeJOumdKbUOTiRvqEwGKmPHEjEYzOyKPVJKGYqfYNBq3OcCfqEvQK1V/A48dWlozInAAwaCWmEKoam6++eYWS11aZxAY1JJBfHyY1BqLAyYyNfv5UMCHLI0DWg5bLwITWCBg1RQjRjfBJE/yrbfe0gViDe8rz0PHAdBtoaqltVDLBlN4g3pwK4Tt27c/++yz27VrZ0XsZF+4RCznAdE8V41PGtnu0IhGN6yyzc0SNWp8bvF+F6GZj27u5h6Vrqwn5eGg5V98XeVEQldjQCpEq0lSs9Hka0CnlSXpEpDl8wc9cED6rmZupNTYT8sCDgGEVs1gp9JoybahMdnE4QMHiBkK2ImR0IAmk2KDKbmfeOKJ/fr1+/a3v11pNFDskw+xXBBTKd6ZHRLJdJunC93wuHrRLj3KjrhxNcWv2Wyl1BCGspag0ARCLCPIx/g555zz9NNPn3HGGV26dNFlP3NlNAinpVPjk0dzwBGNzUqnRo0azfi7icnl0UpnzZJoGVayNpryphtEXtVZpfrbe7l+knKpOmjWUttYoKICAUnyEiiOighKLJVkUl2PS080WiQN5c/FmJ0Ro9XkDcVUOHYQ5oLYKakZAYRZiHuRJ6kbJ4FW8SFIEKAQHx8WzrLpEKbjhm8IzziLzQKtIrMDMUwC6rQ2o1k4dTR1MtyLHW9ZzMgQphuYyNSxGTdCQ7rLjuxOYGqcxBah2zJQ41ODuhDWqPFBkLbazFxVumt5goSWWPFTY3TR4Uh/yhLIuWgcdSu1RKXxLGNBloyRVCwWDAGOUVqNtP3uH2AJU1fupk5XuieDybgUrNyywD5riH+t/txNdHUpEgMlAYc6YBripFYXn0FmU9siQIURtJZYupWlRjXN0pYX+KzNuuIDWKyYcNKQ1QGvCJidP0UMOAY4gCBGhlb4jAgRO4jIRIsAsSAqEBVDHwoJV7HDuFkSW9YyVyxDujVWIOpCWKPGB6GRIP/2ZdBCVWgeTW1oFkh2lm0REqIhreeIIUlcTkQoZkmUEnqYhCVHkgj5Go0JhHVViCJAXqnwXgQ0C+wkxZMnk5qRWoKITQQxCEEGnwBPQkSGBYqMQGFGRRt+aMgyQy8X8ERrLdrMpQqaLgUS4fFnySUUCA6stNJKBKpotfwhFHyjKZYxGAuVyUZ5Y4oiJhAGTCpGWTAasQ+L2El82IGK3eAYKlMHGaqxAlEXwho1PllIghKr+ud9puqsUv0Hw0BSVsYAkbdOki9I3F6NKlMypjpHIHxGtLJncrpXnRQfmwqDiQy9/vrrmFRAl0q0CLMpERtleeWVVzYpLXYy+sYbb/DHRCZlH6oVrABwkksJSH7gaSG8FUbg5BprrGHJZAjzsxQwaESw+imoUa0hAkIRATZZExBD+ZLINwSkJtGlEloboGt8hlEXwho1PkFIqdJ30rQULPlKwW+99Zb8i6Mr7YaQow2RAYlbbaOII02ngBFIUo4dLV3FDIcMWr1M6l999dWNFrPsKMAqgZYM+bjEONpcZLT5b40SM2RGFuL2CgHPOYnglVDwPEWLh1aKBovlOUnx1CVsOXwubpOMTIKGAJJZo1F8baKBpkI+iunW+JygLoQ1anxcSLLQ0vlbSLspb1K5YiPDysWyLT5aWZLojaYmpfLRSpeA+keYIhmjMjiagOyvJVCl/cZP/xiMCmLx4sXPPffcK6+8Mn369EWLFlHJUF5FaRUVRmbPnj158uRJkyaNGTNmyZIlZPhp1KvLqC56hSDxtBbLT0UUCi5xXi3Me5oMAUBrExMrhRD81xLTspNFAQtsYiak2qxUTEReMKkEsROixmcYdSGsUeNDIPkxaGG9myubOaVrqHSTeWVhzzi5W4maOXPma6+9tmDBgrfffluCzo9ApWPVSHl74403FKr8o/PJ3YzI1LoxKGWzSVFLi7whzFdfffWiiy4aPXr0woUL82dKp02bpi6aa9asWWzOmTPHm89c8+bNI/zQQw9dccUVL774oqdVvGWE2cZKVhAsPzVp/PjxSqAFJgj5MhA3SxAZ9U8NIyw4tKjg8L/xdVD9cFXxEwQRiC47iqi1i4MvgClTpjAl/qmy+f5gBw3sVL60VOUan2HUhbBGjQ8N6TIZs6AVp3SToyVriTUFLEPq08MPP3zmmWcee+yx11577bhx49QnCVoJJJbf1SFuvvnmk08+2YtNScAhgMmgOsqg8il3M05LVcs/s6CYTZw48e677zZL3759MV966aUbbrjh1FNP/fGPf2y6n/zkJyeeeOI111wj+6+55pqDBw9WJB577DGF2SzAybwLV2ABsDprVKiOO+64Bx98MAvksDp3yy23fO973/vRj370i1/84pxzzuG5mORJ1yhf1U+DeY6DP3Xq1AsuuODCCy802q5dOxzLfP7553/1q1/97Gc/+/nPf/7HP/5x5MiRyqpw+RAxUUw1r91QC1XjM4q6ENaosawoZaylX3GCMJOIdTMKMi9gSq9kUmnw0XK619hdd92F07VrV9WImMKGADJS/zrrrNO/f//yz9bnoZO5tKCr8kn3M2bMYEeN1L7++uvTp09XFCnqKifMKgNdunTRKo0q5RNPPCHvo9u3b0/L05BNTmYtHIjDmCsEZvdWu+eee0aMGOGzAEdwRIzn8+fPX3vttfMPIFvgqquuStgyeS4a1oIg7LvBW/Cmm25iQXAwcYx6Hfqw6FD9c8qi4XW+yiqrWK/FGmUqDjSvfQXGocY/BnUhrFFjmVDKW/KszJsiJzsrM/g4aMBEkwGpWUvF+yavPQISa8eOHT3XevTo4ZEnrat2UrNETIwwMYQqtfPOO3/zm9/0bsuQ1lxLlixR6kyh1HkkeRI98MADKl9+vmdGaZ0RdTReaTfZZJMDDzzwyCOPZG2nnXZikAxriihnZH9Fgv1MAdFdgRAW5Wr06NHpWpdy5QX89NNPc++73/3uIYccctBBB+21114DBw5MoUrMrUUELF/Be+211zz+5s6da11k8nqeNWsW/rBhww4//HDR2GeffYYMGaKmUqcVI6yRj1lMaDhR47OLuhDWqNEGkg2TFiVltScVRcGQYTGVEEA/+uijniw4Wi+PCRMmqFJSZ2qVZKqo6DKim98CJi+zpnTJ2vk5ZIpfVDIvZh49aGKSuErgEen9B/I79ZdffvmPf/zjjTfeSCwydDmpziFYUHG32267HXbYYfPNN99www1VXI8/NXj33XcnwD4VU2dFDFKpMn+jcmt1ly/YNFfaLDOzm9onQuE/+eSTCqEiF/coKmNCOnv2bDHv3r276mW0Z8+ennQExFBs47OudsGCBQ8//PB6662n6mddAuuNaI/slMfxRhtttNlmmzHiXWjttAiosoTRiHibnarx2UZdCGvUeF/IwmnzQpKjZ86cedNNN33/+98/6aSTLrvssquvvvpPf/pTftUk7cLJJ598xhlneIjI154vv/zlL//P//k/V1xxhVSrUHm9/du//dvjjz8uI8vsKVeyLeNSuWJJRhmTiLWsUf/Vr36l7LF2++23s4Mv9d9///233HKLlM0Ir2R2ZcNDB4erzBLDZ1ZCX3XVVZlVZsyFP2bMGGL5F/NTihAk/2EQT9UlBYYDmd3yxYGTVmSxCJ7nLwsqb1S85F555RUhveSSS4RUzBVLgaKb6kUxNsl7H5Pv3bu3Sq9AZqValseNG+e7wZvyhz/8oV3TZTw/XwU+EIudyscWQlvjM4y6ENao0QbkxDwR0Fq5VStLKjMqxwMPPPDiiy9K1vnjFSrWE088QXL11VeXf70R5WvyhsaOHXvbbbcpnx5zOIsXLx4/fjxF9qVmoJVCiEM+hU03jxIPvrvvvpu6GvnUU0+NGDGCjEeeeRkh1qFDh/L4SyWgpdWNwwjCWmaJpWRajkKI2cj9VfZH/2MQ38CkYHY031ToBNkqrNTyN9hgA1WwFGmj5L1rPfLUOaG4/vrrn3nmmZRMoIIGyxQxz8c+ffrYL3wcdqiL1TrrrLPFFluY0Zbdeuut7PgoYTzfOsBUhNOt8XlAXQhr1GgbSdlJiGhAd+3adejQoZ07d95www132mmnvffe+8tf/nK7du2k0S233HLYsGG77LILMYUQZ8iQITvuuGOvXr08RLwIJV91i9iaa65JRcKV9FUCmTpVCsfLRlJOfR00aJByRQBfK8UvWrQof/Jl66233nnnnT13+KNarLLKKv379+/UqVMssEY9DjNLFy25q6azZ89mv3v37hwgiW91ZBoLXgoZXb7gUpAur8zO4ZQx9Ny5c5999lkrWn/99TlQfmDrI2ObbbY56qijfvvb3/74xz8eMGDAfffdd8cdd+Tn0hZl7TGoCi5YsMCqu3TpwkICwjibFn7AAQeccsopjNgaJdDbWkjJcCABETq6VCoHW35IXuOzjboQ1qjRNqRUSVBOhJSKdCVczxd1Ln/kctVVVzWqGiHkUIScu2TJEi15Fcu7ZNSoUboKmHy98cYbayVcFsiToa6rNkjEjONIyoiVV16ZAGHvGLOvu+66hk499dSLL77YXOwobMT4qc1vEym+8847cZLNyvfGHddlilcesgqMRxU+l8C86Ko2NdBY+SeApS3HPSvim4Wo/YgZM2Y89thjhxxyiJonkiqZ4IgDeUGwapWsb9++e+yxx7e+9S0B8bz2sCPDPlNkBPmee+7xaN5nn33WWGMNYcmHguUzQgyNLwIHH3ywj5KpU6faHc/HRKxyrYFPLhQ1PoWoC2GNGm1AVtXKjJCKqGZodZUrmVcbQlGUQ4GA0VRENUmWp9izZ89+/fp5o0ycOPGhhx567bXXNtlkEwJMSbXJzkqdNkakcszUNgK66qUpWNt222332msvxPUVxo4dS4AYedl//vz5uikJrLFAEgGqY2iFUOUYPHiwWhgHwi+SnxzMFceqiL4HvnkuW2PWqxBedtlll1566UUXXXTOOedcfvnlquBtt93m5Tdr1qwEnJjnrCX4FBBt77lEwCrefvvtyZMnP/DAA7feeutVV1113nnnIfKbxRtuuMFbMwFnhKJ92XTTTXv37o3vWYmfjYYSRuBkiBqfYdSFsEaNtiEVJglqJVmpFpH6IWNqS7psVLAqj4NU682RNxyBDh06yNfdunW7//7788vCddZZx1OSQaPKALFkZ7oqIn7axYsXmzGvRtMRlrgPOuigww47jPq111573XXXYZo3uoSBpMrBT1U5/LSAw6Za6IXKHwsxEXnCEQua6eUIs0BLpwIHuBQ/LTOB9TR86623fDGo9Pfdd98zzzzDw+eff37kyJGcj8PR9TGx1lpr9erVS7QTyURpzpw53sTjxo0TbRaeffbZRYsWTZo06aabbmKcLjeoEGaBumjkz+XGPQRTpVvjc4K6ENao0QaUopQEuTXdpFr5UWUypJWXjRqSzfPDPaPyuGKTF4aMTKV79+5rrrmmF5uHnQLp1ZLsT1HpyhQU88SMhWnTpr3wwgskcQh37NjRCwaTwX333fePf/xjjx49vAinT5/OJhnlsH379jyknt8v8kc2Z9wQH9CsKQnsqJQ4+KnW7NNCfKLIFKXKInhr+XE4y7S6AQMGnHDCCd/5zneOPfbYI444wguYzC677HLkkUeqWI0AVSHCtHCryKuOImuWzKxQ//CHP/ze97731a9+9fDDD/fpQGbIkCHHHHOMj5LXX389f14XxNlj1OyeyCLMq3zNiJW2xCSc0DU+q6gLYY0abSO1UMaUPaVa9SOJMkUOrd5oZUwoVU1BwpevpWkPHfIK4bBhw+bNm4fecMMNlR8ESfVPKUWkxZeUEZ5BV155pQcQOpwZM2Yw/vLLL48fP75z586DBg2S3Dt16mQKE6kBWk6qc40EX/25Uy6ZJeAb5K8exoFUYkNa3pIngGZQi84QIJgqROgQEH5DbtkQlcC8qrK5+K9rao557G622WZbbbXV0KFDN998c1XNcnr37r3uuusqYHfdddeoUaN8UgisriULXc+ePb3tPAGHDx/u/delS5f+/ftvs8022223HSNrrLEGC/aONfap33333eKZN6iPA7rrr7++bt6L8YRvCQggCv2hkO+blNXCQefjSRcdZLTGCkRdCGvUaAMlPUmLql0qBHhDLFiwYO2115Y6JWJdNVKpW2WVVWbNmiWZSnNqVbdu3VQyWuygN954YwmaFklFiAxJkCiVNA87zzv1D0aPHi2bz5kzxxvFk8XU1PMWfO211zwTX3rpJQ6ss846bJIxxXrrrdeuXbuHHnpoZvWXNCRZU1QJtlECk+55rhASGDhwIE+YxcdUhIghkq85hgCOhV+qXYB+P2Q0Yu+HpSXD4U9qg4rl3ZY/5GJ1SqDKLZ4EPAEt/7777nvkkUcEQbQFU/RUU26riy+++KJIKo0+ERiJHaV0o402EiIWLFYJfPzxx5VMXxUTJ0403RZbbEGeFgElkxtZewIS9ypPPxxoZUVpU+zRQQRMFKBrrFjUhbBGjbYhW0lS8qMsqd7IX5heXfhbb731WmutpcDIvwS8NlQm9cljRV7edNNNhwwZIqsqSOol3dVWW00F2mSTTbx4PCgZZEch7Nu372GHHSbFy++gEMrykib1Pn36kJGpPWvyO0W1lj+TJk1SD9QALydmvV323ntvxj2JuMeykimJk0+RMzsf0vUkUlpokeReyl6VihsvWgvRoo2mhJdiEGbQzG9GZBq23h9LS/KNz1aBk/rNDa3gYHrbHXTQQWJrlNuqmlg9XQFnl112GTx4cOwIUf7bofhWmnVZjir41a9+1QMx0WDBI1vJHDNmjL1j2d7l2W1eKgmCbjOqGT4caJnOpIhYjp3ELZFH1PiUoLExZXsg3dA1anxukRtRMlrSVsqDV6CUjc4zQuHJD0KVQJXGY04mRYAMmwv16quv3n333crVtttuK5UToJUsSSAcJQEnl5FlTyIvQhPhxKDaoPQqjZFhnBgB6hxQX7t27coNL9G77rrryCOPvOWWW4YNG0YgiXhu9Y8Wlecgjtnzs8ErrrjiuOOO+/3vf7/99tt7RXHDdIQTAWAWDVw6/vjj1e9jjjkmZrPAjH4oUAwRdV0zmgjUCS03EKKtBJoL7QkuCKIhCISFKHzCHBNSAVELKeIwi7BSAuwLF1qU8s5O9SVmpUbZ1Po4wEdku1mIbx8NjHDy3HPPHT9+/Omnn+6BqxubiT83IvmRY1jjo6E54Ajd+kVYo0YbaE5MaIkyudKdkZelYAlXbpVMdb1FpDnZmUyPHj26detGgPC8efM88pQlzziPm549eypa0h8x+VflU3U6derkmUKlQ/XvIYBaRV0S9wREeOuwLGUjPAS1ZsRJFeQbgq6nnkqsm5/v5RXIB2WAKZLMmogAjiELgTzFqGS98Y0AeW3ydVaNBoQuhC6IzIdC7KRKhWMhlqmrxU+5yo9/ucFVMRdeQOCnkERXrIROcNDhWzWCVh6d+JZGURCEQvmH/JISrJc8MYpgOqDSapnLjhjJQmx6FbzGPy2iG+OQuaCZrrFCUBfCGjXaRqtUla50lm4hZD2ZVBqV5rSYWqMeW/Pnz3/66afvuOOOV155ReJW8+RByVGCNtpIje/+fIydpEgtgxGrMmrj0xUNxHQzhRm17EC0PJVSZZP0lcyFCxd6nnosxhrF6EJsahWARYsWcUZJMMoflhnRVnM2gM68EaCFo21GzBILsexgX0sxuuwLY9zQJhpk0EY5htNQq5YQfxKBuNc8WixnLSQtNrOQVCC1mQKHADuRj3qB7kcAs/ENYWvMFcu6bIaGEKVbY0WhLoQ1anwQJKnmPCWrapvzY0YlVlkviS+jUXyj+lfj8T3j8v6QH3HyHCGgC5WlhoqMTD1tZaCBZFUCmICIG5hGk99Z8/TBYdx7cd1113399dfnzp1b/NHGQ/JSMw5i2rRpXquep1tttZVSHYNkUjy0uiSjHjs4EQu/IAIfAdHNirQiqTWFlieI0JnXqNYaIxw+pJIBPoHYjKIIkEcYLUYIZIFaAggcAdEWVN410EwvI9j0XRI7Zsxc+PEtbqSNTI0Vi7oQ1qjRBiSpFqqJRkhnSV7JazglvUZAMjWEWGWVVdq1a7fnnnseeeSRO+20U48ePaRjfCnyrbfeSn2iW/KjXGmUkWR5HEMxlTSaoSIWlbwCWTMv4Hh3brHFFj/4wQ922GGH/NaQZBQJIPJTWcz84LF3797bbLPNN7/5zc0222yNNdbIoogRZhwRT6ibKK5igklJBvwJWvrLgCKfUEAMIhg3XRaFIBYmNzA5kJjHgq7RdONbYhU+goUIaBNPMMpUQ78yHmbmCg0ZDRHOsoMK5xGMM5vSG5egmA2dtsYKRF0Ia9RoAyU3IZJYQ5c2QFd5ryXJ4sh6crGu3NehQ4e+ffsOHjx4vfXWU1RkXkxtMiMiP7ekFSNJ07I8Tpm0EIYoatPFT9IH1gz9vxUQ3bt333HHHT0KVWKvQ6P57RfLRs1IRVKWqdtX4OSWW26pchtiIQUvfmZSE1HPwtXRL1T/6QBiMYWOAGH0MoJ8wH4hwk8EdHmOMEUJCyZkIvxw0kVrielGK0wrRUe4lCLdGIQMhchoukE4Hxa88ugP4bEuqryyHNHLrmV2AvG2xopFy4dS2Yx0Q9eoUWNplMuSmyK3AqbUhqM2pCroynfJgATefvtt1UixkRn/+te/otUhkBmT7mOqJOVWyKRlRgRghh94aGrNawrgCZm4gR9JLXVMLYSZAsBt1RqhzuHooskUU5jvvPPOL37xC4X2iCOOsArqTBlFGNUSZnBpZKKlwWwZQmt1IXSYzQKFhiLTLA+R0YaIS5wMjYkOgRNFNKIYaR76aGA/P3++6KKLJk+efOqpp6655pol5iBcwceZpcZHg/iXsCMa3bC04TZL1KhRo024JiCLoaU29UybCoSPxkcTyOe/O5UfMyKUGYTiR0xGRpQLiEOrMcHfoprtvUxNLDSmQhstlTW5XovzL//yL6nB+HEj2T8lED8tTrzC1yWjjcMQgmT8ZHzBggVf+9rXWO7Xr9+sWbMwQZedKBJueLzMKNMhgmrmxqTaFqG/BZkQSwuUoQLGwyzCjTmWynKRiXAZDRNdOMsOXwy+S9Zee+0ZM2Z07Njx9NNP9/VgUY4KUyYSN22LdI1/LJo3tGV/w8qWw0fY8ho1Pm9wTSCJTJFoLoQRAAIpIWAohUrNUAgRpUBKiC1XseneNXcL3VwbQrCjzeyxzwEtzsorr2wK/CRcNCY3jKqRUVebGU8ZW2mllWKWSvilguIYIgOS+/e///1VV1115513zn/qjP3M2+zessAULdS7ywkHDc3WWkk2dwvCbyUJCKbweRi6eSgoWpiVjfc+cSKZBUZmGSFuamH79u2HDx8u8gpht27dhBqfQRsBCJLNM9b4x0DAE3xANLphacNtlqhRo0YrlAtSrox0KbvppnJImhAZQ2jpTzflB0chJJwfQiKSE4upZUmIxYdMFE8QbFLXxVcIWcOPQUxdMoaUrgxxOy1+3qnRRXDJcqLCAiJi//M///OrX/2qf//+3/rWtzANpUIYyiwh/i7iM5CPb2jW0oW4DWhtm/YzFDQLaEOA5TSXwJgNbVTbTLRCjDQTHwqZ+swzzxw/fvzvfvc770IcfNa0WexHMFvj46N5QxG69WdIjRofBJekIAk0yEXCwZfUVBdd1QIQCgkOqH9qUv6IBCQpK43KjCFIFWQkLYNBaKlTawgRGQgfwRpTeRHyIQaBccIBSfMiCGtjARNwzB4VRohhxizPk6mpxIEwdT0K89/WMQt1nIhVhv8mXB+ACAOaOuOmM1FcRVdSLdFAtEi/G/CghVUBn/NhMshC+Fk1ZDmRKfYhYkE1W0u0LTDMyER42cGOrUnrAwXBYFlpnIFiuZqqxgpDXQhr1HhfJEMlVcll6RaiDCW1SeLJnpJdhjARyXeGdPPMyh8WJYAPhaDICBgNQhOgDnTDRwRKEZm//vWvEYh8bKZG4kjEWhxD+afzlTSK/EEzwkPCWnw+FP/jkraxvKpQYVJMmcQPBxquNIVlWRDF4jOEiBH+FMT5qESyzFvATjHV7IxWtMXHECDeeecdMpVSi9uANspChkIjWDCq/bCgmz9zBKwlaJnRaKMGvvsiwYTQNVYU6kJYo8YHIUkq2QpCl+QYDiSBKhvJd5Jvqh1genKFLyfi6MqPjChRqVKYWmkaE0hCodk3qiSwKUGHqcUMUsPYNErMaOwz2zBRISqmxvSke/311ynGOC3qkjWaDIGgTM0+g2hiajkiFR3f6kpLRruMiLApLMorM3/Gkg84iQmvABHnjQK6uVsQU3wmH0RMa4hATIVGaCtLLYvFETfzEoBmRQjzQ0FAGGHTisAUuolSmRoHxAEyUY0VhXoDatRoAzKUVtqSsJI3ZTHIEH5SrcKAlsrRKW9GpT/PDoT0JwkaorXKKqvEFPl//dd/1UrNOHTRETZK3ih5haFUHWKYjKdC4AMVum+88YahlVZaiTUWmGKBpC5mMmx0Y5wbuhQXL17MSGzGYFbHCJjRKgAH31wIwvhglrSAHzTTSyMWArqFAA4Il5WaKA5bO2LllVc2lL+NxxMWEnPuWQgmmXgL1BNqC7c6kkbRbFqvocTZHhXakuOzULCfAIJJWROoysfGqpudX3ZkitCM6LITU+hwIAI1VizqQlijRhsoGUrCkjq1aHlWIkOnm6Qpq+InU+NIwZLv6quvnnojvSbXk8choHTJvPk7fxLlF77whRSAGKcOjXxZ/bjPkNk94AhL4mpb0j3wkFa7du287RjEl75NoWVBaYFGfatyMTrVBd5++22T9uzZMw6YYsmSJZh8Y5MFYA2fKTLLBSxnUcAHHE5yyRo5s9pqq+GLIaYhy7RY3TXWWEM3a0l9SrhSt6LObfHBQbBslDXqVmRSigksAYtixBSMMIsfx9Q8AhQV3QREN6M1PieoC2GNGm1AKkw2BBlWwpVDk0ZLHidQFZrGDxW1mLItJvmM4mNGXtZmipg8KxHL6QTwEXIxFfzyhkOTjIyh8t8oSX1CA1q6J+DlxCDj6q5ZpH6FYfr06TNnzpw2bdq8efNSHhhnmTXyuoQV41deeeW1115bsGDB7NmzmSLJc0NxnhiV5Quet1AVUt0tFh9dli/UulpOikNKVFR0tYkkeV2V27owdYUiwcTUtQpl3oq6dOmCae0gVgLFuEkxmaJFnpghdrQi0MrVGp9h1IWwRo02IAkGkmmQjIkwKtXKlUnEgC/hJntK32iFE+ToqCTFqzF0tcyyMH/+/IkTJz7//PMTJkxQilI7DSFYZkRJM/rkk09K2RSNBgRUXNMxzo4MjsBJSSA8ZcqU4cOHs88HfC2+l2j+6eCXXnopZS82yU+aNOnOO+9UFJUHBoOMapcLYsrqCm2B+SDIa2/hwoUqt7I9efLkRYsWiRg+MW7z1oqMvvrqqwSydhAlbeqZ8Cp4yj9JC5kxY0ZjY6qtsXwLx7FMoZ41axZ5NY8DTPkOGD16tCAbxTQjs8XJIG7X+AyjLoQ1arQBeRCSYZMHk1VlT3VIbk0VlEnzfkJLyiTTGtWmS0ZdkdnlfRym8mgbO3bsZZdddt555z3xxBMStAzOVHJxSp2kb/QXv/iF2pBaaPZUVjOyyQ3PKcKZ1Kj27bffHjNmDC31o3fv3qtU/wVRfOXh4Ycffuyxx6688spnnnmGlqH11ltv3XXXNfVpp5129913KzZKZn6uaxYw6XIBh1uoiuYwQpTim8r3wAMP3HrrrTfccMOll17qIeshaGncEIcHH3zw5ptvvuuuuwhYxeuvv26lAkXX6OLFiwVTSJXJxx9//NFHH73ooovUtjlz5mQidtBWfc8999x0001kWOjQoQMHEI888oi1n3DCCYbUy5RViIfNbtf4DKMuhDVqtAEZsEC9yY8cJV+Z16hqlHeDjKzCoYnJy943cmgKFS0c+RQt0VNHkFRmCKy22mpdu3aVee+44w7JVzVac801VSZZmwX2VU0Cw4YNO/DAA3v27InDFCNyN2ciY3Yc9VLN8x7Ke86QiZQQLd86duzI7V/+8pcelzvttNN22213yCGHqBlnnHFGFsWl/FKtc+fO7dq1o84fQ/xnoQrGckBzTTVFnFSMLcEL9T//8z/x99577z322GObbba54IILRo0aRcCLmbdCcfjhh+cfxxgxYoQPCFrkeb7qqqu2b9++U6dO5557rhq/4YYbbrvttiLmhXfhhRdaBZx11lnXXXfdd7/7XfYHDBjw4osvKqjWqDqqgl6EgrzVVluNHDnyN7/5jfeiGmyXUwj5qV2Ocajx6URdCGvUaAON19C7f65PHpQWAaHUycJSMBgioyAhVCCjygnC0MrV7+3KaLEZSaMKHlCRiFMUyy8CieXRSXeTTTbZeeedmaVOUUuLOhldLilyzz333EMPPcSOqobPPYosp8VcuHChR5X8rmZ4Ca2//vrz589XKlK2tREzdWbRxaTecPoTgEkhtJLjNewB5yNAEJR8r1gvQuVKTXr55ZfVQv4odR6voGryPB5qRYARVe2pp56yqB49enTv3n3jjTcWFs9i6jB+/HhDguxTQ6WkeP/997/xxhuWLLADBw4U4X333deng1roO4M1QYB4CCZqoWp8RlEXwho12kYqH6S6SJRq29tvvz1jxozJkycrPNOnT5eXx40bJ5V7XniW4efnnB4iFN98880pU6aQkV6TW4nJy7rsS9YpNkqg7GwWxU9hIJafdkrWLOAj8NEIujNnzpTfucEZRe6uCgiTssbVmNKqN4j8VszD0auRHWLWkn+qEGEubqA5jCaJNjtJ3UYglgeqQLaUk9Am4qryzDHr8tpLJe7SpYtKb40PP/yw2KpeyhVhUerfv//ixYs9bRNARnions2dO9fb2u4wktKo7BmyF56JiLx0hWudddYhY0eEC0fJ3HPPPYVio402Gjp0aL9+/fKBwjF2KMZPkWz4XeOzi3qDa9RoAzKg9JdaKCEqTqqFt4IKdOONN/75z3++4IILLr744t///vff+MY3/vCHP4wYMcKz7Iwzzjj66KMNqZES9LPPPnv22Wf/13/919NPP62r8iHOO+88tXDRokUMyrmZTrZVEkyETtE1tTKQXyKqZIbUhkcfffTOO++89tprzz333Ntuu01p9HIipgB79CgGihxJ4DBTjCgPsj96+PDhV111FSPePR07dtxnn30ikLKn9oSgaOHo5Z79rbGFavqRo1lE1bxqW+ZN4VEaX331VVHijxIY4SxKLbRSYoQFSjt16lQLzxeALqidDOILHa3VV1+dIr421VccVEcvyNjxVeG5eeCBByrDdAWN5ZRD89Kq8dlGXQhr1GgDydRakF61ycLdunXr06fPU089NW3atL59+37pS1+SQL08XnnllXR79+6tON17772eYoMGDfKuStmTTz37Um86dOgguTOrYmll22rOxl8MMGoiWmpk586dKY4ePVpXWvfsU8PMsttuu2kJMDJw4EApG+21lEdVKWYciPOS+9e//nXCl1xyibLqPTR48OAtt9zSjISrJTb+xjqtyGsNIVI5lgtiUxCa6wp6lVVW6dSpk6m9sNVytUcR4pWFE2jfvr2nm5ccZwiLHgFB8wWgZZOiutWrVy8CipkCyedEVctC/vEjT8bMhYOfMkmSBUM+LP7zP//zuuuu40Be0sTSRqbZ5xqfSdSFsEaNNpDcJxvKg5KvEpWaoagodZ4U8rUSuOuuu+69997EPFMGDBiw5557brXVVlLt888/76GjMvXr14+W0uhF6AnoaaKGMcKmKZQfZpOycdiR9DENeeKouF4t3kYEML1vnnnmmdmzZ6+11lo77rjjkCFDJPSePXvK9cyuVoGfpstrxnRoYI2THFuyZIkHpWrK/65du0r6ZDgQT7QcACr80aIbsVhOqHxpQTgp2Eo4PPfcc/m88ElhyYpW+GL45JNP+tSw8DFjxmh9H6idiQkjgiAgvjk88q6//nrvY5EXK8YFZ4sttiBsaNSoUSx7qQNdb+I8u8VZzNVFDjzwwAOmMDuzHEtk0GlrfIZRF8IaNdpASdb5oxOpUqleOOqHTI0jpXre4UuaihB5NQmh0uCAYilNjx07VgaXYeXuddZZR+YlSZ0dRPIsI0Ypmk6XTB5kjBDwnvPu8Xw588wzb7jhBuVh/fXX9zACArK5xxBhbrOjNsQyU8Cs2TfeeGPvwh49eigqLCgYsc8NMvEBzQI6wFmOaGXQpKJnRuvaa6+91Kpnn33Wa/Wxxx6zTC9vz9ZNNtlk9913f+GFF1Q49fvWW2/1waGGWUUp85bPCAs+GoYPH66aaidOnGgXVEEfIl/84hfVvLPPPltB9VJn3975aiHAJR8l+++//09+8hPTeburhfPmzcPnHicbUaj/Zv3nAHUhrFHjfSEb/s///I/KJxuGIyeiJV9VJH8iw1NPq/bgK2NklCKQqSXozTbbbOjQoYsWLZLiH3rooYULF3rJecOxYzQPuBQtXU802RzTpJJ1anDmYvywww77/ve/71X3X//1X1dffbXKwYH8MRAWlEaKlY+N4s0ClZS6/C06Th511FE///nP99hjD4X5oosuMiMZZVKdYASi/knARFAICN/HwUorrTRs2LCjjz56ww03RHsHc8yD1ReDQH3729/+6U9/uttuu1ngwIEDvRGVLupkBDnxtwRBFhwL9NkhwiolAR8lK6+88s4773zcccd95Stf8VEiXOz7hshzUMDpkvGVwAdGPCXzmSKGLMAnHZkanwbUhbBGjTaQZC0PyrbacCRNraojS+IoM2jlh0AqFoSPKcl6qLVv3176VrFeeeWVp59+WkX0ADKaEhuD5HVl21hjgX26mJlCrsf0SPI8OvTQQ9n0cLnttts8j5LKzatwqgqApmJGtZkFM44ZM4ak1N+pUyeF+Wtf+1rPnj0VZi7xwYxa9qGx5grLPfuzljAGupYGmIrfmmuuueWWWypgaM8yK1177bUthIAn3aBBg7itKHoyqnMbbLBBTGmBt8QUzk033ZQR4bUutU1XIWTEkPK50047de7c2ZDYEhM3ujaXLvoLX/jC1ltvvcMOO4hSlh8/0SFqfLZRF8IaNdpAoxpUCVGKlC5T4ZIWJVDZ05D6kQqETgUiKavqIkq77rrr5u9xz5o1q9Q5JYpkCiqDxCCjZvGyzK+yGpm+SvrcmD17tgp3xBFH/OhHP3rzzTfvvffeBQsWsEOLSspqVQpb/pvdsYz/2muvrVr9xXMcwrvuuusmm2wi45slDsRCVAr400ItV2SlCNNxXrU2O88VLW8+L2aFcNttt1XtyHic4Vg1TJ48edKkSb17995oo41ix5AliIyuUKe1fJ8ICqqHrzUmAvjegnPnzmXcdGokdY9Ry9e1EWD7vDU333xznjCFj7N0WGp8JlEXwho12kDKTyAhSpQ4kqMEKtWGKQWDbIuZt51uhL3ncORf8A7z1sl/Qc1bR/rGZIqwggosQ3IuU/K1t+OECRNkahxt3nbTpk0bN24cXY/C7bbbrkOHDkYpmohlr8aYBQ6olN6CEfDewiHDbRWlMc3//q90v/HGGysPmCxoTQ2IgEwLtTyQSVs6FbikDiVuPNdV6kaPHj1v3rwvf/nL+QEpJ9Vvz7t77rnnD3/4gwK57777+rCgCGPHjp04cSJToq21NO1zzz3HgoAraUJhs3ypeB+Tv+yyyzw0Dz744KFDh1q4NzFhpdRXAl0BV2h32WUXexRrHOODmNhTnBqfYdSFsEaNNpAkqPxIoLpSaiqW6jJ16lSpU4Z99dVXpc5nnnnG+0Ot0p05cyZ5wlRefvllCVoOzQ8kZd6+fft66OSXf15pErFnn7Q7fPjwCy644PLLL7/qqqsuueSS888//4EHHvD0kdCVt86dO3tNKocytVfgiBEjxowZo4j279+fLkI9k6xPPPHEu+++2xtRaQGzqCIcVi8HDx7srUP94Ycffv755xnp2rXr/vvvb3XVWhs/yyWJ4C1TaMsvozi6gA5BPkNBhj4YKbHNkoofJ80laE8++eR111336KOP9ujR48c//rFSZ1T0DD3++OPXX3894sADD9x777179epldaIxf/7822+/feTIkUuWLFG0xOTGG2+8+eabPSK//vWvb7XVVt6XpjNq4ffdd9+FF144aNCgYcOGeVCyYHW2APP73/++gNNlZOedd1Z3uZrvhsSEZIgPiwQzbTgIKIGFBGRZAljjE0VdCGvUaANJXjKg/AgIGU3xk0M9L7wbZFUEGYVqt91223LLLYlJ0Outt558KhGrQ/KprIevqoEhwrpMqSXK5zbbbHPQQQepZyQxGc+QStC9e3epXA1jnJbi2rFjRw8a6sQUVC8ej1E11etw++23T9nL8zTWkr49p7wIVWI1Jv5gqp1bbLEFOm8piZg8RVMjQpsofK1uEJvNqXzZEQstnQrFIMdMx/n8IU9fFThl1NcA53fdddf8N1dxlEmOqe5iQkY3ltFC5MEnpJaW4AuRzxfR3rSCLwO6VorwQeBLwqMQR5DNLlzF2sesTzHSbMosjYEmyxmtscLR+NazGWVj0g1do8bnFuUiSKZQLogcrdqpiHJukubixYtlVV05V8pG50Ils9Ml7PHx0EMPDRw4UEFiJNYkaOleVUN7GzHlNSNfe4uw4NHJWkqjSZklzFR+oBo+MaCOT1ctJLlw4cL777//8MMP92BSREmmXpqUk/xhx1zcYwfoXnvttT/5yU/OPPPMHXfc0fuVZUym4mdpzWWWE044QcH47ne/y1pm/2hgMEvgWxauNa8ahiMIar8puKqM4StUWopZvoUoYJy0C1pljzA+XY9v6giS1o42F+OCnC0zLxAgzyAOazwxYyaNAD46y//IKxXVsWPHnn322SnA7GQulo1+ZLM1Pg5ymEMjdBubUaNGjVZI+gsh/yoeCMVDwpWy27dvr1BJlAS822RYCVTOlWfJ4KtJujK1VDtnzpxx48attdZaHnlSIWsEXD/CxBQeKZ7NcIxiemuaUR5X9jCNsq81hCOHpoKmDPDBkMeNGVkmaV4yTLFARuYlg4MmyQc0MQQ+Gd1GLqgKADeiZSgwFCaBZA1oGft4YC0zWpQZhcLC33zzTTFMJMkoY5heftZrXvJKGtpKvQgFH+GLwdqtyEYQZpCulfLZVwsVpdGbMkOigWMo8WeBpCEW4oy4RQAdJz/OepmqAvbecWKwoPBrrFjUhbBGjTYg6RdCTpRtAZ06J5lKYcmbZBQe2RMhmytR+GgJ/aWXXrr44otPP/30adOmqXYSfczK42x6kdBigTxOjCsJmOxL6yQzhSFAp6RxwGhabqSkqdDxgdlYnjFjxrx587iRKh5Xm8Ga5yyxSZMmUecSUOSMNrU27mW9VNImAvi60Ey8H6oJG+oQQss4U1pxi1jeu2bHJ4Cvi5+woxMlS1a3CBhiKi1vtYYYJMmUukhYm1XQJcA4Jk4UGcEnn5AWZhHQZqIPBfEJTAc47MQgy8BmEPs1VizqQlijxvtCkpIlpWNpV67UTYLWQtKZ1IYmJuuhcVKflJZFixY9/fTTU6ZMya+jWFCiSuLTlZF1AaFLPUk5lhEeKykSOMwCGrxmvHLM6HlEjFbqlpxLslu3bhtvvDGzHqOAryrQRfDKczblFsd7iwD1LbbYgkGWizNZDodT2is3G3k8yBKC5rT+AaDeigBumB3EMPbztkM05qv+YUXeciYyhsQEbSgWuKrU4QiULofpkkQjPPUsBxHEgiHqMYhuVKqqVhnCIa9tXtQyLrAVKvdbIoYIM3QQTiFqrEA0vnpsc/OufLRdr1Hjs4RyI5qvg3Qs7UqaSaC5LFIbDtoQvtehFvAXVv/BaEVr1VVXlaYxSea3X8BatGRk1shrQyfvZ+rwc0m10CypSjHIcmrbG2+8gSYza9Ysb1BVhIAhzOItRTRd8kqjvP9O9S/mK5+8xSdPIPZxCLDDgu7rr79+/PHH9+nT59hjjy2eLzsyb8AZbfxBJLYIMhyL8YQoUxcYDUfNY6Q5krEJzYqmwIel5yqc9wMjxeaHAsUQv/vd78aOHXvuuefml6+2IzMyW9z7YB9qLHc0bytCt96AGjXaQK5KLkmyKqbs2bgzVSHBNKrVTRvhMAlL0B6CvXv3VpDyZMljRZkxlCm05JunQ0MmgmRJ/BCtOJnIC0mtQkusyq0hdWvttdf2GNLNr8qKZUADU2ijaKW6R/Vf7+RnszUT8TY2PSXVS5Pix/+PAHZaEaZQ2JgtlYljHEAjMFMtAhzA0Qomx3iitESsBCTWwmE8cQNEOEYRJDMUyzhpGzM17U6IDwuKgSkAET5rwE+I5TJUYwWi5epmSyDd0DVq1FgacqXUFiJ3x7sKIX3jS3BSM6ZsqxsZwji6SeKxkJyLKBcwROSXEaYzUSZN6vdAxEfzR4uOzcyrxQ+hJKA5DypKKR66EdONMyQVHq4ifvCDH6hAw4YN84gkoFImp6NTkxpuLTMoZgqEttBxuJkDJWiYzXyEoRCFH2bk0y2ITCGaR8vQxwSbphaoW2+91av6t7/9bffu3W2NAGZTtECGk1Gp8Q+D3Wk+A41uWOUoNEvUqFGjFXJTckdCa1WCMCU1ra58F2YuVJDchwgzAlFBfDTIpOZSgRCMq2e6Mi+zsjAkzxpNuVKoQBeTJJougg90CaNLl8FIAg4sWbLkwAMP9DQcOHAgulRfikxRzHTLjoQihLaZDpbmQJhBUWxlAdDpLo0It8L7CX8EiIngdOvWbdKkSZ06dTrrrLO09sW8IkbA1ohY3NB+2LjV+DjI2QiNaHTDyn5As0SNGjU+GO5LrowaIPEhUnt0FR7dkuwwy81CYMqVWgLhx04EoFX3/UDsr3/9K8lM6hkHXh6ZTgsRizzgmNqoNtULof3X6r83nVWQ0ULkrSW/kEP87Gc/k9MPOOAAQ+bKaAzipP0IyHoBATgf1lSz1t+10DxRuiGWF2JcVP/yl78sWLDg9NNPz9+DBKPafLWYd7lPXePvwtaUsCMa3bC04TZL1KhRo02Ua6IAQKrd/1v9Jfc8pHKhyKgrEc47gABa8cAsTzTd2IyKNliaszQY8T5TkMyrIurmD7awmbSLKFMwlUlDVwYaswA/WUhJQ+DTxWcKEPkFp/bEE0/s1avXscceyyYjreyU7jKCPK1ChzCRdumwFMml0SxW0Gy8FZY2+Hen+FDI1KJ6zjnnTJw48de//nXHjh2tSzCNii3CrkUYP4ut8Y+BrSlHJTtVR79GjQ8NNwcQUpjiARKZt2C+8VNOIlNorfQnMwIidsptDHQj3NKvkG7DVlugYupocUBuDa1imYii0eZHZ0m4aG3le8PD0NHV8lCXIr4uOhMZZVY3ZbJIRpGM9kOBYiuwFj4iloNCR7EZhRmBgmb1gkhWthsTQfgRDufjQ9yqrf6bz6B8kegGODU+JagLYY0aHxolkaWVQ6U8abSUHJAB8VMd5cHww0whbJioUIm3mGrFCZrppVH+GKpZ0GqhWUxhCJ0UjAMNo5Up6RiSlwGHmK5W11rUUfK60UKUMk8A/Vb1TzjpZsmV+Q/9HAQqUHnxXoVo7oaOZJhFKyhDzcspxAegWTJoOLScIIaCv9JKK9mIJUuWCI7omSJT66buAuHlO3WNj4B6A2rU+Puo8vx7kMvCl8LkX+nsf/7nf1ILMY020mo1RBhT1gN8FSXFKXZiJDREtxXng1FmRHBA2s10ahVwwGhmb7FYodn/FL+AvG78BJJkmM0fd4yAUcTqq6+e1yfg4GOaJWaXHZmitKyFZhMBiFZ0kVxauJj6AEQyKiwUn8MP/fEhIIyHzsFgXIiEESG2pS7qFskaKwp1IaxR40MgqTOZq+QvHEktGQ0QgC/NlWQHCMUDZMkYKUg3WmipE4pMK+FmJOESoBhCK9umYqGLHW1+i9nw+N2Coc0QleRoDsvReVniSNkILT55wllIUOpf0a1sfwhU0zZ+uBoU2kTNdCGihSgIJxGrjL33o1qITEGYAbGoRB7QsbZcYAohygHIdpio8X1RBdNoZLQfIW41li/qDahRow1Ii1p5Sq78f6p/UB6dXImTUfkLobrIcapFyW7JaxELB00GEZSEmxT59ttvR4CwiRj861//alLIX+ljh82UMYhLujGCo2UnniSzZyguvfPOO7FsiMBb1b86ZIgRXdZI/mv1n+7MXJiNaaoqixkiphBhkkFooSR3tLZNLD2Ek+neeOMNpnASFq9PXV4hIJK6/IdoEcMBo2h8a6Guy1pUWDaEJmYUTQDTUPh8Zn/u3LnUzZhQ4+uSRJPUhch/WLDPiK+KlVZaCc2alqn4QCBm40+NFYu6ENao0QaSp5K8kq2SsP6l+gMpCHkzBYxAfhUkgSZ7atUexQwBJJNq2UmuZwFk4fzXuvP80pXE582bRx4HqCQpU2QwbqR6kdcaSjdOat98801emYJjrGnRhvCZ4jzhdu3aRTG+0dLOnDkzdojl939R1C4XMK5NQMJRD7ghSqussopJcbIoweQPYtUKwmJFupwhsGTJEqHgp7VoWSBgdSnk7Ky++uosJywI9ikmmGQIiAktwjxhv0OHDiwwa5QMU+JmCjIEyMNyjEONTyfqDa5Row2UfC2l5q8loOVQKTKZNOlVapa1cSRlmTdDCPykaYpoSZaRDJGReefPn7948WJlb/z48S+//PLUqVOlYMldVSDPeLL5mDFj7rrrLqk5lQATeKKrjZPMAjcIqCI4zz333PHHHz9y5EhmzcKsdC/XP/300wy+9NJLixYtIizvz5kzZ8KECbfddttpp5322GOPLVy4EN8jhg+myKo/IWRF1ss9i+K/9XJJ3F577TXF2Kh1YRpK5UMnbtTjGxmxBVF9/fXXZ82aJbapo/mMENuHHnro7rvvFhMC2SZxM+MLL7xw//33P/vss8zaSqbwrZ01c2UXgsrfGp9l1Htco0YbkC7lSpkRpGN5tlGCqh9LGiIgyUqRWkw5VwIFHF3y6JVXXhkfR/LVZQeR7ExAQVWE1J4rr7zylVdewYy6Nwr7srnsjFAmR4wYIU1LzVGUoLUQPxGGmPVsSkJHT5w48ZxzzpkyZQo7JmLnxRdffP7559U/NRUNnoD8UZ7nzp2rOt5www0qolH2GcxC+JxZPj5Y0/IEqqA2fghpLsh3BiDE5Jlnnhk+fDhnyIu2FYkMxyxHuJSuSZMmGSKvtVgytB599NEHH3zQwgUhYbdYS1bnaCmEFugLwNcGT7SMPPHEE1Tuu+++hx9+WAVNfeWPQigy7HMyDsf5Gp9h1IWwRo22kTyoKgBCV35MoTLq2ZEMLueqN43UXr0nwFB+5knMqNQM+PIpFUagY8eOHigy/vnnnz979uz8S78ptySlcromyj8eG+OAL02TQRDD4ZvZWVAqmKXFiJbAaquttvbaa3fp0oUzv/vd75SEHXfccb311iOZpyH7vXr1wuzbty9vPc4Yp4u2LrOwr7tckKA1g3GzpJB7yKpAFvLUU09deOGFZ511lrJHRhXXWotYeeCK1cUXX8x5zDzHqUyePPnJJ588+eSTr7nmGsUv4fVZgHnRRRepkYxMmzbtkksuufHGG701xY21Cy64gCILiuVJJ51kI4ixZqe4JIY2MbUWlna+xmcMdSGsUaMNpMIhZEZpMelVV34EQ0qUlKpyqB9ouTLVS6srTZMnhi/RkwR5NqaI6cr+io2U3aFDB3WRokmlYwR1YHnnnXf++te/jqYY+2S4xBQiU3gy3nnnncpbBFImpXhmFVdV0PvPs09dNCPfBg0apMzcc889hOOhiTKpNpUgy0kElgtSSxrF/N1nllmyEDRCHKyIz+uvvz5XBZmk8Fq45xpnFPWePXtaHU5skidmRQMHDuzUqZPQ5cFHePr06Qzutttu22+//de+9rVvfetbm2++uaehx7cqqDruueeeBxxwgKF9991XiHwWLFiwgKmEFAQwO8UgDzNjjc8q6kJYo0YbSPqTi5OR5VZMuVtXIvYCk2qfe+65u+6667rrrhs7duyMGTMk2fvvv/+WW24ZP368l5/0SsbzxStn6tSp8+fPl6kVpFGjRnmLSOKqlIcgy4pijEu+qRBm5IC0zo5SwTimzO5lM27cuFdfffWJJ57wlFE/Xnjhheuvv/7ee++dN2+e/E6YKeqcZAGNoEIyvz6U3FUaLR+4RD4rBUTmVQbCyao/IbCfeoM2ryAIyDrrrNO/f3+LNZSw5724xhpreLZq1WyKhmLBQsRQIfRuzltZYPEVdY/dHXbYQdXv168fga233loJtH0mUjV1Bw8e7H08YMAArRLLk5g1KbNZOw6D4df4DKMuhDVqtIGSoL0SPFDkZdkZR7t48eJHH31UPXvyySdvuOGGM888UylSbJTDq6++WlctVPmUpZdfflmlvPLKK8l7cEjBKhkZoypQUr+UbRb2ZV60bG4KqVz+ZUFlJc+4eqbUIZRA7X333cemzD569GgV0USvVcgDCxSMFELVNz8eROMoKqC6WAU3FEhTG4KUHw4YJcmUspGhj484E9/QlqzYZC7zWqy1q3MCYsi8PiM44zuAfLdu3ficHSFMETOV3u4wgk/SECMM6vbp02fIkCE2jgxJsW3Xrl3nzp3FnIrSSBLft4Vlqr677rqrWrhw4cJ8GWQihIkyHU6NzzDqQlijRhvII0AulgelaRlTzUDL0QreX/7ylxEjRkidP/rRj3bfffcHH3zwtttu69279ymnnLLmmmt6BY4cObJDhw7bbbedhP7QQw9Rl4hleQblX48eLxi5G00gM2YIE2F2WZiWsvf4449T5IOCetNNN2277bb77ruv51EMfulLX5L0zeXRs+6668rvFAmXJ6DUv8EGG+Coo7GMSUZt0FVdDFkXpNIADhjFDOfjg7UWqqJTyazdGjN7HMPkBvfCUcn4qTjppk4j+EYSPzSCpIWzmYql6oMh1lL50AKy6aabChSB1PhFixb5TDnvvPM805VARjp27ChohuKG6eJV2hqfYdSFsEaNNiClSn8pKlq0tCg5Kj9y5fz58/G9MDwmevXqJXXqrrXWWj169FCNJHcvvzfffFMWlnllVY+2JUuWsCApS9kssE8lGZaYKeRuAkZxGDTUvXt3DzuKhAlI1mqwlyh1JXajjTby+lFQVQIqaL6lsNHVNS++YskxfO9IFZplD0Q1gM2uXbum0pBkP48qfOAJPoKF5YssGRJP77kQ5uIDT8RBhUMXDgHy/Il7hHXRWsvJqxGtDVMM8y6kLhqIN95447HHHvMN4XNBFWSQsCB4Uptu/Pjxd999t/dxjJgIMqlugK7xGUZdCGvUeF/IhnKizCs1y4YSq6Kl/qlPa6yxhiSOqRTJvPmxHgEtGek72XPQoEFeby+88IKcO3v2bGl3m222SZpmVpomFmETpdzK5uyodgqbQkUMHyRxpevWW2/905/+pACowbwC09HCSZ2IHUhVYKdbt2477LADx0aPHv1i9fcoFIYuXboo23EyDmRe3WIqxWC5gD8t1Lt0AoswnXkxzWg5nEEbNZRoRD5OiljWRVLXEA71/Iw3WrrRskGCM3ny5AkTJgjdFlts0b59+1ijbtc8plVHnzJe7T4yqMeTGAkBhajxWUVdCGvUaANynzzbTGvlYtlWDkWrhZ53UqdUi5PsHJAhn99dDRgwYOjQoapgfsP31ltvecwlm0u1XjNMSeLk2fFYQcQaI+olSXWCKXPtvvvuO+20k2J27LHH3nzzzV6cdFMGUlRoQUwpdSm3oBD+6Ec/2m+//UyUv2zHuMpNnXEC1qKlBcWmttL+BMENs6TC6Wr5rHJn1FCqHTFeEbNGNMIoQktAZNAiAIjwQZcuI/fdd9+rr7767//+7z5ZrMuQ7WBwzTXXVAW/9rWvHXXUUeIwadKkFD9aECO6IWp8tlEXwho13hfSqFqlPkmIybPhqyi6qViSpq4KR5iANwfO/PnzU+S6d+/u6SbP3nXXXY888ogXYX63l+qlGknu5CV3HAVv0aJFKQBz5sxRzBhES9wEJO5DDjlEQt9oo42uueaa888/H58DSdassUAYdD13Uhpj36TepnvvvbfUP23aNMVj++23x6eV5ZBUBQnrannCmoXrLheYqxCF5rm5IM5bI6BDGOVVVLRqZJama4jPPgVSyIHD4oaZwKai24Urr7wS08eHCBCwIqPibyNICi/+F7/4RY9jNBgN0JWnLa7W+GyjLoQ1arwvkge1MmNStq6MLO1KlDKpTG1IzsUMBxEOLa3cvfbaa/fr12/MmDFTpkzJKDvJ+7paijjktXK05L5w4cKZM2ciYkRVk8TVRfl92LBhP/3pTznw2GOPeWXi84ERBGvkWUYDdZYRmaJLBaO01ObNNtuM5bjKySgyFa34g1OF4ROBecGMgemKG42XafXO5jkPAd9LkbxRa9dFE+Aqh6kjwtTGvvpnpWR8NwwcOJAAzJo165VXXiGGFhliCA/iDTbYwLu5ClsjnmAiYjFVbNb4rKIuhDVqvC9kSdUF5GLdJMQFCxZ4WEiyXiTyrLeFXKz1KEyqJYAgmWTaq1cvLxLC0vrqq69uKAWGmGqHWLJkCVqZnDhxIo5MPWrUKPYZJCk1s0/36aefxu/QocNBBx00ZMgQpYIbHFAmJf1XX301LpE3JJVjmivTeZ6agszLL78s42+yySZ9+vRJ5eAA4+yYBXBY0BrFNPrJwRRZGoiwVihEQBkWzwQ2Hw3890TOKxnipyFaguDlRxF/8eLFImDt3sovvfTSww8/TID61KlTn3/++RdeeGHSpEmvvfba+PHjjc6dO5eY/RL2DTfcUL0kbO3xJ3uU+NT4zKMuhDVqtIHyCAghtyY5plCpMTNmzJgwYcK0adOkUSlbmZFqJVac2bNny7YKGzG6Ste2227bo0eP/v37exrGJhlliS76kUce+fOf/3zxxRdfccUV11577SmnnHLllVeuttpqZMC8zzzzjBT/4IMP3nTTTZMnT1bbevfuLXcrsYqBF6d8ffPNN99xxx1KhZcTplkUSC2fFXKejBgx4tJLL+XV/vvvzx9DtKR+rdWxmZYwl9AEdLWfEMwCnFx55ZVNqgJNnz7du1k0lCgVS7lS3tQ8HwTWNXr0aJXM8vP3JkUmf+1BK4z5EzFjx45F2wu78/9v5+5dq8yCMIAXSyBYyLoaE4KmiBgCIkbEr0ULgyCIYGmjnYWKolYqiCiIXWz8A2wt/Af8hLSWNpYiCOJXDISg5f7e97ke7hp1Y7K6C/c8sGfnzJmZM+e89z5zJzfx4cOHbvXy5ctnzpw5fvz4yZMnT5w44Rr1f/fv3z916tTt27enp6d9vLCRlnHTpk3uSu13Jw4O0pNnrYW9gN+uXr167do1Y0fRRQEVFRXeDqgQRQZqDMpWhDRV4+Pjf7T/1snY2NiePXuQKRmBbtmyZe/evcqemsQFt2rR8Pi2bdt27NiR8sOMUnO2f//+nTt3bty4cWRkZP369WvXrl2zZs3ExATL/v7+gYEB0Uwt6SYHBwfF1B4prmrqhg0bJGNTcTjqaRRINezp06f37t07fPiwHNRRPZPC7Czr1q2Ts71WrVqVAiMHmagEjx8/lgn3fH9pC0vydHzTtEoseT148ECG27dvN80VOVFIg+W32KPYdAspvWSfJNwSWVF0EHfrrhz59/aPVezOxm0o+fbdt2+fPNVOnxW4OKDb8CD+bKHTTWV1EOfdunWr7lk0dc7Zd+/e7a4ElKpVcYaHh015uWrK8nQkmdxKwj+K3NiTJ09c/sGDB/O5BHJLsOTIFctHufmUv87DMEZbn01FRYG3A2CukBeKNCI4rI1/GaiLYXNm6aLYWGVPw4YM+hWVCRfv2rUrNmHwcCWDcC7Mz8+LyRfvMyAbrdrXaFWvo+/MH9GbckH6MzMzc3NzmJ2sJdXxaIPu3r176NAheoUwnRDSF1nV4WVTAnuVRid68eLFqampyclJYeltirjlwNK5wgnSFu3KlSujo6M6qmQloKUYkCN8B8VGWJCGS5Ch9HLJRpG1sPkukMwgvhIwMjBSWs0dqnxkRZpewBhwTCg7JlXnigC6T3qfLXwmcI0iSEYaLgQYxBeEWgIk45OELW7evKmhv3Xrlk8P9DQii7/kyBXLR3kRAqF5hWRSUVGxEKEtVBtuBV2UbgnNFY03EtDkOyouIW6sDbj1+fPnr1690kSqMfkODwlicBFwLrpE+rhYWBVO5aNUA5hxjzEBTadGagSF0gwlq1QLVURwgu1Y2j39nGSMeh29o07LEhvxGfDVM6VNiSWNTFIFbRSm5pIgkCmzUpstBZaWAI6i2Uv+4tv6/fv3blhkUxdCYEa2I32O5qrfvn1LU45jNDUCg9RC0RxHnuLket0V5Pj6Qp8b8lu7qiBLW8+2/+iB1S8gWkdaNFIFA/lIzBZJOOjYtWDTkSr+I9RCWFHxTYSw8JSqg2pRMN7EcagNO1tFkVbD5vgUoSM7ZEr57t27R48eXbhw4dy5c9PT0xqvkZERzKv2JFoqGUv2YuJoS2Km2BDoFTaQgypLw5ijvcgEXlZlle6NTGOLMHsKSWyUWGGlLY59GQulVPClZyxz27EXXKrATITUP8ZASJ3gboQkacx0MSjGHOVDcBAQX4lyEDtKSdoEOahhprJKwaNJhiy5MxPB6RIQmtDtLla5cJctl9Qhlp5LzpUIboA9Gx3b0NBQdmcsnxKtCItHeYJkOed0OW/F/xA//IArKnoQSA2XYTTMmzpEieyQJqWRjEyVE0u4FZMiQZagMo2Pj2vIMC8zS2FzzIh22RNMU2kslb3EKRsxIGBSoKQhxD2+QJYJMxX3yJEjDF68eKGRYgYCKgDyZ5ZdIH+nIYHJycl8QSiazBkUGwHB1CiOrMgSsGOWIAl0Jl/DwtXcj4BCpfbQuCLJWLWFVaMayYAZva3JVplZguzLRp6WgphxEdDY7tZpkcvt5YwJLoLRdp4gTQkbx6Uh9yZsHpOwps5oXH7win8dtRBWVPwDQqCYFFBbUxzaD/voDGkS6MOeVhmjdUptmfp39OjR8+fPHzhwYHBwUCgGRpweRsaMafgSky86NhWKwAaEgpUrV1IyRqmmLI1clAR6SjGVMb70o6Ojp0+fHh4e1v3MzMzYVDK6KDETVrZ8pa1MvnnzhuWxY8fy2z2SBy5WxRRZfMYiB9maEqJpUv+MaBaie6k4AllK9rVd7jnnMka2yiZpxCXJS5JGnkZmQKMEGq2KxjGPw+ggipzbE3P16tVuI46mltjn8WUXvmkWydmxCIuHmJKRVT732J0yZ+lGjCv+czSfPT2z8kgyjVxR0eNouKp9a2C0TPNmQaOEKKMP52aK+CIXvZGSPTmcS8gbjZwRGETJxsgrmrJ7RlMGiZwlMFUDaIBNmVrC6cYoaRB0agwNmqaxhRqA/RMnOYBdgCXQs9dTXr9+fWhoSHWPDeNiz6DI3wGzjtS6i0ygTLaEaHKQxujvdTSQWLNxiy/MMo0eJN8uNhAZciGQIITYMHZpylVkYwkes8WDl+A2unHjxrNnz6amplyvIPmZMyGHTVjGPxq/YjnovnBCM43KGG19JBUV3eh+R+Rt0v0GwardPFvAslAqoakkn3+JsRgYv/peW/geRJ3hTVCx0qx8J1Q0tuNVCgaNsQSXVepBEbr3Tap8IxjZ2PrDhw+XLl2an58fGxuzmo0YcGTTHWEhyqqRDEXvoqRRluxlKvmyO300Rj0cGxp6U74y4cuSPsZAZm+0mvhkNmStIQGcSK/GgGDKPmFpCKZJL9GaXBcNLgJK9eXLl7r5s2fPDgwM0NCX4EZgnC3iWPEL0H3hhGbqP48nz8bY/exjV1FR0bMIJ6gi4YfZ2dk7d+4gd9Vibm7OEpAzhkw6nr0NV2FUCHXPmzdvnpiYIFBqwVPL1eNSs2nyWaTiZ6OUtrywTfPS7Xxv7EmYl2VjfUFXVPQ40AQqMH78+NE0X569fv2aZsWKFfmxaojCSEkIy1SEVDWaZGUvv5RLA65UFUwhpHRjqYhxrPipcNUpcKXe+QjS3L+Xr2cAHol5Xs3lZV1RUdGz6K5tRlMIUbTrDVGExIHQvdTjyHVl7KgWwGpHqvhVyAs1Qil5zZPq/K/9HSef+Fh8+vSpv/0zo9axoqKiJ9DNy+Xt/wVr6AL1N1H6KM0s364xyI+RoPXrdTSs+vkOCbnb9B+uKEsRoGgqfjY8iBQ4ckqem6dsyqOXckpgVK19RUVFRQeFGRTC/ES0r/2HBfLTP7LVEDpNXHocqW3Y1YUQXBGlq3Np+QDhxvK9IBvGrVPFr0N5SSuHfX19fwE0UjytRegM+gAAAABJRU5ErkJggg==)

object Demo {

def main(args: Array[String]) {

var myList = Array(1.9, 2.9, 3.4, 3.5)

// Print all the array elements

for ( x <- myList ) {

println( x ) }

// Summing all elements

var total = 0.0;

for ( i <- 0 to (myList.length - 1)) {

total += myList(i);

}

println("Total is " + total);

// Finding the largest element

var max = myList(0);

for ( i <- 1 to (myList.length - 1) ) {

if (myList(i) > max) max = myList(i);

}

println("Max is " + max);

}

}

**SCALA LISTS**

A **list** is a collection which contains immutable data. List represents linked list in Scala. The **Scala List** class holds a sequenced, linear list of items.  
Following are the point of difference between lists and array in Scala:

* Lists are immutable whereas arrays are mutable in Scala.
* Lists represents a linked list whereas arrays are flat.

**Syntax :**

val variable\_name: List[type] = List(item1, item2, item3)

Or

val variable\_name = List(item1, item2, item3)

**Some important points about list in Scala:**

* In a Scala list, each element must be of the same type.
* The implementation of lists uses mutable state internally during construction.
* In Scala, list is defined under scala.collection.immutable package.
* A List has various methods to add, prepend, max, min, etc. to enhance the usage of list.

**Example 1:**

// Scala program to print immutable lists

import scala.collection.immutable.\_

// Creating object

object GFG

{

// Main method

def main(args:Array[String])

{

// Creating and initializing immutable lists

val mylist1: List[String] = List("Geeks", "GFG",

"GeeksforGeeks", "Geek123")

val mylist2 = List("C", "C#", "Java", "Scala",

"PHP", "Ruby")

// Display the value of mylist1

println("List 1:")

println(mylist1)

// Display the value of mylist2 using for loop

println("\nList 2:")

for(mylist<-mylist2)

{

println(mylist)

}

}

}

Output: List 1:List(Geeks, GFG, GeeksforGeeks, Geek123)

List 2:

C

C#

Java

Scala

PHP

Ruby

**Example2 :**

// Scala program to illustrate the

// use of empty list

import scala.collection.immutable.\_

// Creating object

object GFG

{

// Main method

def main(args:Array[String])

{

// Creating an Empty List.

val emptylist: List[Nothing] = List()

println("The empty list is:")

println(emptylist)

}

}

Output:

The empty list is:

List()

**Basic Operations on Lists**

The following are the three basic operations which can be performed on list in scala:

1. **head:** The first element of a list returned by head method.  
   Syntax: list.head //returns head of the list

**2.tail:** This method returns a list consisting of all elements except the first.  
Syntax: list.tail //returns a list consisting of all elements except the first

**3.isEmpty:** This method returns true if the list is empty otherwise false.  
Syntax: list.isEmpty //returns true if the list is empty otherwise false.

// Scala program of a list to

// perform head operation

import scala.collection.immutable.\_

// Creating object

object GFG

{

// Main method

def main(args:Array[String])

{

// Creating a List.

val mylist = List("C", "C#", "Java", "Scala",

"PHP", "Ruby")

println("The head of the list is:")

println(mylist.head)

println("The tail of the list is:")

println(mylist.tail)

println("List is empty or not:")

println(mylist.isEmpty)

}

}

Output: The head of the list is:

C

The tail of the list is:

List(C#, Java, Scala, PHP, Ruby)

List is empty or not:

False

## **Concatenating Lists**

You can use either **:::** operator or **List.:::()** method or **List.concat()** method to add two or more lists. Please find the following example given below −

### Example

object Demo {

def main(args: Array[String]) {

val fruit1 = "apples" :: ("oranges" :: ("pears" :: Nil))

val fruit2 = "mangoes" :: ("banana" :: Nil)

// use two or more lists with ::: operator

var fruit = fruit1 ::: fruit2

println( "fruit1 ::: fruit2 : " + fruit )

// use two lists with Set.:::() method

fruit = fruit1.:::(fruit2)

println( "fruit1.:::(fruit2) : " + fruit )

// pass two or more lists as arguments

fruit = List.concat(fruit1, fruit2)

println( "List.concat(fruit1, fruit2) : " + fruit )

}

}

Output:

fruit1 ::: fruit2 : List(apples, oranges, pears, mangoes, banana)

fruit1.:::(fruit2) : List(mangoes, banana, apples, oranges, pears)

List.concat(fruit1, fruit2) : List(apples, oranges, pears, mangoes, banana)

**FUNCTIONAL PROGRAMMING**

Scala lets you write code in an object-oriented programming (OOP) style, a functional programming (FP) style, and even in a hybrid style, using both approaches in combination.

# **PURE FUNCTIONS**

A first feature Scala offers to help you write functional code is the ability to write pure functions. In [Functional Programming, Simplified](https://alvinalexander.com/scala/functional-programming-simplified-book), Alvin Alexander defines a *pure function* like this:

* The function’s output depends *only* on its input variables
* It doesn’t mutate any hidden state
* It doesn’t have any “back doors”: It doesn’t read data from the outside world (including the console, web services, databases, files, etc.), or write data to the outside world.

As a result of this definition, any time you call a pure function with the same input value(s), you’ll always get the same result. For example, you can call a double function an infinite number of times with the input value 2, and you’ll always get the result 4.

## **Examples of pure functions**

Given that definition of pure functions, as you might imagine, methods like these in the *scala.math.\_* package are pure functions:

* abs
* ceil
* max
* min

These Scala String methods are also pure functions:

* is Empty
* length
* substring

Many methods on the Scala collections classes also work as pure functions, including drop, filter, and map.

## **Examples of impure functions**

Date and time related methods like getDayOfWeek, getHour, and getMinute are all impure because their output depends on something other than their input parameters. Their results rely on some form of hidden I/O, *hidden input* in these examples.

In general, impure functions do one or more of these things:

* Read hidden inputs, i.e., they access variables and data not explicitly passed into the function as input parameters
* Write hidden outputs
* Mutate the parameters they are given
* Perform some sort of I/O with the outside world

## **Writing pure functions**

Writing pure functions in Scala is one of the simpler parts about functional programming: You just write pure functions using Scala’s method syntax. Here’s a pure function that doubles the input value it’s given:

**def** **double**(i: **Int**): **Int** = i \* 2

Although recursion isn’t covered in this book, if you like a good “challenge” example, here’s a pure function that calculates the sum of a list of integers (List[Int]):

**def** **sum**(list: **List**[**Int**]): **Int** = list **match** {

**case** **Nil** => 0 **case** head :: tail => head + sum(tail)

}

**SCALA –SETS**

Scala Set is a collection of pairwise different elements of the same type. In other words, a Set is a collection that contains no duplicate elements. There are two kinds of Sets, the **immutable** and the **mutable**. The difference between mutable and immutable objects is that when an object is immutable, the object itself can't be changed.

By default, Scala uses the immutable Set. If you want to use the mutable Set, you'll have to import **scala.collection.mutable.Set** class explicitly. If you want to use both mutable and immutable sets in the same collection, then you can continue to refer to the immutable Set as **Set** but you can refer to the mutable Set as **mutable.Set**.

Here is how you can declare immutable Sets −

// Empty set of integer type

var s : Set[Int] = Set()

// Set of integer type

var s : Set[Int] = Set(1,3,5,7)

or

var s = Set(1,3,5,7)

While defining an empty set, the type annotation is necessary as the system needs to assign a concrete type to variable.

## **Basic Operations on set**

All operations on sets can be expressed in terms of the following three methods −

|  |  |
| --- | --- |
| **Sr.No** | **Methods & Description** |
| 1 | **head**  This method returns the first element of a set. |
| 2 | **tail**  This method returns a set consisting of all elements except the first. |
| 3 | **isEmpty**  This method returns true if the set is empty otherwise false. |

Try the following example showing usage of the basic operational methods −

### Example

object Demo

{

def main(args: Array[String]) {

val fruit = Set("apples", "oranges", "pears")

val nums: Set[Int] = Set()

println( "Head of fruit : " + fruit.head )

println( "Tail of fruit : " + fruit.tail )

println( "Check if fruit is empty : " + fruit.isEmpty )

println( "Check if nums is empty : " + nums.isEmpty )

}

}

Save the above program in **Demo.scala**. The following commands are used to compile and execute this program.

### Command

\>scalac Demo.scala\>scala Demo

### Output

Head of fruit : apples

Tail of fruit : Set(oranges, pears)

Check if fruit is empty : false

Check if nums is empty : true

## Concatenating Sets

You can use either **++** operator or **Set.++()** method to concatenate two or more sets, but while adding sets it will remove duplicate elements.

The Following is the example to concatenate two sets.

### Example

object Demo {

def main(args: Array[String]) {

val fruit1 = Set("apples", "oranges", "pears")

val fruit2 = Set("mangoes", "banana")

// use two or more sets with ++ as operator

var fruit = fruit1 ++ fruit2

println( "fruit1 ++ fruit2 : " + fruit )

// use two sets with ++ as method

fruit = fruit1.++(fruit2)

println( "fruit1.++(fruit2) : " + fruit )

}

}

Save the above program in **Demo.scala**. The following commands are used to compile and execute this program.

### Command

\>scalac Demo.scala\>scala Demo

### Output

fruit1 ++ fruit2 :

Set(banana, apples, mangoes, pears, oranges)

fruit1.++(fruit2) : Set(banana, apples, mangoes, pears, oranges)